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ABSTRACT
Approximate nearest neighbor (ANN) search is a critical problem
in various real-world applications. However, as one of the most
promising solutions to ANN search, graph-based indexes often
suffer from high memory consumption. Although a few studies at-
tempt to alleviate this issue by storing the index on inexpensive disk
storage, they still face challenges such as insufficient data locality
and low efficiency when optimizing the graph layout on disk. There-
fore, we proposeMARGO, a monotonic path-aware graph layout
optimization method for disk-based ANN search. First, we present
the essence of graph layout optimization in disk-based ANN search,
and design a monotonic path-aware objective function that weighs
the edges based on their importance in monotonic paths, supported
by rigorous theoretical analysis. Second, we propose a greedy al-
gorithm that prioritizes high-weight edges to accommodate more
monotonic paths. To enhance efficiency, MARGO introduces a two
stage decoupling method that processes intra-cluster edges in paral-
lel first, followed by inter-cluster edges. Third, we develop a weight
computation strategy that computes edge weights on-the-fly during
index construction with almost no additional overhead. A compre-
hensive experimental study demonstrates thatMARGO improves
search efficiency by up to 26.6% while maintaining the same recall,
and accelerates the graph layout optimization by up to 5.5×.
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1 INTRODUCTION
Recent advancements in Large LanguageModel (LLM) revolutionize
various domains, from natural language processing [6] to computer
vision [40]. LLM demonstrates remarkable performance in gener-
ating, understanding, and reasoning with human language, which
is powered by vectorized data representations. Vast cross-modal
data, such as text, images, and videos, are embedded into high
dimensional vectors, correlating by the distances between their vec-
tor representations. Approximate nearest neighbor (ANN) search
plays a critical role in LLM by facilitating the discovery of relevant
knowledge for inference [3, 24]. It is also a fundamental function in
various traditional tasks, including image search [31], information
retrieval [20], and recommendation systems [27]. So far, various
ANN search methods are proposed, including tree-based [1, 5, 12],
hashing-based [21, 39, 44, 46, 48, 49], quantization-based [16, 22, 47],
and graph-based [29, 30, 33, 45] methods. Among these methods,
graph-based methods are regarded as one of the most promising
directions, exhibiting both high efficiency and accuracy in ANN
search [4, 25, 26, 38].

Despite the advantages, graph-based methods, or alternatively
graph-based indexes, often suffer from excessive memory footprint.
This is because they require storing both the graph index and raw
vectors in memory. As a result, graph-based indexes struggle to fit
into main memory and cannot scale well as the number of vectors
increases. For instance, it requires up to 1100GB of memory to build
an in-memory Vamana graph for billion-scale datasets [37], which
goes beyond what a single machine can accommodate. To address
this issue, prominent vector databases [17, 42] distribute and in-
dex the vectors onto different search nodes, instead of building an
entire index, where each search node performs ANN search inde-
pendently, and the results from all nodes are merged to generate
final ANN search results. However, it still suffers from high cost due
to extensive memory usage in commercial databases. Therefore, it
is critical to develop a disk-based graph index that stores vectors
and performs ANN search on inexpensive disk storage.

Existing disk-based graph indexes focus on reducing random
disk I/Os in ANN search to improve efficiency. DiskANN [37] em-
ploys Product Quantization [22] and uses approximate distances to
guide the search path. Since the computation of such approximate
distances does not require loading the vectors from the disk, a large
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number of random disk I/Os are hence avoided. However, it se-
quentially stores vectors on the disk based on IDs, resulting in poor
data locality. Starling [43] enhances data locality by optimizing the
layout of the graph index. It stores each vertex and its neighbors
in a same page as much as possible. This approach ensures that a
single random I/O can access more relevant vertices. Despite the
improvements, they still face two major challenges:

• Insufficient data locality. When optimizing the graph layout,
Starling only considers the benefit of storing a pair of neighbors
in the same page from the perspective of a single hop in the search
path, so that each pair of neighbors is supposed to be equally
important. This lacks the perspective of the entire search path
and results in a tunnel vision. In fact, the importance varies across
pairs of neighbors, among which those frequently passed by
search paths offer greater potential in reducing random disk I/Os.
Therefore, it is essential to design a graph layout optimization
strategy that takes the entire search path into account.

• Low efficiency of graph layout optimization. Starling opti-
mizes the graph layout in an iterative manner, where the number
of iterations controls the trade-off between data locality and
efficiency. To achieve a high data locality, a large number of iter-
ations is required, which leads to low efficiency. The efficiency
of graph layout optimization can be greatly enhanced if it is
completed in a single pass.

To address above challenges, we propose MARGO, a monotonic
path-aware graph layout optimization method for disk-based ANN
search that achieves both high data locality and efficiency. We
begin by rethinking the graph layout optimization (GLO) problem
from a novel perspective: its essence lies in selecting edges, not
vertices. Based on this perspective, MARGO employs a monotonic
path-aware objective function that aims to accommodate most
important edges. Each edge is delicately weighed through rigorous
theoretical analysis, to quantify its importance in the entire search
path. Next, we prove that the GLO problem is equivalent to the
minimum 𝑛𝑝 -cut problem with equal-size constrains on subsets,
which is known to be NP-hard. We introduce a greedy algorithm as
the solution, which prioritizes high-weight edges to accommodate
more monotonic paths. To improve efficiency and fully leverage
the parallel capabilities of multi-core processors, we propose two
stage decoupling, where intra-cluster edges are processed in parallel
first, followed by the inter-cluster edges. Finally, we propose an
on-the-fly weight computation strategy during index construction.
By reusing the computed distances, it obtains the edge weights
with almost no additional overheads.

The main contributions are summarized as follows:

• We offer a novel perspective on the graph layout optimization
problem, and design a monotonic path-aware objective function
based on rigorous theoretical analysis.

• We prove GLO problem is NP-hard, and introduce a greedy al-
gorithm as the solution. To enhance efficiency, we propose two
stage decoupling tailored to the nature of the graph index.

• We introduce a weight computation strategy that obtains edge
weights on-the-fly during index construction. It avoids computa-
tionally expensive distance computations by completely reusing
the already computed distances.

• We conduct extensive experiments in 4 real-world datasets, thor-
oughly verifying the accuracy and efficiency of MARGO.

2 PRELIMINARIES
2.1 Problem Setting
We focus on the 𝑘 nearest neighbor (𝑘NN) search problem for high
dimensional vectors, which is formally defined as follows.

Definition 1 (𝑘 nearest neighbor (𝑘NN) search). Given a
set of 𝑑-dimensional vectors 𝐷 = {𝑝1, . . . , 𝑝𝑛} ⊆ R𝑑 , a query vector
𝑞, and a positive integer 𝑘 , the 𝑘NN search aims to find a set of 𝑘
vectors 𝑆𝑘 ⊆ 𝐷 such that for ∀𝑝𝑖 ∈ 𝑆𝑘 and ∀𝑝 𝑗 ∈ 𝐷 \𝑆𝑘 , dist(𝑝𝑖 , 𝑞) ≤
dist(𝑝 𝑗 , 𝑞), where dist(·, ·) denotes the distance function.

However, solving the exact 𝑘NN search problem in high dimen-
sional space is time-consuming. Therefore, recent studies trade off
between accuracy and efficiency, seeking an approximate solution
instead. This is formally referred to as 𝑘 approximate nearest neigh-
bor (𝑘ANN) search. The most widely adopted metric to evaluate the
accuracy of 𝑘ANN search is Recall@𝑘 , which is computed as the
ratio of true nearest neighbors in the returned set over 𝑘 . Specifi-
cally, given the set of returned 𝑘 ANNs 𝑆𝑘 , Recall@𝑘 = |𝑆𝑘 ∩ 𝑆𝑘 |/𝑘 ,
where 𝑆𝑘 is the set of true nearest neighbors.

2.2 ANN Search in Vector Databases
In real-world applications, vector collections can exceed billions
in scale. Managing massive vectors within a single index proves
impractical due to severe memory bottlenecks and lack of essential
system features [17, 42]. For instance, building an entire in-memory
Vamana graph for billion-scale datasets consumes 1100GB memory
and takes over five days [37], severely degrading system availability.
Moreover, a single index fails to deliver critical capabilities such as
scalability, load balancing, and fault tolerance [17].

To overcome this, leading vector databases [17, 42] partition
vectors into segments distributed across search nodes. Each node
hosts multiple segments, each managing millions of vectors under
strict resource constraints—typically less than 2GB of memory and
10GB of disk space [17, 42]. Upon receiving a query, a query coordi-
nator determines the relevant segments to activate for ANN search,
whose results are merged to produce the final output.

Existing ANN search methods struggle in the segment-based
scenario, each facing distinct limitations. Among in-memory meth-
ods, graph-based methods such as HNSW [30] and NSG [14] be-
come prohibitively costly at very large vector collections [8, 37].
Quantization-based methods like Faiss [11] suffer from a substan-
tial drop in accuracy. For example, the recall@1 is only about 0.5
whenmemory is far smaller than the vector collections [37]. Among
disk-based methods, SPANN [8] duplicates vectors extensively, in-
curring excessive disk usage and violating the resource constraints
of segments. DiskANN [37] and Starling [43] yield unsatisfactory
search efficiency due to insufficient data locality. Therefore, it is
crucial to design a disk-based ANN search method that balances
search efficiency and disk usage, while also enhancing data locality.

2.3 Graph-based Index
Proximity graph (PG). The graph index is regarded as the most
promising approach due to its high accuracy, efficiency, and low disk
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Figure 1: A toy example

overhead [37, 43]. The core idea of the graph index is to construct
a proximity graph 𝐺 = (𝑉 , 𝐸), which can be either directed or
undirected, to represent the vectors. 𝑉 is the vertex set, where
there is a one-to-one correspondence between the vertices and the
vectors. 𝐸 is the edge set that is generated by a delicately designed
rule. Each edge represents the neighborhood relationship between
the two connected vertices.

When the query arrives, the graph index performs a greedy
search strategy to find the approximate nearest neighbor. Specifi-
cally, the search starts from an entry vertex, which can be either
fixed or selected by some mechanisms. Then, during each hop, it
evaluates the out-neighbors of the current vertex, and moves to the
one with the smallest distance to the query. If the current vertex is
closer to the query than any of its out-neighbors, it is returned as
the search result, and the search terminates.

Monotonic search network (MSNET).MSNET [10] is a subset
of PG. Given a proximity graph 𝐺 = (𝑉 , 𝐸), it is an MSNET iff.
the following condition is satisfied. For ∀𝑝𝑖 , 𝑝 𝑗 ∈ 𝑉 , there exists
a path [𝑣1, . . . , 𝑣𝑙 ] such that dist(𝑣𝑖 , 𝑣𝑙 ) > dist(𝑣𝑖+1, 𝑣𝑙 ) holds for
∀𝑖 = 1, . . . , 𝑙 − 1, where 𝑣1 = 𝑝𝑖 , 𝑣𝑙 = 𝑝 𝑗 . Such a path is called a
monotonic path from 𝑝𝑖 to 𝑝 𝑗 , and is denoted as MP(𝑝𝑖 , 𝑝 𝑗 ).

This property ensures that the greedy search starting from an
arbitrary entry vertex can find the nearest neighbor without back-
tracking. Hence, it provides theoretical support for accuracy of the
MSNET-based graph index.

Sparse neighborhood graph (SNG). However, to achieve the
above property, MSNET often requires excessive edges to form
enough monotonic paths, which results in low search efficiency.
SNG [2] is a well-adopted directed graph index with MSNET prop-
erty. The core idea is the short edge priority rule, where short edges
occlude long edges. When selecting a vertex 𝑝’s out-neighbors
during index construction, the other vertices are evaluated in the
ascending order of their distances to 𝑝 . Given that 𝑝∗ is already se-
lected as 𝑝’s out-neighbor, i.e., the edge (𝑝, 𝑝∗) ∈ 𝐸, for another ver-
tex 𝑝′, if dist(𝑝′, 𝑝∗) < dist(𝑝′, 𝑝), then (𝑝, 𝑝′) cannot exist. In this
case, we say that (𝑝, 𝑝∗) occludes (𝑝, 𝑝′), or alternatively, (𝑝, 𝑝∗)
occludes 𝑝′ for 𝑝 . With this rule, redundant long edges are excluded,
so SNG retains the property of MSNET with fewer edges.

Example 1. Fig. 1(a) illustrates an SNG in 2D space with 12 vertices,
i.e., {𝑝1, . . . , 𝑝12}. When selecting the out-neighbors of 𝑝4, 𝑝1 and
𝑝9 are selected first, because they are the top-2 closest vertices to
𝑝4. Then, 𝑝2 is selected and the edge (𝑝4, 𝑝2) (in red) is connected,

whose perpendicular bisector is denoted by a dashed red line. Since
the vertices to the right of this line (in gray) are closer to 𝑝2 than to
𝑝4, e.g., dist(𝑝6, 𝑝2) < dist(𝑝6, 𝑝4), (𝑝4, 𝑝2) occludes these vertices for
𝑝4, except the already connected 𝑝2. Therefore, 𝑝4 has no out-edges
towards these vertices.

2.4 Graph Layout Optimization
Graph layout on disk. For the disk-based graph index, the storage
format of a vertex on disk includes its corresponding vector, along
with the number and IDs of its out-neighbors. Given a graph index
with the maximum out-degree of 𝑅, which is often set to a small
constant in practice, the length of each vertex’s out-neighbor ID
list is padded to 𝑅 for alignment purposes. As a result, each vertex
occupies the same amount of disk space, denoted as 𝑠𝑣 bytes. Since
a page is the smallest disk I/O unit, a vertex is not split across
multiple pages. Given that the page size is 𝑠𝑝 bytes, a page can
accommodate up to 𝑛𝑣 = ⌊𝑠𝑝/𝑠𝑣⌋ vertices. Based on the disk graph
layout format, we give a general definition of the graph layout
optimization problem.

Definition 2 (Graph Layout Optimization (GLO)). Given a
proximity graph 𝐺 = (𝑉 , 𝐸), GLO aims to assign the 𝑛 vertices to 𝑛𝑝
pages, where each page contains at most 𝑛𝑣 vertices. The assignment
seeks to maximize an objective function F subject to constraints C.

We intentionally omit the specific form of F and C here to allow
for flexible problem settings, which is detailed in the next section.

3 MONOTONIC PATH AWARE OBJECTIVE
FUNCTION

Weproceed to introduce amonotonic path-aware objective function.
We first analyze the essence of GLO. Then, we depict the objective
function design in detail.

3.1 The Essence of GLO
Before analyzing the essence of GLO, we explain how it benefits the
disk-based graph index. For a disk-based graph index, the bottleneck
in search efficiency is the time-consuming random disk I/O, which
occurs when the search hops from the current vertex to its out-
neighbor located in a different page. On the contrary, if the search
hops to an out-neighbor located in the same page as the current
vertex, the need for a random disk I/O is avoided.
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Table 1: The search paths and numbers of random disk I/Os of different queries

Query Search path # of I/Os Query Search path # of I/Os Query Search path # of I/Os
Plan A Plan B Plan A Plan B Plan A Plan B

𝑝1 [𝑝6, 𝑝4, 𝑝1] 2 2 𝑝5 [𝑝6, 𝑝9, 𝑝8, 𝑝5] 2 2 𝑝9 [𝑝6, 𝑝9] 1 1
𝑝2 [𝑝6, 𝑝2] 2 1 𝑝6 [𝑝6] 1 1 𝑝10 [𝑝6, 𝑝11, 𝑝10] 2 2
𝑝3 [𝑝6, 𝑝2, 𝑝3] 3 2 𝑝7 [𝑝6, 𝑝11, 𝑝12, 𝑝7] 2 2 𝑝11 [𝑝6, 𝑝11] 2 1
𝑝4 [𝑝6, 𝑝4] 1 2 𝑝8 [𝑝6, 𝑝9, 𝑝8] 2 2 𝑝12 [𝑝6, 𝑝11, 𝑝12] 2 2

Example 2. Fig. 1(b) illustrates a graph layout plan of the SNG in
Fig. 1(a), where the 12 vertices are assigned to 3 pages, with each page
containing 4 vertices. Vertices in the same color belong to the same
page. Assume that the current vertex is 𝑝6. If the search hops to 𝑝2, a
random disk I/O is triggered to load the page {𝑝1, 𝑝2, 𝑝5, 𝑝8}. However,
if it hops to 𝑝4, there is no need to load the page {𝑝4, 𝑝6, 𝑝9, 𝑝10}, as
it is already loaded when 𝑝6 is accessed.

Therefore, GLO benefits the disk-based graph index by making
hops happen within a page as much as possible. Since a hop is
equivalent to passing an edge in PG, we contend that the essence
of GLO is to select edges, so that the number of random disk
I/Os is minimized when both endpoints of each selected edge
are assigned to the same page.

However, Starling [43] presents this problem from a vertex-wise
perspective. It aims to assign each vertex and its out-neighbors to
the same page. The objective function of Starling is designed as the
average ratio of each vertex’s (say 𝑝) out-neighbors in the same
page as 𝑝 over all vertices in this page except 𝑝 itself. That is:

FStarling =
1
|𝑉 |

∑︂
𝑝∈𝑉

|𝐵(𝑝) ∩ 𝑁 (𝑝) |
|𝐵(𝑝) | − 1

, (1)

where 𝑁 (𝑝) is the set of 𝑝’s out-neighbors, and 𝐵(𝑝) represents
the page of 𝑝 . The constraints CStarling are as follows. First, for all
𝐵(𝑝𝑖 ), |𝐵(𝑝𝑖 ) | = 𝑛𝑣 , which means that all pages are full. Second,
each vertex is assigned to exactly one page. However, we prove
that such a vertex-wise optimization objective is equivalent to one
selecting edges with each edge having the same importance.

Lemma 1. The optimization objective of Starling is essentially
equivalent to maximizing the number of edges whose both endpoints
are assigned to a same page.

Proof. For all 𝑝𝑖 , 𝑝 𝑗 , |𝐵(𝑝𝑖 ) | = |𝐵(𝑝 𝑗 ) | = 𝑛𝑣 , hence

argmax
𝐵 ( ·)

FStarling ⇔ argmax
𝐵 ( ·)

∑︂
𝑝∈𝑉

|𝐵(𝑝) ∩ 𝑁 (𝑝) |

= argmax
𝐵 ( ·)

∑︂
𝑝∈𝑉

∑︂
𝑝∗∈𝑁 (𝑝 )

I𝐵 (𝑝 )=𝐵 (𝑝∗ ) (𝑝, 𝑝∗)

= argmax
𝐵 ( ·)

∑︂
(𝑝,𝑝∗ ) ∈𝐸

I𝐵 (𝑝 )=𝐵 (𝑝∗ ) (𝑝, 𝑝∗),

(2)

where I𝐵 (𝑝 )=𝐵 (𝑝∗ ) (𝑝, 𝑝∗) is an indicator function. When 𝑝 and 𝑝∗
are in the same page, its value is 1. Otherwise, it is 0. □

Given 𝑝∗
𝑖
, 𝑝∗

𝑗
∈ 𝑁 (𝑝), either selecting (𝑝, 𝑝∗

𝑖
) or selecting (𝑝, 𝑝∗

𝑗
)

equally contributes to the objective function by 1, which corre-
sponds to assigning 𝑝∗

𝑖
or 𝑝∗

𝑗
to the same page as 𝑝 , respectively.

Therefore, Starling selects edges under the assumption that all edges

are equally important. However, we argue that the edges should
not be considered as equally important, which is elaborated in the
next section.

3.2 Objective Function Design
Intuitively, the importance of edges varies. Specifically, some edges
are frequently passed by search paths, while others are rarely visited.
Compared to rarely visited edges, it would improve greatly the
search efficiency by selecting frequently passed edges and assigning
both endpoints to the same page.

Intuition of MARGO. Fig. 1(b) and 1(c) present two different
graph layout plans. Dashed edges represent those whose both end-
points are assigned to the same page. Solid edges represent those
whose both endpoints are assigned to different pages. In plans A
and B, the numbers of dashed edges are 19 and 16, respectively.
Since SNG is directed, forward and backward edges are considered
distinct (e.g., (𝑝2, 𝑝6) and (𝑝6, 𝑝2) are different edges). Since 19 > 16,
if evaluated by FStarling (Eq. 2), plan A outperforms plan B.

However, if we take 𝑝6 as the entry vertex, and {𝑝1, . . . , 𝑝12} as
queries, plan B requires fewer random disk I/Os in total than plan
A. The search path and number of random disk I/Os for each query
are shown in Table 1. Compared to plan A, plan B increases the
number of random disk I/Os by 1 for 𝑝4, but reduces the number
of random disk I/Os by 1 for 𝑝2, 𝑝3, 𝑝11. This is because the edge
selected in plan B are passed by search paths more frequently. For
example, (𝑝6, 𝑝11) is passed in four queries, i.e., 𝑝7, 𝑝10, 𝑝11, 𝑝12,
while (𝑝9, 𝑝10) is passed in no queries. Therefore, (𝑝6, 𝑝11) is more
important than (𝑝9, 𝑝10), and is able to reduce more random disk
I/Os when selected.

Based on this intuition, we contend that the edges should be
weighed and selected based on the frequencies with which they are
passed by search paths. The challenge lies in how to quantify such
frequency for an arbitrary edge (𝑝, 𝑝∗). To address this, we first
analyze a special case, and then extend the analysis to general cases.
The following analysis is under the assumption that the queries
and indexed vectors follow the same distribution.

Search from 𝑝. Specially, we consider the case that 𝑝 is the
entry vertex. To facilitate the analysis, we begin with the definition
of Monotonically Reach.

Definition 3 (Monotonically Reach). Given an edge (𝑝, 𝑝∗)
and a vertex 𝑝′, if there exists a monotonic path MP(𝑝, 𝑝′) that passes
(𝑝, 𝑝∗), we say that (𝑝, 𝑝∗) can monotonically reach 𝑝′.

According to the greedy search strategy, the search path defi-
nitely follows a monotonic path. Therefore, given an edge (𝑝, 𝑝∗),
we use the number of vertices that it can monotonically reach,
denoted as 𝑚(𝑝, 𝑝∗), to quantify the frequency with which it is
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passed by search paths in the special case. The more vertices that
it can monotonically reach, it is more likely to be passed during
the search. Next, we derive the number of vertices that (𝑝, 𝑝∗) can
monotonically reach in an SNG by Lemmas 2 and 3.

Lemma 2. In an SNG, a monotonic path of the form [𝑝, 𝑝∗, . . . , 𝑝′]
exists iff. (𝑝, 𝑝∗) occludes (𝑝, 𝑝′).

Proof. Necessity. If the path [𝑝, 𝑝∗, . . . , 𝑝′] is amonotonic path,
then we have dist(𝑝∗, 𝑝′) < dist(𝑝, 𝑝′). According to the short
edge priority rule of SNG, (𝑝, 𝑝∗) occludes (𝑝, 𝑝′). Sufficiency.
If (𝑝, 𝑝∗) occludes (𝑝, 𝑝′), we have dist(𝑝, 𝑝′) > dist(𝑝∗, 𝑝′). The
property of SNG guarantees that there exists a monotonic path
from 𝑝∗ to 𝑝′, denoted as [𝑣1, . . . , 𝑣𝑙 ], where 𝑣1 = 𝑝∗, and 𝑣𝑙 = 𝑝′. It
holds that dist(𝑝, 𝑣𝑙 ) > dist(𝑣1, 𝑣𝑙 ) > · · · > dist(𝑣𝑙−1, 𝑣𝑙 ). Therefore,
[𝑝, 𝑣1, . . . , 𝑣𝑙 ] = [𝑝, 𝑝∗, . . . , 𝑝′] is a monotonic path. □

Lemma 3. In an SNG, for an arbitrary edge (𝑝, 𝑝∗), the number
of vertices that it can monotonically reach equals to the number of
edges it occludes, plus one.

Proof. We address the cases separately depending on the length
of the monotonic path. Case 1. For a monotonic path of length 1,
there is only one such path, namely [𝑝, 𝑝∗].Case 2. For amonotonic
path of length greater than 1, which takes the form [𝑝, 𝑝∗, . . . , 𝑝′],
Lemma 2 implies that each such 𝑝′ corresponds to an edge oc-
cluded by (𝑝, 𝑝∗). To sum up, the number of vertices that (𝑝, 𝑝∗)
can monotonically reach equals to the number of edges it occludes,
plus one. □

Search to 𝑝. It does not always hold that 𝑝 is the entry vertex.
Therefore, we consider the process before 𝑝 is reached by the search.
Once the search reaches 𝑝 , the problem reduces to the special case
discussed above. Given that the number of vertices that (𝑝, 𝑝∗)
can monotonically reach remains unchanged, the more likely 𝑝

is to be reached by the search, the more frequently that (𝑝, 𝑝∗) is
passed. To quantify this likelihood, we employ the number of edges
that can monotonically reach 𝑝 , denoted as𝑚(𝑝). This is because
when 𝑝 is the query, once the search passes one of these edges, it is
guaranteed to reach 𝑝 . We derive this number by Lemma 4.

Lemma 4. In an SNG, the number of edges that can monotonically
reach 𝑝 is equal to the number of edges that occlude 𝑝 plus 𝑝’s in-
degree.

Proof (Sketch). As in Lemma 3, we consider the cases sepa-
rately. The number of edges that can monotonically reach 𝑝 with
a monotonic path of length 1 is equal to the in-degree of 𝑝 . The
number of edges that can monotonically reach 𝑝 with a monotonic
path of length greater than 1 is equal to the number of edges that
occlude 𝑝 . □

Inspired by the multiplication rule of conditional probability, the
frequency with which (𝑝, 𝑝∗) is passed by search paths is estimated
by the product of𝑚(𝑝, 𝑝∗) and𝑚(𝑝). That is:

𝑤 (𝑝, 𝑝∗) =𝑚(𝑝, 𝑝∗) ·𝑚(𝑝) . (3)

To prioritize edges that are frequently passed by search paths, the
GLO objective function of MARGO is designed as:

FMARGO =
∑︂

(𝑝,𝑝∗ ) ∈𝐸
𝑤 (𝑝, 𝑝∗) · I𝐵 (𝑝 )=𝐵 (𝑝∗ ) (𝑝, 𝑝∗), (4)

so that an edge with a larger 𝑤 (·) can contribute more to the ob-
jective function, when it is selected. MARGO shares the same con-
strains with Starling, i.e., CMARGO = CStarling.

It is worth noting that the objective function of Starling (Eq. 1)
is a special case of Eq. 4, where the weights𝑤 (·) are set to 1. This
is because Starling only considers the effect of an edge in one hop,
and neglects its impact in an entire monotonic path.

Discussion on approximate SNG.Due to the high construction
complexity of SNG, existing graph indexes turn to approximate
SNG, where the short edge priority rule is applied only within a
vertex’s neighborhood. Specifically, for a vertex 𝑝 , its neighborhood
Δ(𝑝) is first identified using ANN search, and then edges are added
between 𝑝 and Δ(𝑝) according to the short edge priority rule. Note
that Δ(𝑝) differs from the out-neighbor set 𝑁 (𝑝), as only a portion
of vertices from Δ(𝑝) follow the rule and constitute 𝑁 (𝑝). In this
case, the induced subgraph of the neighborhood can be regarded
as an SNG. Based on recent observations [35, 41], most of the hops
during ANN search in the graph index occur within the query’s
neighborhood. Therefore, we contend that it is still reasonable to
employ the conclusions derived in Lemma 3 and 4 in the context of
an approximate SNG.

4 THE MARGO SOLUTION TO GLO
We proceed to introduce the graph layout optimization under the
monotonic path-aware objective function. First, we prove that this
problem is NP-hard. Next, a greedy algorithm is proposed. At last,
two stage decoupling is introduced to improve efficiency. We as-
sume that both the graph index and the edge weights are already
obtained, the details of which are covered in Sec. 5.

4.1 Problem Reduction
Substitute our objective function (Eq. 4) and constraints into the
general definition of GLO (Def. 2), we have the following definition.

Definition 4 (GLO of MARGO). Given a PG with 𝑛 vertices,
denoted as 𝐺 = (𝑉 , 𝐸), positive integers 𝑛𝑝 and 𝑛𝑣 , and the edge
weights𝑤 (·) : 𝐸 → N+, GLO ofMARGO aims to assign the 𝑛 vertices
to 𝑛𝑝 pages, where each page contains exactly 𝑛𝑣 vertices, and each
vertex is assigned to exactly one page. The optimization objective of
the assignment is:

argmax
𝐵 ( ·)

∑︂
(𝑝,𝑝∗ ) ∈𝐸

𝑤 (𝑝, 𝑝∗) · I𝐵 (𝑝 )=𝐵 (𝑝∗ ) (𝑝, 𝑝∗), (5)

where 𝐵(·) maps each vertex to its assigned page.

Theorem 1. The problem in Def. 4 is NP-hard.

Proof. Construct an undirected graph with positive weights,
denoted as 𝐺𝑢 = (𝑉𝑢 , 𝐸𝑢 ,𝑤𝑢 (·)), which satisfies the following
conditions:
• For the vertex set, it is the same as the vertex set in the proximity

graph 𝐺 = (𝑉 , 𝐸), i.e., 𝑉𝑢 = 𝑉 .
• For the edge set 𝐸𝑢 , an edge (𝑝, 𝑝∗)𝑢 ∈ 𝐸𝑢 iff. (𝑝, 𝑝∗) ∈ 𝐸 or

(𝑝∗, 𝑝) ∈ 𝐸. Here we use a superscript to distinguish between
directed and undirected edges.

• The edge weights 𝑤𝑢 (·) : 𝐸𝑢 → N+ are defined as follows.
For (𝑝, 𝑝∗)𝑢 ∈ 𝐸𝑢 , if both (𝑝, 𝑝∗) and (𝑝∗, 𝑝) belong to 𝐸, then
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𝑤𝑢 (𝑝, 𝑝∗) = 𝑤 (𝑝, 𝑝∗) +𝑤 (𝑝∗, 𝑝). Otherwise, 𝑤𝑢 (𝑝, 𝑝∗) is equal
to either𝑤 (𝑝, 𝑝∗) or𝑤 (𝑝∗, 𝑝), depending on which edge exists.

The problem in Def. 4 is equivalent to the following problem.
Given an undirected graph with positive weights and a positive
integer 𝑛𝑝 , partition the vertices into 𝑛𝑝 subsets, each containing
exactly 𝑛𝑣 vertices. The goal is to maximize the weight sum of edges
whose both endpoints belong to the same subset.

Since the total weight sum of all edges in 𝐸𝑢 is constant, max-
imizing the weight sum of edges within subsets corresponds to
minimizing the weight sum of edges cut by the partition. Thus,
the problem is equivalent to the minimum 𝑛𝑝 -cut problem with
equal-size subsets, which is known to be NP-hard [15]. □

This problem can be solved by Semidefinite programming (SDP).
However, SDP is not applicable to large-scale datasets. Evenwithout
considering the equal-size constraints on subsets, the exact solution
to this problem has a time complexity of 𝑂 ( |𝑉 | (1.981+𝑜 (1)𝑛𝑝 ) ) [18].
Although there exists polynomial-time approximation algorithms
with 2(1 − 1/𝑛𝑝 )-approximation ratio [32, 36], these methods are
still insufficient for solving the GLO problem of MARGO. On one
hand, their time complexities are too high for a graph index that
contains millions of vertices, with the number of pages on a similar
order of magnitude. On the other hand, they cannot enforce the
equal-size constraints on subsets. To the best of our knowledge, no
existing solution currently addresses the GLO of MARGO.

4.2 Greedy Algorithm
We propose a greedy algorithm to solve the GLO of MARGO. First,
an undirected graph is constructed as described in the proof of
Theorem 4.1. Then, we assign the vertices to pages, with higher-
weight edges given priority.

As the construction of the undirected graph is straightforward,
we omit the details due to the space limitation. Next, to prioritize
edges with higher weights, we sort the edges in descending order
on their weights. When assigning vertices to an empty page, say
𝐵𝑖 , we greedily select the edge with maximum weight whose both
endpoints are not yet assigned, and assign these endpoints to 𝐵𝑖 .

While 𝐵𝑖 is not full, we have two strategies for determining the
next vertex to assign. (1) Select a vertex that is not a neighbor (in
the undirected graph there is no distinction between in- and out-
neighbors) of the already-assigned vertices in 𝐵𝑖 . In this case, we
select the edge with the maximum weight, whose both endpoints
are unassigned, and assign them to 𝐵𝑖 , similar to how we handle an
empty page. (2) Select the vertex from the neighbors. We scan all
unassigned neighbors, compute the contribution of each neighbor
to the objective function if it is assigned to 𝐵𝑖 , and select the vertex
with the highest contribution. The contribution is computed as the
weight sum of edges between the vertex to assign and the vertices
already in 𝐵𝑖 .

However, we find that assigning non-neighbor vertices often
leads to unsatisfactory results, even if they may contribute more
to the objective function at the moment. This is because it may
negatively affect the contributions of subsequent pages. For exam-
ple, suppose that 𝐵𝑖 has room for two more vertices. If we assign
non-neighbor vertices, such as the endpoints of the edge (𝑝, 𝑝∗)𝑢 ,
the contribution is just𝑤𝑢 (𝑝, 𝑝∗). However, if we assign 𝑝, 𝑝∗ along
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Figure 2: A running example of the greedy algorithm

with other vertices in 𝑁 (𝑝) and 𝑁 (𝑝∗) to a new page, the contri-
bution could exceed𝑤𝑢 (𝑝, 𝑝∗). Therefore, we prioritize the second
strategy that selects vertices from the neighbors for assignment,
until 𝐵𝑖 is full, or there is no more unassigned neighbors. At last,
any remaining unassigned vertex after all pages are processed are
assigned to pages not yet full.

Example 3. Fig. 2 illustrates the graph layout procedure in Fig. 1(c)
using the greedy algorithm. First, the undirected graph corresponding
to the SNG in Fig. 1(a) is constructed, as shown in Fig. 2(a), with edge
weights annotated besides the respective edges.

The first page begins with the edge having the maximum weight,
i.e., (𝑝6, 𝑝11)𝑢 . After assigning 𝑝6 and 𝑝11 to the first page (denoted by
red in Fig. 2(b)), their neighbors become the candidates for the vertex to
assign next, i.e., 𝑝2, 𝑝3, 𝑝4, 𝑝9, 𝑝10, 𝑝12. The respective contributions of
these candidates are 4, 1, 2, 4, 2, 3, with larger contributions represented
by darker colors in Fig. 2(b). Both 𝑝2 and 𝑝9 have the maximum
contribution, so we choose 𝑝2 which has the smaller ID , and assign it to
the first page. Afterward, the candidates become 𝑝1, 𝑝3, 𝑝4, 𝑝9, 𝑝10, 𝑝12
(Fig. 2(c)), with contributions of 1, 3, 3, 4, 2, 3, respectively. Therefore,
the next vertex is 𝑝9. At this point, the first page is full.

The second page starts with (𝑝7, 𝑝12)𝑢 , the edge with the maximum
weight among the remaining edges, as shown in Fig. 2(d). Following
a similar process, the second page includes 𝑝3, 𝑝7, 𝑝12, and the third
page includes 𝑝1, 𝑝4, 𝑝5, 𝑝8 (Fig. 2(f)). Since 𝑝10 remains unassigned
and the second page is not yet full, 𝑝10 is assigned to the second page.

Time complexity analysis. The time complexities of sorting
all edges and assigning vertices to pages are 𝑂 ( |𝐸𝑢 | log |𝐸𝑢 |) and
𝑂 ( |𝐸𝑢 | + 𝑛𝑝 𝑅̂𝑛2𝑣), respectively. Here, 𝑅̂ denotes the average degree
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of 𝐺𝑢 , which is comparable to the maximum out-degree 𝑅 of the
graph index, e.g., 64. 𝑛𝑣 is the number of vertices per page, typically
around 5 for a common 4KB page. 𝑛𝑝 is the number of pages, which
is computed as ⌈𝑛𝑝 = 𝑛/𝑛𝑣⌉. In the term 𝑂 ( |𝐸𝑢 | + 𝑛𝑝 𝑅̂𝑛

2
𝑣), the

first term corresponds to the complexity of scanning the edges
and selecting the first two vertices for each page. Since selecting
subsequent vertices for a page is 𝑂 (𝑅̂𝑛2𝑣), the total complexity for
𝑛𝑝 pages is 𝑂 (𝑛𝑝 𝑅̂𝑛2𝑣). Hence, the overall complexity of the greedy
algorithm is 𝑂 ( |𝐸𝑢 | log |𝐸𝑢 | + 𝑛𝑝 𝑅̂𝑛

2
𝑣). Given that 𝑛 = 𝑛𝑣𝑛𝑝 and

|𝐸𝑢 | = 𝑅̂𝑛, the complexity simplifies to 𝑂 (𝑅̂𝑛 log 𝑅̂𝑛 + 𝑛𝑣𝑅̂𝑛). If 𝑛𝑣
and 𝑅̂ are regarded as constants, the complexity becomes𝑂 (𝑛 log𝑛).

4.3 Two Stage Decoupling
The greedy algorithm faces two critical issues when applied in
practice. First, it requires sorting a large number of edges, which
typically outnumbers the vertices by orders of magnitude. Second,
both edge sorting and vertices assignment are executed serially:
each page is processed only after the assignments for the previ-
ous one are completed. These issues result in low efficiency of the
greedy algorithm. To address these issues, we propose two stage
decoupling that leverages the idea of divide-and-conquer and sig-
nificantly improves efficiency. It divides the vertices into smaller
subsets, processes each subset using the greedy algorithm, and then
combines the results of each subset to generate a final graph layout.

Divide with clustering. In a proximity graph, edges represent
the neighborhood relationships between vertices. Although the out-
neighbors of a vertex may not necessarily be its nearest neighbors
due to the short edge priority rule of SNG, vertices that are far apart
are less likely to be connected by edges. Based on this intuition,
we divide the vertices into nlist clusters, denoted as {𝐶1, . . . ,𝐶nlist},
and process each cluster independently. This division reduces the
original problem into smaller sub-problems, with minimal edges
cutting. In this way, instead of sorting all edges at once, we only sort
smaller sets of edges decoupled into each cluster. In addition, the
processes of clusters can be parallelized without synchronization,
allowing us to fully exploit the parallel capabilities of multi-core
processors. In practice, we only sample a small portion of vertices
for clustering, making it computationally efficient.

Conquer with greedy algorithm. For each cluster 𝐶𝑖 , we con-
struct the corresponding induced subgraph of𝐺𝑢 . The induced sub-
graph is denoted as 𝐺𝑢

𝑖
= (𝑉𝑢

𝑖
, 𝐸𝑢

𝑖
,𝑤𝑢

𝑖
(·)), where 𝑉𝑢

𝑖
= {𝑝 |𝑝 ∈ 𝐶𝑖 },

𝐸𝑢
𝑖

= {(𝑝, 𝑝∗)𝑢 |𝑝, 𝑝∗ ∈ 𝑉𝑢
𝑖

∧ (𝑝, 𝑝∗)𝑢 ∈ 𝐸𝑢 }, and 𝑤𝑢
𝑖
(𝑝, 𝑝∗) =

𝑤𝑢 (𝑝, 𝑝∗). Then, the greedy algorithm is applied to each cluster
based on its induced subgraph. It is worth noting that the assign-
ments of the vertices that remains unassigned are not handled
within each cluster’s process. Instead, these remaining vertices,
along with those assigned to pages that are not yet full, are marked
for post-processing in the subsequent combination stage.

Combine with post-process. Finally, we combine the results
of all clusters to produce the final graph layout. For the pages that
are full within each cluster, we simply merge them into the final
result. For the vertices that remain unassigned or those assigned to
pages that are not yet full, we apply a post-process step.

The motivation behind the post-process is as follows. If we di-
rectly assign the remaining vertices to the pages not yet full within
their respective cluster, these vertices would contribute nothing

to the objective function. This is because, within any cluster, an
unassigned vertex cannot be a neighbor of any vertex in a page that
is not yet full. Otherwise, it contradicts the policy of the greedy
algorithm. Essentially, the divide phase decouples the edges into
intra-cluster edges and inter-cluster edges. Intra-cluster edges refer
to edges whose both endpoints belong to the same cluster, and
inter-cluster edges are those whose both endpoints are in different
clusters. The conquer phase only handles the intra-cluster edges
that are further decoupled into different clusters in parallel, while
neglects the inter-cluster edges.

To address this, we employ a post-process to select inter-cluster
edges. This step helps ensure that the remaining vertices make
positive contributions to the objective function. For example, con-
sider an inter-cluster edge whose two endpoints are unassigned
and located at the boundaries of different clusters. While these
vertices cannot form a page with neighbors from the same cluster,
selecting this edge allows them to be assigned to the same page
with neighbors from a different cluster. In practice, we treat the
vertices marked for post-processing as a special cluster, 𝐶post. This
cluster is handled in the same way as the other clusters, and in the
final step, the remaining unassigned vertices are assigned to the
pages that are not yet full. At this point, all vertices are assigned,
and the result from 𝐶post is merged into the final graph layout.

5 WEIGHT COMPUTATION
We proceed to introduce how MARGO computes the edge weights
during construction and performs ANN search. We employ Vamana
[37] as the underlying algorithm of MARGO. As an SNG-based
proximity graph, Vamana is the most prominent algorithm for disk-
based graph index, and exhibits outstanding performance in ANN
search. However, Vamana constructs an unweighted graph, lacking
the edge weights discussed in Sec. 3 that are crucial for edge selec-
tion in the GLO of MARGO. To address this, a straight forward
approach is to perform ANN search for each vertex on the built
graph, apply the short edge priority rule to the obtained neighbor-
hood, and compute edge weights based on the occlusions. However,
both ANN search and the application of the short edge priority rule
involve extensive, time-consuming distance computations of high
dimensional vectors, making this approach impractical.

Therefore, we propose MARGO that computes the edge weights
on-the-fly during index construction. By reusing the distances al-
ready computed for the construction, this approach incurs almost
no additional overhead.MARGO initializes with an empty graph,
with the vertex closest to the medoid of all vectors as the entry
vertex. Then, the vertices are incrementally inserted into the graph.
The two counting variables in Eq. 3 are dynamically maintained
during insertion. The construction is completed after all vertices
are inserted, and the edge weights are computed by Eq. 3. Next, we
describe the vertex insertion and counting variable maintenance.

Before a vertex 𝑝 is inserted, the number of edges that can mono-
tonically reach 𝑝 is initially set to 0, i.e.,𝑚(𝑝) = 0. To insert 𝑝 into
the graph, MARGO first performs ANN search to obtain its neigh-
borhood Δ(𝑝) that consists of 𝐿 vertices, where 𝐿 is a user defined
parameter. Then, the short edge priority rule is applied to generate
edges between 𝑝 and Δ(𝑝). Specifically, MARGO scans Δ(𝑝) in
ascending order based on distances to 𝑝 . Denote that 𝑝∗ ∈ Δ(𝑝)
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is the vertex closest to 𝑝 , MARGO attempts to add both forward
and backward edges between 𝑝 and 𝑝∗. At the same time, the two
counting variables of affected edges and vertices are updated. The
details of adding forward and backward edges are as follows.

Add forward edge. The addition of (𝑝, 𝑝∗) is straight forward.
To account for the monotonic path of length 1, the number of
vertices that (𝑝, 𝑝∗) can monotonically reach is initialized to 1, i.e.,
𝑚(𝑝, 𝑝∗) = 1. Then, MARGO removes 𝑝∗ from Δ(𝑝). In addition,
any 𝑝′ ∈ Δ(𝑝) such that dist(𝑝′, 𝑝∗) < dist(𝑝′, 𝑝) is occluded and
also removed from Δ(𝑝), in compliance with the short edge priority
rule. According to Lemmas 3 and 4,𝑚(𝑝, 𝑝∗) and𝑚(𝑝′) are both
incremented by 1.

Add backward edge. Adding the backward edge (𝑝∗, 𝑝) is more
complex, as it could cause the out-degree of 𝑝∗ to exceed the max-
imum out-degree limit 𝑅. MARGO first attempts to add (𝑝∗, 𝑝),
where𝑚(𝑝, 𝑝∗) is initialized to 1. If, after adding (𝑝∗, 𝑝), the out-
degree of 𝑝∗ remains below 𝑅, the addition is complete. However,
if the out-degree exceeds 𝑅, the out-edges of 𝑝∗ must be pruned.
This pruning occludes at least one out-edge, possibly including the
recently added (𝑝∗, 𝑝). Specifically, during the pruning, the original
out-neighbors of 𝑝∗ and 𝑝 are treated as the neighborhood of 𝑝∗, i.e.,
Δ(𝑝∗) = 𝑁 (𝑝∗)∪{𝑝}. The short edge priority rule is then applied to
𝑝∗ and Δ(𝑝∗). Since edges between 𝑝∗ and Δ(𝑝∗) are already added,
MARGO only occludes existing edges rather than adding new ones.
Given 𝑝+, 𝑝′ ∈ Δ(𝑝∗), if (𝑝∗, 𝑝+) occludes (𝑝∗, 𝑝′), both𝑚(𝑝∗, 𝑝+)
and𝑚(𝑝′) are incremented by 1. Finally, for each occluded 𝑝′, the
edge (𝑝∗, 𝑝′) is deleted.

The connection of 𝑝 terminates when its out-degree reaches 𝑅, or
when Δ(𝑝) becomes empty. Similar to Vamana, MARGO employs
two iterations of insertion to improve the graph quality. In the
second iteration, a parameter 𝛼 ≥ 1 is introduced to relax the
occlusion, so that long edges are retained to serve as shortcuts.
Specifically, given an edge (𝑝, 𝑝∗) and a vertex 𝑝′, (𝑝, 𝑝∗) occludes
𝑝′ iff. 𝛼 · dist(𝑝′, 𝑝∗) < dist(𝑝′, 𝑝). MARGO only computes the
counting variables in the second iteration, for two reasons. First, the
graph yields relatively lower quality in the first iteration, resulting
in inaccurate ANN search and counting variables. Second, a portion
of vertices and edges may be counted multiple times if MARGO

computes the counting variables in both iterations. After the second
iteration, for each vertex 𝑝 ,𝑚(𝑝) is incremented by 𝑝’s in-degree.
Then, the weight of each edge is computed according to Eq. 3.

Time complexity analysis. Compared to Vamana,MARGO in-
troduces additional overhead to compute the two counting variables,
i.e.,𝑚(𝑝, 𝑝∗) and𝑚(𝑝) for each (𝑝, 𝑝∗) ∈ 𝐸 and each vertex 𝑝 ∈ 𝑉 .
However, the update is finished in 𝑂 (1) each time. Therefore, the
overall time complexity of index construction remains 𝑂 (𝑛 log𝑛).
Since the counting is relatively efficient compared to the distance
computations of high dimensional vectors, MARGO demonstrates
similar empirical construction performance to Vamana (Fig. 8).

Space cost analysis. To maintain the two counting variables,
MARGO requires additional space of 𝑂 ( |𝐸 | + |𝑉 |). The total space
cost is𝑂 ((𝑑 + 1) |𝑉 | + 2|𝐸 |), which we consider acceptable. In promi-
nent databases [17, 42], the processes of index construction and
search are decoupled onto independent nodes for high elasticity.
Although the memory available on segments is limited, index nodes
typically have sufficient memory. Notably, MARGO incurs no addi-
tional memory cost during the search procedure, as the counting

variables are only used during the GLO, and do not need to be
loaded onto segments.

Search procedure. MARGO employs two search techniques
from existing disk-based graph indexes [37, 43]. First, it employs
the Product Quantization [22] and uses approximate distances to
guide the search path. Second, it expands the search space based on
multiple vertices located in the same page with the current vertex.
Interested readers can refer to the original papers for more details.
It is worth noting that, under the same search strategy and search
parameters,MARGO is able to achieve a higher recall than Starling
(Table 3). This is because the delicately selected edges, which are
useful for monotonic paths, help prevent the search path from
getting stuck in local optima.

6 EXPERIMENTS
6.1 Experimental Setup
We implement MARGO in C++. All experiments are conducted on
a Linux machine with two Intel Xeon Gold 6330 CPU @ 2.00GHz
processors (28 cores), with 125GB DDR4 RAM, and six Samsung
PM883 1.92TB SSDs in RAID-0 configuration. For index construc-
tion and GLO, we do not impose resource constraints, simulating a
resource-rich index node. For ANN search, we limit memory usage
to under 2GB and disk usage to under 10GB, to ensure all meth-
ods operate within the resource constraints typical of segments in
leading vector databases [42].

Datasets. We conduct the experiments in four datasets [9] with
varying dimensionalities under different distance functions. The
details of the datasets are shown in Table 2, where L2 and IP refer to
Euclidean distance and inner product, respectively. We follow the
settings in [43] and limit the vectors to slightly under 4GB, which
is a reasonable scale for a segment in vector databases.

Baselines.We compareMARGO with DiskANN [37], Starling
[43], and SPANN [8]. All methods use the O_DIRECT option for
disk I/O to avoid the influence of operating system-level caching.
Graph partitioning methods such as KMETIS [23] and KGGGP [34]
are excluded from the experiments, because GLO is not identical to
graph partitioning. First, these methods are designed for real-world
graphs, whose structure and properties differ from graph indexes,
leading to unsatisfactory performance in GLO [43]. Second, they
aim to divide vertices into roughly equal-sized subsets, which does
not strictly satisfy the constraints imposed by CMARGO.

Metrics. For the search procedure, we evaluate the accuracy and
efficiency. The accuracy is evaluated by Recall@𝑘 , which measures
the recall at 𝑘 NNs. The efficiency is evaluated in terms of average
number of I/Os, query latency, and QPS (queries per second). For
the index construction, we evaluate the execution time required to
build the graph index and optimize the graph layout. In addition,
we measure the memory footprint of the index construction.

Parameter settings. The page size is set to 4KB, which is the
most common configuration. The out-degree limit 𝑅 is set to 64 for
DEEP and SIFT, 127 for Tiny, and 128 for Text2image. The number
𝐿 of neighbors to apply the short edge priority rule during construc-
tion is 125 for DEEP and SIFT, and 250 for Tiny and Text2image. The
parameter 𝛼 is set to 1.2. In all datasets, the number of clusters nlist
is 256 forMARGO, and the number of iterations is 16 for Starling.
The pruning ratio of the page search is set to 1.0. The duplication
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Table 2: Dataset Statistics

Datasets # Vectors 𝑑 dist(·, ·) # Queries

DEEP 11M 96 L2 10K
SIFT 8M 128 L2 10K

Text2image 5M 200 IP 100K
Tiny 2.7M 384 L2 10K

count of SPANN is set to 2 to meet the resource constrains of seg-
ments. Queries are processed in batch mode for all methods with
56 threads, each handling one query at a time.

6.2 Search Performance Evaluation
We employ recall, average number of I/Os, query latency, and QPS
to evaluate the search performance of MARGO. First, we show
the trade-offs between accuracy and efficiency by comparing the
average number of I/Os, query latency, and QPS under different
recall. Then, we show the search performance of MARGO and
the baseline methods with identical search parameter. Finally, we
present the search performance under varying 𝑘 .

Performance under different recall. We present the average
number of I/Os, query latency, and QPS under different recall in Fig.
3, 4, and 5, respectively. Since SPANN performs both random and
sequential disk accesses, its I/O count does not provide a meaning-
ful comparison. Therefore, SPANN is excluded from Fig. 3. Among
all methods, MARGO consistently achieves the best overall perfor-
mance. Notably,MARGO shows the most significant improvements
in Tiny and Text2image. This is because, in theses two datasets, the
storage of a vertex needs more space due to higher dimensionality
of vectors, resulting in fewer vertices per page. In this case, select-
ing edges carefully becomes even more critical. Specifically, at the
recall of 94.8%, MARGO outperforms Starling by 21.8% in query la-
tency and 26.6% in QPS for Tiny. In terms of the number of random
disk I/Os,MARGO requires 13.1% fewer I/Os than Starling at the
recall of 97.9% for Text2image. SPANN significantly lags behind the
graph-based methods in most datasets, because it cannot duplicate
vectors extensively due to the resource limitation of segments. How-
ever, it achieves comparable performance in Text2image, which
we attribute to large quantization errors that hinder navigation of
graph-based methods in this dataset.

Performance with identical parameter. Table 3 shows the
recall@10, average number of I/Os, query latency, and QPS when
𝐿𝑠 , a parameter that controls the trade-off between accuracy and
efficiency, is set to the same value for MARGO and graph-based
baseline methods. With the same search parameter,MARGO not
only achieves the fewest I/Os, the shortest query latency and the
highest QPS, but also yields the highest recall compared to the
baseline methods. This indicates that the delicately selected edges
during GLO not only reduce random disk I/Os, but also prevent
ANN search from stuck in local optima. Hence, both efficiency and
accuracy are improved, even with identical search parameter.

Performance under varying 𝑘 . Fig. 6 compares the perfor-
mance of MARGO and baseline methods under varying values of 𝑘 .
Due to space limitations, we only report the trade-off between recall
and the average number of random disk I/Os in Tiny. As shown

in Fig. 3 and 6, MARGO consistently outperforms Starling and
DiskANN at 𝑘 = 1, 10, and 50. In addition, the performance trends
remain similar across different values of 𝑘 , providing evidence for
the effectiveness and robustness of MARGO.

6.3 Construction Performance Evaluation
We first evaluate the graph layout, including the objective function
values and execution time of theGLO procedure. Then, we compare
the time and space cost for building the graph index.

Objective function values. In the graph layout evaluation, we
exclude DiskANN, as it stores the vertices on disk sequentially
based on their IDs without employing GLO. We compute the val-
ues of both Fstarling (Eq. 1) and FMARGO (Eq. 4) for Starling and
MARGO in Table 4. AlthoughMARGO has a different optimization
objective from Starling, they achieve similar values of Fstarling. This
is consistent with Lemma 1 that Starling is essentially selecting
edges. For FMARGO, MARGO exceeds Starling by over an order of
magnitude. It is worth noting that even in the case where MARGO

achieves a smaller Fstarling than Starling, e.g., in DEEP and SIFT,
MARGO requires fewer random disk I/Os (Fig. 3). This indicates
that it does not necessarily reduce random disk I/Os with more
edges whose both endpoints belong to the same page. Instead, se-
lecting fewer edges that are important for monotonic paths achieves
better results. Therefore, the optimization objective of MARGO is
more reasonable.

Comparison with optimal graph layout. In addition to com-
parisons with baseline methods, it is also valuable to assess how
closely the greedy algorithm approximates the optimal graph lay-
out. To this end, we conduct experiments on small graphs where
computing the optimal graph layout remains tractable. Specifically,
we sample a small subset for each dataset, construct the index with
an out-degree limit of 8, and perform ANN search with 𝑘 = 1. As
shown in Table 5, the greedy algorithm closely approximates the
optimal graph layout, with only a slight gap in both the objective
function value and the average number of I/Os.

Execution time of GLO. Fig. 7 compares the GLO execution
time of MARGO and Starling. MARGO demonstrates significantly
higher efficiency than Starling. The enhancement in efficiency is
attributed to two factors. First, Starling needs to preprocess the
entire graph, which is time-consuming and takes up about 30%
to 40% of the execution time. In contrast, according to the two
stage decoupling,MARGO only processes the induced subgraphs
in parallel without synchronization. Second, GLO of Starling is
performed in an iterative manner. A large number of iterations
leads to low efficiency. However,MARGO completes GLO in nearly
one pass, where each vertex is assigned only once, except for a small
fraction of vertices undergoing post-processing. Overall, MARGO

achieves a 4.0× to 5.5× improvement in the GLO efficiency.
Time cost of index construction. Fig. 8 compares the index

construction time across different methods. Starling and DiskANN
share identical index time, as Starling directly uses a pre-built
DiskANN index. While MARGO incurs additional overhead due
to the computation of edge weights, it exhibits inconsistent per-
formance across different datasets compared to other graph-based
methods. In DEEP, and SIFT, MARGO slightly outperforms Star-
ling and DiskANN. However, an opposite trend is observed in
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Figure 3: The average number of I/Os under different recall
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Figure 4: The query latency under different recall

2000 4000 6000

QPS

0.90

0.95

R
ec
al
l@
10

(a) DEEP

1000 2000 3000

QPS

0.85

0.90

0.95

R
ec
al
l@
10

(b) SIFT

250 500 750 1000 1250

QPS

0.90

0.95

R
ec
al
l@
10

(c) Text2image

250 500 750 1000

QPS

0.85

0.90

0.95

R
ec
al
l@
10

(d) Tiny

Figure 5: The throughput under different recall

Table 3: Search performance with the same parameter

Datasets 𝐿𝑠
Recall@10 (%) Average # of I/Os Query latency (ms) QPS

DiskANN Starling MARGO DiskANN Starling MARGO DiskANN Starling MARGO DiskANN Starling MARGO

DEEP 50 94.31 96.22 96.46 56.06 49.62 47.54 18.1 14.7 14.1 3074 3720 3887
SIFT 105 93.37 95.78 95.78 111.72 101.83 99.58 36.6 30.2 28.2 1520 1825 1950

Text2image 370 92.73 94.17 94.71 378.01 333.86 320.46 90.5 78.5 76.5 611 692 710
Tiny 435 92.12 92.28 92.8 438.81 425.31 413.89 145.1 119.1 99.6 425 583 604

Text2image and Tiny. We attribute these slight differences to poten-
tial implementation issues or fluctuations in server performance.
Nevertheless, there is no evidence suggesting that the index time
is significantly impacted by the weight computation. We notice
that the index construction time of SPANN is highly sensitive to
data scale, incurring substantially higher costs than graph-based
methods in DEEP and SIFT. This is because it requires constructing
a high-quality graph index on a large number of centroids and
preforming costly ANN search to accurately assign each vector
to its nearest clusters. In contrast, graph-based methods are more

influenced by vector dimensionality, taking longer in SIFT than
DEEP. Additionally, they spend more time in Text2image and Tiny,
where higher out-degree limits result in denser graphs.

Space cost of index construction. The space costs across dif-
ferent methods are presented in Fig. 9. MARGO consistently re-
quires more memory than Starling and DiskANN across all datasets.
This is because, in addition to storing vectors and neighbor IDs of
each vertex,MARGO also stores edge weights in memory. Out of
the same reason, the difference in space costs becomes smaller in
datasets with higher vector dimensionality and fewer edges, e.g.,
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Figure 6: Performance under varying 𝑘

Table 4: The objective function values

Dataset Objective Starling MARGO

DEEP
FStarling 2.8 × 107 2.2 × 107

FMARGO 5.8 × 1010 2.5 × 1012

SIFT
FStarling 1.8 × 107 1.5 × 107

FMARGO 4.8 × 1010 8.9 × 1011

Text2image
FStarling 7.9 × 106 8.1 × 106

FMARGO 4.5 × 1010 1.1 × 1012

Tiny
FStarling 2.2 × 106 2.6 × 106

FMARGO 6.9 × 109 8.5 × 1010

Table 5: Comparison with optimal graph layout

Dataset Scale Objective value Average # of I/Os
Greedy Optimal Greedy Optimal

DEEP 54 16921 18158 5.26 5
SIFT 56 15777 18234 4.18 4.05

Text2image 36 8893 9841 5.57 5.54
Tiny 36 7517 7604 6.35 6.2

Tiny. Compared to graph-based methods, SPANN exhibits more
consistent space costs across datasets. This stability stems from the
fact that SPANN mainly stores inverted lists, whose size closely
correlates with the size of the original vectors (about 3.8GB in the
four datasets). In contrast, the memory usage of graph-based meth-
ods varies more significantly due to differences in graph properties
such as the vertex count and average out-degree.

6.4 Parameter Study
Finally, we study the impact of the key parameter nlist on the
performance of MARGO. The graph index layout is optimized under
varying nlist from 64 to 1024. Fig. 10 shows the average number of
I/Os and recall@10 for different nlist settings. As the nlist increases,
the number of random disk I/Os also rises. This is because a larger
nlist results in more inter-cluster edges, some of which may be
potentially important but are cut in the divide stage and fail to
be recovered in the post-process. In contrast, the execution time
of GLO decreases at first, and then increases again. With a small
nlist, each cluster contains more edges and vertices, which leads

to higher costs in edge sorting and vertex assignments. However,
when nlist becomes excessively large, the time saved by the process
of each cluster no longer compensates for the increased overhead
due to clustering the vertices into a large number of clusters. It is
worth noting that the number of I/Os remains robust with respect
to changes in nlist, varying by only around 2%. Although the GLO
time fluctuates more noticeably, this variation (about 10 seconds) is
acceptable in practice compared to the cost of index construction.
Based on the empirical results, we set nlist to 256 for all datasets,
though further tuning for each dataset may yield even better results.

6.5 Ablation Study
We conduct an ablation study of the proposed MARGO to evaluate
the improvements provided by different components. Specifically,
we compare the following variants of MARGO:

• Greedy: Employing the greedy algorithm during GLO.
• wo-weight: Setting all edge weights to 1.

The execution time of GLO and the number of random disk I/Os
across four datasets are shown in Fig. 11.

Improvements of two stage decoupling. In Fig. 11(a), we
observe a significant increase in GLO execution time when the
greedy algorithm is adopted. This is due to the fact that the greedy
algorithm sorts a large number of edges and executes serially. Re-
garding the number of random disk I/Os (Fig. 11(b)), the two stage
decoupling lags slightly behind the greedy algorithm, because it
may cut potentially important inter-cluster edges in the divide stage.
However, such marginal difference is acceptable when compared
to the substantial improvements in GLO execution time.

Improvements of edge weights. As Fig. 11(a) shows, the ex-
ecution time of GLO with and without weight computation only
show slight differences, because no matter what weights the edges
are assigned, the two stage decoupling goes through a similar pro-
cess. However, the number of I/Os increases when the edge weight
computation is disabled in Fig. 11(b). For example, the required num-
ber of I/Os at the recall of 93.11% increases from 795.88 to 902.07
in text2image. This indicates that the edge weights successfully
capture the importance of edges.

7 RELATEDWORK
7.1 In-Memory Graph index
Graph indexes [7, 13, 14, 19, 26, 28–30, 33, 45] are considered as
the most promising solutions to ANN search, offering both high
accuracy and efficiency [4, 25, 26, 38].

NSW [29] approximates the Delaunay Graph by incrementally
inserting vertices into the graph. Long edges formed in the early
stages of insertion serve as shortcuts, improving search efficiency.
HNSW [30] limits the out-degree and constructs hierarchical nav-
igation graphs. It addresses the hubness issue in NSW that the
out-degrees are extremely skewed to some vertices, and shortens
the search path. NSG [14] proposes the monotonic Relative Neigh-
borhood Graph (RNG). It relaxes the edge generation rule of RNG
to provide sufficient edges that form monotonic paths. NSSG [13]
further explores the potential of monotonic paths in graph indexes.
It generates edges based on both distance and angle information to
ensure that a vertex can guide the search path towards all directions.
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Figure 11: Ablation study

𝜏-MNG [33] relaxes the edge generation rule of monotonic RNG,
removing constraints on short edges and loosening restrictions on
long edges. It enables the search path to approach the query faster
and avoid missing neighbors after arriving at the query’s neighbor-
hood. LSH-APG [45] incorporates Locality Sensitive Hashing (LSH)
to dynamically select the entry vertex during insertion, mitigating
the high construction complexity issue.

Despite their excellent performance, graph indexes suffer from
high memory footprint, which limits their scalability.

7.2 Disk-based ANN Search
Disk-based ANN search methods include graph index based meth-
ods [37, 43] and inverted file index based methods [8]. Among
graph index based methods, DiskANN [37] proposes Vamana, an
SNG-based graph index with a relaxed edge generation rule. The

vertices are stored on disk sequentially according to IDs. The search
path is guided by approximate distances computed using Product
Quantization (PQ) [22], thereby avoiding disk I/Os for accessing
raw vectors. Starling [43] is the first to optimize the graph layout.
The optimization is performed in an iterative manner, where each
vertex is assigned to the same page with its neighbors as much as
possible. Starling proposes a page search strategy, which expands
the search space with not only the target vertex determined based
on the PQ distance, but also the vertices within the same page. For
inverted file index based methods, SPANN [8] partitions the vectors
using a fine-grained balanced clustering algorithm, limiting the
number of vectors that need to be read from disk when a cluster is
visited. Each vector is assigned to multiple clusters, which prevents
missing neighbors located on the boundaries of clusters.

Among these methods, DiskANN and SPANN are designed for
single machines. In contrast, Starling is tailored for distributed
cloud-based vector databases, where vectors are distributed across
segments with limited resources [17, 42]. In this scenario, SPANN
cannot afford to duplicate vectors extensively, and therefore yields
unsatisfactory performance. Compared to inverted file index based
methods, graph index based methods are able to achieve better
trade-offs between search performance and disk overhead.

8 CONCLUSION
We propose MARGO as a GLO method for disk-based ANN search.
First,MARGO employs a monotonic path-aware objective function
that weighs the edges based on their importance in monotonic
paths. Second, we propose a greedy algorithm that prioritizes high-
weight edges to optimize the graph layout on disk. To improve
efficiency, two stage decoupling is put forward, which processes
intra-cluster edges in parallel first, followed by inter-cluster edges.
Third,MARGO leverages an on-the-fly weight computation strat-
egy during index construction to avoid incurring additional over-
head. Extensive experiments demonstrate that compared to the
SOTA method Starling,MARGO achieves up to 26.6% improvement
in search efficiency while maintaining the same accuracy, and up
to 5.5× acceleration in graph layout optimization.
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