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ABSTRACT

Log-based anomaly detection plays a crucial role in ensuring the
reliability of systems. While deep learning-based small detection
models (SDMs) are efficient, the large language models (LLMs) are
accurate and capable of providing explanations. Intuitively, a com-
pelling question arises: Can we seamlessly combine the advantages
of both approaches? In this work, we delve into this underexplored
research direction and propose CoLA, a novel collaborative log
anomaly detection framework. During collaborative inference, an
SDM serves as a filter to select potentially anomalous instances,
while a downstream LLM acts as an expert to detect anomalies,
offer explanations, and refine the SDM. Extensive experiments on
three large real-world datasets demonstrate that CoLA significantly
outperforms state-of-the-art methods in terms of effectiveness, effi-
ciency, and explainability, while also greatly reducing labor costs.
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1 INTRODUCTION

With the ever-increasing scale and complexity of systems such
as data centers and cloud services, bugs and vulnerabilities have
become more prevalent [33, 40], making anomaly detection crucial

“Xiu Tang is the corresponding author.

This work is licensed under the Creative Commons BY-NC-ND 4.0 International
License. Visit https://creativecommons.org/licenses/by-nc-nd/4.0/ to view a copy of
this license. For any use beyond those covered by this license, obtain permission by
emailing info@vldb.org. Copyright is held by the owner/author(s). Publication rights
licensed to the VLDB Endowment.

Proceedings of the VLDB Endowment, Vol. 18, No. 11 ISSN 2150-8097.
doi:10.14778/3749646.3749668

Sai Wu Jichen Li
Zhejiang University, Zhejiang University,
Hangzhou High-Tech Hangzhou High-Tech

Zone (Binjiang) Institute of Zone (Binjiang) Institute of
Blockchain and Data Blockchain and Data
Security Security
wusai@zju.edu.cn jichen_li@zju.edu.cn

Quanging Xu Gang Chen
OceanBase, Ant Group Zhejiang University,
xuquanging.xqq@antgroup.com Hangzhou High-Tech
Zone (Binjiang) Institute of
Blockchain and Data
Security
cg@zju.edu.cn

: potential pseudo-label
explanation & anomaly @ ot

@O0 = @O incorrec

(a) Evolving Log Stream

historical data incoming data

o<\ e0——
=
cloud service

(b) Log Anomaly Detection Methods

= é inaccurate & @
Q .
< SDM Q 0 e lack explanation
E EOS @ @ @ time-consuming @
— LLM

5 e—<0—~0——
é - ° Q fil é @ effective & @
Q Iﬁo ilter | - % refine T o

deactivated collect 8

LLM

Figure 1: (a) The illustration of evolving log stream in real-
world log-based anomaly detection (LAD). (b) Three cate-
gories of methods for LAD.

for system availability and reliability. Logs record system events
and states of interest during runtime [2, 8, 17], offering valuable
information for engineers to perform troubleshooting. Therefore,
log-based anomaly detection (LAD) is promising for system main-
tenance and has been widely adopted by enterprises [18, 22].
Recently, many deep learning-based small detection models
(SDMs) [4, 16, 21, 39] have been proposed to automatically detect
system anomalies, obviating the need for manual expert inspec-
tion. For instance, DeepLog [4] and LogAnomaly [21] adopt Long
Short-Term Memory (LSTM) to learn sequential patterns from nor-
mal logs, and LogRobust [39] utilizes semantic vectors to obtain
fine-grained log representations. During deployment, SDMs are
initially trained on historical data and subsequently employed to
perform anomaly detection on incoming data streams. Engineers
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place their hope in statistical coherence, assuming models will keep
functioning once deployed, while overlooking the evolving nature
of real-world environments. As illustrated in Figure 1(a), the log
distribution continuously changes with the system’s runtime state,
making it challenging for the trained models to remain effective.
Moreover, SDMs can only output the probability values of anom-
alies, without providing corresponding explanations. Consequently,
engineers are frequently required to dedicate substantial time to
both annotating data for model updates and diagnosing specific
underlying issues.

Large language models (LLMs) have demonstrated remarkable ca-
pabilities across various tasks [5, 30, 43], with strong generalization
abilities and text-based interactions that are easily understandable
by users. The success of LLMs brings promising opportunities to
log-based anomaly detection, which may enable engineers to obtain
accurate and explainable detection results. However, as shown in
Figure 1(b), despite their considerable capabilities, the inference
of LLMs is costly in terms of time and computational resources.
Therefore, given the real-time and large-volume nature of log data,
relying entirely on LLMs for timely detection is impractical. To
date, it remains questionable how to simultaneously integrate the
advantages of LLMs and SDMs for more accurate, explainable, and
labor-efficient anomaly detection.

In this work, we propose CoLA, a novel collaborative log anomaly
detection framework that harmonizes SDMs and LLMs in a comple-
mentary manner. Our intuition is that, while LLMs are inefficient
for real-time detection, they are effective detectors and can concur-
rently offer explanations. On the other hand, SDMs are capable of
efficiently providing potentially anomalous instances for further
investigation. Additionally, given that the proportion of anomaly
instances is notably low [14], it indicates that the majority of in-
stances do not require LLMs for precise detection. As shown in
Figure 1(b), to integrate SDMs and LLMs synergistically, we present
a collaborative detection paradigm in which the SDM functions as a
filter to select potential anomaly instances for further analysis, and
the LLM acts as an expert to infer anomalies and refine the SDM.
CoLA enables us to achieve an extraordinary trade-off between
effectiveness and efficiency, delivering competitive results compa-
rable to those of LLMs, while significantly reducing their inference
costs. Moreover, the generated explanations and the automatic
updates to the SDM considerably reduce the labor costs.

Specifically, CoLA consists of several key components that sup-
port the systematic collaboration mechanism. First, we design
an SDM called LogMoE, which incorporates a mixture-of-experts
(MoE) approach to learn different aspects of log knowledge, thereby
enhancing the model’s generalization ability. Second, we adopt a
two-stage hybrid training strategy to develop an LLM with do-
main expertise, termed LAD-LLM. Third, a collaborative inference
mechanism is employed, where LogMOoE filters suspicious instances,
and LAD-LLM provides the judgments along with corresponding
explanations. Fourth, by utilizing noisy label learning techniques,
LAD-LLM refines LogMoE in a human-free manner.

Overall, our contributions can be summarized as follows:

e We concentrate on a promising yet underexplored research di-
rection, specifically how to effectively combine the strengths of

SDM and LLM in practical applications.
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Figure 2: Overview of the CoLA system, consisting of two
working stages: offline training and online detection.

clean set

e We propose CoLA, a novel collaborative log anomaly detection
framework for evolving log streams. It establishes a new para-
digm that effectively and efficiently detects anomalies, provides
explanations, and alleviates the burden on engineers.

Extensive experiments on real-world datasets demonstrate the
superiority of CoLA in terms of effectiveness, efficiency, output

explainability, and labor costs.

2 OVERVIEW

In this section, we first define our problem and then give an overview
of our approach.

2.1 Problem Formulation

During system runtime, a log [ is generated by the code as a for-
matted string, recording important information such as timestamps
and events. Engineers collect and analyze logs for troubleshooting
to ensure system availability.

PrROBLEM 1. Log-based Anomaly Detection (LAD). Given a se-
quence of system logs S = [, o, ..., In], where the logs are arranged in
chronological order (i.e., each log I; is generated before l;;1), log-based
anomaly detection aims to determine whether the given sequence
exhibits anomalous behavior.

2.2 System Architecture

To achieve an effective and automated log anomaly detection system
with output explanations, CoLA is meticulously designed into two
working stages: Offline Training, and Online Detection. Figure 2
provides an architectural overview of CoLA.

Offline Training. The objective of the offline training phase is
to obtain an SDM capable of performing initial filtering efficiently
and reliably, along with an LLM equipped with domain-specific
expertise. For SDM, we propose LogMoE, which incorporates the
mixture-of-experts (MoE) framework to utilize specialized experts
that capture diverse aspects of the data, thereby enhancing gener-
alization capability to unseen distributions. Additionally, we intro-
duce two regularization strategies: one to ensure balanced expert
usage, and the other to encourage diversity in expert capabilities.

For LLM, we introduce LAD-LLM, which excels in log-based
anomaly detection while providing user-friendly explanations. Spe-



cifically, the development of LAD-LLM involves two phases: data
preparation and hybrid training. Through human-machine collab-
oration, both real and synthetic data are refined, creating a high-
quality and diverse dataset required for model training. Next, we
design a two-stage hybrid training strategy to enhance domain-
specific capabilities while maintaining the general capabilities.

Online Detection. In this stage, we present how to implement
online anomaly detection through data preprocessing, model col-
laboration and automatic adaptation. When new logs arrive, they
are first parsed into event templates and then partitioned into fi-
nite sequences. Finally, these sequences are converted into feature
vectors for subsequent anomaly detection.

Following log preprocessing, the system conducts anomaly de-
tection via model collaboration. LogMoE efficiently performs initial
filtering, classifying logs into potential anomalies and normal in-
stances. Potential anomalies, accounting for a small portion of the
data, are sent to the LAD-LLM, where rigorous reasoning is applied
to conduct further precise diagnostics and generate explanations
in textual form, enabling engineers to swiftly identify underlying
errors. To further improve efficiency and reduce generation time,
a knowledge reuse strategy is adopted, utilizing a hash table to
rapidly index and reuse previously generated results.

During runtime, model adaptation for LogMoE is performed
automatically. Specifically, LAD-LLM can be regarded as a special-
ized annotator for the results produced by LogMoE, enabling the
collection of extensive pseudo-labeled data without human labor.
Despite the high accuracy of LAD-LLM, a small number of errors
still persist. Therefore, we incorporate noisy label learning into the
training process to ensure its effectiveness. We employ a parallel
training strategy that conducts inference with the latest fine-tuned
LogMoE, while automating its offline updates.

3 OFFLINE TRAINING

In this section, we present the design and construction of the effi-
cient filter SDM (LogMoE) and the expert LLM (LAD-LLM), which
are key components for the subsequent online detection stage.

3.1 LogMoE: An Efficient and Reliable SDM

As previously discussed, the SDM functions as a filter, enabling
rapid and relatively accurate initial detection. Next, we present
LogMoE, an SDM meticulously designed for this purpose, trained on
historical data, and demonstrates strong generalization capabilities.

3.1.1 Model Architecture Design. The overall design and architec-
ture of LogMoE are shown in Figure 3. Drawing inspiration from
the mixture-of-experts (MoE) [27], we leverage multiple experts to
capture different aspects of the data’s features, thereby improving
the model’s generalization capability to evolving streams.

First, the preprocessed input log sequence X = {x1, X, ...,Xp} is
encoded using a Bi-LSTM, which effectively processes the sequence
bidirectionally to produce hidden states H € R"*1

H = Bi-LSTM(X), (1)
where H = {hy, hy, ..., h,}, n and d; are respectively the length of
log sequence and the dimension of the hidden state.

Next, a MoE layer is employed, consisting of a gating network
and a set of experts. For each encoded log representation hj, the
gating network generates a probability distribution g(hj) over the
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experts, then routes the representation to the top-k experts.

g(h;j) = Softmax(Wyh;), @

where W, € R™%d1 are trainable gating parameters, m is the num-
ber of experts. For the i-th expert, E;(h;) consists of a two-layer
multilayer perceptron followed by a ReLU activation function,
which transforms the input into the output feature space. The
MokE-enhanced representation h;. is computed as the weighted sum
of the selected experts’ outputs, based on the gate value g(hj).

Ei(hj) = W, - ReLU(W/ h;),
b = > g(h))iEi(hy),

€T

®)

where W/, € R%:%d1 and Wi, e R41%d2 gre trainable parameters of
the i-th expert, d3 is the hidden layer dimension, and 7~ denotes
the set of selected experts. By applying mean pooling to H' =
{h/ b, ...h},} and a multilayer perceptron (MLP) classifier, the
prediction § and cross-entropy loss L, are obtained for training:

i} = Softmax(MLP(MeanPooling(H"))),
Lee = —[ylog(g) + (1 —y) log(1-7)],

where y represents the ground truth label for anomaly status.

©

3.1.2  Auxiliary Losses. To further equip LogMoE, we introduce
two auxiliary losses, which are used to ensure balanced expert
utilization and enhance the diversity of expert capabilities.

Load Balancing Loss. LogMoE tends to suffer from load imbal-
ance, where the vanilla gating network disproportionately favors
a few experts, leaving others underutilized. Such imbalance is re-
inforced over time [32], as favored experts receive more training,
increasing their chance of future selection. To ensure balanced
expert utilization, we design a load-balancing loss that penalizes
over-reliance on individual experts. Each expert’s importance is
derived by averaging its gating probabilities across a batch. Given
m experts indexed by i = 1 to m and a batch 8 with T logs, we
formulate the load balancing loss £p,; as follows:

m
=m ZfiGi,
i=1

% Z gi(x),

xeB

Lpai

Gi= 6)

fi Z 1(log x selects expert i),

1
kT xeB



where G; represents the averaged gating probability for expert i,
f; indicates the proportion of logs assigned to expert i, and 1(-)
denotes the indicator function.

Expert Diversity Loss. Experts tend to produce similar represen-
tations, limiting the diversity of acquired knowledge and resulting
in redundant parameters. To address this redundancy, we introduce
an expert diversity loss that maximizes differences among expert
representations, thereby promoting richer knowledge acquisition.
Specifically, minimum hyperspherical separation (MHS) [19] is em-
ployed to maximize the distance among expert weight vectors, and
the expert diversity loss Ly;, is formulated as follows:

(6)

max
{O1,0dm €St 1}

where W = {&1, -+, dm € S'~1} denotes the set of expert weight

¢ A ._ _vec(W;)
vectors, @; = [T
i-th expert weight matrix W; and projecting it onto the unit hy-
persphere S:=! = {& € R? | ||&]| = 1}, and p(-,-) denotes the
Euclidean distance between any two vectors on Sf~1.

The overall loss function of LogMoE can be formulated as:

{Laio(W) = min p(svi, )},

represents the process of vectorizing the

-LLogMoE = Lee + Lpar + Laio- (7)
With the above design, LogMoE trained on static data can effi-
ciently detect potential anomalies and generalize well.

3.2 LAD-LLM: A Powerful LLM with Domain
Expertise

We now elaborate on the development process of LAD-LLM, a
specialized LLM tailored specifically for log anomaly detection
(LAD). The process comprises two key steps: data preparation and
hybrid training, as illustrated in Figure 4.

3.2.1 Data Preparation. We construct training data using both real-
world and synthetic data to infuse domain-specific knowledge into
the LLM, as shown in Figure 4(a). First, real log sequences are sam-
pled from public LAD training sets (e.g., HDFS), which are labeled
by experts. Second, considering that the evolution of logs is driven
by system maintenance and running environment [13, 39], we sim-
ulate this process using synthetic data to increase the data diversity.
Specifically, based on the real-world data, we leverage LLMs and
rules to synthesize data (rewrite, duplicate, remove, shuffle), with
a volume equal to one-tenth that of the original data. To rewrite
the log, LLMs are prompted to make slight modifications to certain
expressions in the original log. On the other hand, according to
predefined rules, logs in the log sequence are randomly duplicated,
removed, or shuffled. These operations do not significantly alter
the original semantics, leaving labels unaffected.

After obtaining the initial real and synthetic data, we proceed to
investigate explanation generation. Powerful LLMs (such as GPT-
40), are employed to reason and generate preliminary explanations.
Next, human experts revise the generated analyses to form accu-
rate explanations. Ultimately, we obtain Dj,q = {(Qi, Ai) | i
1,2,...,Ny} for LAD-LLM training, where Q; and A; denote the
question and its corresponding answer, and Ny is the total sample
count. To enable LAD-LLM to generate outputs readily callable
through interfaces during deployment, we structure A; as JSON.

3.22  Hybrid Training Strategy. After data preparation, we explore
how to effectively inject domain knowledge into the LLM. Previous
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Figure 4: Illustration of LAD-LLM development, consisting of
two steps: data preparation and hybrid training (LAD-Mix).

studies [35, 44] indicate that widely used techniques like full fine-
tuning and LoRA [12], while improving model performance in new
domains, can lead to a degradation of general capabilities, and may
even prevent the generation of meaningful text. To address this, we
propose a hybrid training strategy, LAD-Mix, which balances log
anomaly detection performance with general capabilities.

As shown in Figure 4(b), LAD-Mix consists of two stages. The
first stage involves training with the curated data, which contains
log domain expertise, while the second stage refines the model us-
ing a mixture of domain-specific and general data (i.e., Alpaca [31]
and LIMA [45]). Extensive experiments validate the effectiveness
and ease of use of the LAD-Mix training strategy, which achieves
the best balance between detection performance and general capa-
bilities among all methods. The detailed experimental results and
analysis will be provided in Section 5.2.3.

After training, LAD-LLM can accurately detect potential anoma-
lous instances in the subsequent online stage, provide explanations,
and assist in the automatic updating of LogMoE.

4 ONLINE DETECTION

In the online detection stage, the offline-trained LogMoE and LAD-
LLM models are deployed to run collaboratively. Specifically, this
involves three phases: data preprocessing, collaborative anomaly
detection, and automatic adaptation.

4.1 Preprocessing Module

The preprocessing module consists of three steps: (1) log parsing,
(2) log partitioning, and (3) log representation. When new logs ar-
rive, we employ a widely used log parser (i.e., Drain [9]) to convert
each log into a specific log template. Next, the logs are partitioned
into log sequences for pattern learning, as anomaly detection on a
sequence of logs is more effective than on individual logs. In the
final step, we convert the logs into semantic feature vectors for
subsequent detection models. Specifically, we use pre-trained GloVe
embeddings [25] to represent each word in the logs and apply the
TF-IDF strategy to weigh their importance. The representation of a
log I is computed as x = 25\21(61‘ X a;), where Nj is the number of
words in [, and e; and «a; respectively represent the word embed-
ding and TF-IDF weight of the i-th word in I. By applying these
operations to each log in the log sequence, the preprocessed log
sequence X = {X1,X2,...,Xp} is obtained.



Algorithm 1: Collaborative Anomaly Detection

Input: Preprocessed log data X

Output: Anomaly status of X, labeled dataset D
1 D« {},Tj « {} // Initialization
2 for X € X do
3 LogMOoE computes the anomaly status s and confidence

c for the normal class, with X as input.
if s = abnormal or ¢ < 7 then
explanation e, status s = Retrieve(T}, h(X))
if e is NULL then
LAD-LLM generates the anomaly status s and
corresponding explanation e, with X as input.

Dy — Dy U{(X, s)}, Insert(T}, h(X), (s, €))

9 return anomaly status s and explanation e

else
L return anomaly status s

10
11

12 return 9

4.2 Collaborative Anomaly Detection

To achieve accurate and efficient anomaly detection, we propose a
collaborative detection mechanism combining the strengths of Log-
MoE and LAD-LLM. LogMoE efficiently filters out a large volume
of normal instances, passing the low-proportion potential anomaly
instances to LAD-LLM for accurate inference. Since log sequences
occasionally exhibit identical patterns, CoLA adopts a knowledge
reuse strategy that leverages historical generation results (anom-
aly status, explanations), thereby further enhancing efficiency and
reducing the generation time of LAD-LLM. Given an input log se-
quence X, hashed by function A, the retrieval of matching results
from hash table T; determines if a match exists. If a match is found,
the result is returned directly; otherwise, CoLA defaults to standard
LAD-LLM reasoning. A comprehensive description of our collabo-
rative anomaly detection approach is provided in Algorithm 1.
The procedure starts by initializing an empty set 9; and an
empty hash table Tj to store pseudo-labeled data and historical gen-
eration results, respectively (line 1). Next, it traverses all the prepro-
cessed log sequences and performs anomaly detection (line 2-11).
For each log sequence X, it first utilizes LogMOoE for initial detection,
obtaining the anomaly status s and the confidence c for the normal
class (line 3). If the status is abnormal or the confidence is below a
predefined threshold 7, the log sequence is sent to LAD-LLM for
precise detection (line 4); otherwise, the log sequence is marked
normal (line 10-11). Before LAD-LLM inference, the input is hashed
to quickly check for reusable results in T; (line 5). If a match is
found, it is returned directly (line 9); otherwise, standard LAD-LLM
detection is applied (line 6). In the LAD-LLM detection step, more
accurate anomaly status s and the corresponding explanation e are
generated through reasoning and returned as the final result (line 7-
9). Each log sequence processed by LAD-LLM is added as a sample
to Dy, with its anomaly status s annotated as a pseudo-label. Simul-
taneously, s and the corresponding explanation e are inserted into
T; (line 8). Ultimately, we obtain anomaly statuses for all log data,
with anomalous log sequences accompanied by explanations, along
with the dataset O; for the automatic adaptation phase (line 12).
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4.3 Automatic Adaptation

Model adaptation can effectively mitigate performance degrada-
tion caused by changing data distributions. Unlike previous ap-
proaches [4, 21, 39] that require time-consuming and expert-involved
labeling, our automatic adaptation module updates LogMoE au-
tonomously with LAD-LLM assistance. In the process of anomaly
detection with LAD-LLM, a portion of the LogMoE results has been
pseudo-labeled, forming a dataset 9;. We then adopt noisy label
learning techniques to distill knowledge for model adaptation.
The memorization effect of deep neural networks [29] reveals
that models initially fit easy patterns in the early stages of training,
whereas noisy samples typically lead to larger loss values. Therefore,
after a few warm-up epochs of standard training on noisy labels,
we apply the Expectation-Maximization algorithm to fit a two-
component Gaussian Mixture Model (GMM) [26] to the loss ¢ of
each sample, identifying the clean samples. For each sample, the
clean probability is represented by w; = p(g|f;), where g is the
Gaussian component with a smaller mean (indicating lower loss).
Then, we divide D into a clean subset D, and a noisy subset Dy:

D = {(Xi,s1) | Xi € Dy, wi 2 7c},
Dy ={(Xi) | Xi € Dy, wi < 1},

where 7. is a preset threshold. Once the time since the last update
exceeds the predefined maximum interval, or D, reaches a certain
size, the model is automatically updated and used for the online de-
tection module. This automated update strategy is not only efficient
but also reduces a significant amount of expert labor costs.

Discussion. In future deployments, the system will continuously
perform anomaly detection on real-time log streams through model
collaboration. Upon identifying an anomaly, it will parse the LLM-
generated JSON outputs to extract anomaly information and cor-
relate it with system logs and metadata to generate alerts. These
alerts will be dispatched through enterprise incident management
platforms (e.g., PagerDuty) to on-call engineers, supporting timely
diagnosis and resolution via the operations console.

®)

5 EVALUATION
5.1 Experimental Setup

5.1.1 Datasets. We conduct comprehensive experiments on three
real-world public datasets to evaluate the performance of CoLA and
baseline methods. (1) HDFS [36] was collected during the execution
of Hadoop-based MapReduce jobs on the Amazon EC2 platform
for 38.7 hours. It consists of 11,175,629 log messages, organized
into 575,061 log sequences based on the block_id of each log, with
16,838 identified as anomalous. (2) BGL [23] was collected from
BlueGene/L supercomputer system at Lawrence Livermore National
Labs (LLNL) over a period of 214 days. It comprises 4,747,963 log
messages, of which 348,460 are anomalous. (3) Spirit [23] was
collected from the Spirit supercomputer system at LLNL over a
2.5-year period, totaling 272,298,969 logs. Given its large size and
the computational cost of training and inference, we adopt the first
10 million messages as the studied dataset, among which 289,905
are anomalous.

5.1.2  Baseline Approaches. In this work, we implement eight base-
line methods, divided into two categories: SDM and LLM. (1) SDM:
DeepLog [4] and LogAnomaly [21] are unsupervised approaches



Table 1: Overall anomaly detection performance.

Table 2: Ablation study results for LogMoE.

HDFS BGL Spirit HDFS BGL Spirit

Method P R FB|P R F|P R T e T S
DeepLog | 78.60 93.15 85.26|21.71 77.86 33.95|34.79 98.02 51.35 LogMOoE [85.60 99.99 92.24(87.09 97.78 92.12(77.03 97.89 86.22
LogAnomaly| 65.39 93.50 76.96|23.65 80.41 36.55|46.57 98.38 63.22 w/0 Lpg |83.96 99.24 90.96|87.28 89.09 88.18(77.14 87.81 82.13
PLELog 76.81 90.85 83.2466.02 83.98 73.92139.73 96.94 56.36 w/0 Lg;, |84.67 97.38 90.58|86.89 95.32 90.91|73.38 92.03 81.65
NeuralLog |74.34 93.57 82.85|84.89 76.35 80.39|53.60 89.98 67.18 W/0 Lposn, | 80.94 98.95 89.04|85.71 88.44 87.05|70.76 91.77 79.91
LogRobust |80.91 92.77 86.44|85.74 81.15 83.38|41.94 99.20 58.96 w/o MoE [77.29 94.55 85.05|80.14 88.07 83.92|58.31 91.14 71.12
Llama3-8b | 547 83.19 10.27|41.34 94.83 57.58]20.77 99.22 34.35

Llama3-70b | 7.51 99.67 13.97 |42.80 96.08 59.22|21.41 99.95 35.27 Regarding SDMs, we observe a tiered performance pattern across
GPT-40 9.83 91.28 17.75|49.11 95.82 64.93|24.39 100 39.22 learning paradigms: supervised approaches (i.e., LogRobust, Neural-
LogMoE 85.60 99.99 92.24|87.09 97.78 92.12|77.03 97.89 86.22 Log) demonstrate the strongest performance, followed by the semi-
LAD-LLM |91.69 100 95.66|96.66 98.68 97.66|88.73 99.97 94.02 supervised PLELog, while unsupervised approaches (i.e., DeepLog,
CoLA (off) |{91.90 99.99 95.7797.08 97.59 97.33|89.02 97.88 93.24 LogAnomaly) trail behind. This aligns with expectations, as super-
ColA 92.85 99.75 96.18|97.04 98.53 97.78|90.37 98.33 94.18 vised methods utilize semantic log representations and incorporate

that predict and detect anomalies using the autoregressive para-
digm. PLELog [37] is a semi-supervised method that uses proba-
bilistic label estimation to incorporate historical knowledge. Neu-
ralLog [15] and LogRobust [39] are supervised approaches that
incorporate semantic-aware embeddings for anomaly detection. (2)
LLM: Llama-3.1-8b and Llama-3.1-70b are open-source models that
can be deployed locally, while GPT-40 requires API-based access.

5.1.3  Evaluation Metrics. Following prior research [4, 21, 39], we
adopt Precision (P), Recall (R), and F1-score (F1) as the metrics to
evaluate the effectiveness of each method.

5.1.4 Implementation Details. For LogMoE, we train the model
for 20 epochs with a batch size of 256, a learning rate of 2e-3, and
the Adam optimizer. The total number of experts m is set to 8,
and the number of selected experts k is set to 2. Following prior
work [13, 16], we use 20% of the data for training and set the sliding
window size to 100. For LAD-LLM, we adopt Llama3-8b as the base
LLM and apply the LAD-Mix strategy, first training for 1 epoch
with domain-specific samples, followed by 2 epochs with mixed
samples (1:1 ratio of domain-specific to general data). Training is
performed with a batch size of 16, a learning rate of le-5, and the
Adam optimizer. GPT-4o is accessed via API (gpt-40-2024-11-20).
The experiments are conducted on an Ubuntu Linux 20.04 system
equipped with four A800 GPUs.

5.2 Experimental Results

5.2.1 Effectiveness. We conduct a comparative analysis of CoLA’s
anomaly detection performance against various baseline methods,
as shown in Table 1. The methods are grouped into three categories:
SDM, LLM, and our proposed models (CoLA, LogMoE, LAD-LLM).
Among these, CoLA employs an automatic adaptation strategy at
runtime, while CoLA (off) does not utilize such a strategy.

The results show that CoLA achieves the best anomaly detection
performance across all datasets, with F1-score improvements of
11.27%, 17.27%, and 40.19%, respectively. This verifies the effective-
ness of the collaborative detection framework, where the filtering
process not only alleviates the workload of LAD-LLM but also
improves precision, thereby further enhancing detection capabili-
ties. CoLA (off) exhibits a slight performance decrease compared
to CoLA, as the performance of the filter (LogMoE) is affected by
changing data distribution. In contrast, automatic adaptation helps
maintain superior performance.
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additional information through labeled training. However, these
SDMs show limited generalization and struggle with evolving data
distributions. For instance, LogRobust achieves only a 58.96% F1-
score on Spirit. By incorporating the mixture-of-experts mechanism
to learn different aspects of the data and fuse expert knowledge dur-
ing inference, LogMoE demonstrates strong generalization capabil-
ity. Compared to other SDMs, it achieves an F1-score improvement
of 6.71%, 10.48%, and 28.34% on HDFS, BGL, and Spirit, respectively.
Regarding LLMs, the performance generally improves with in-
creasing model size and the amount of pretraining data. Neverthe-
less, even the powerful GPT-40 achieves at most 64.93% F1-score on
BGL and performs significantly worse on HDFS, with only 17.75%.
This may stem from the specialized nature of log data analysis,
which contrasts with the general-purpose knowledge encoded in
LLMs, limiting their ability to effectively model domain-specific
patterns. For LAD-LLM, we observe that after being trained on
curated domain-specific data, it acquires domain expertise and
achieves superior performance across all datasets, with F1-scores
of 95.66%, 97.66%, and 94.02%, surpassing all baseline methods. It
can be deployed locally for inference, mitigating the risk of data
leakage. However, its low efficiency prevents it from processing
the vast volumes of real-time log data in practical scenarios. Our
framework CoLA effectively addresses this critical challenge, with
experimental results and analysis detailed in Section 5.2.5.

5.2.2  Ablation Studies. We evaluate the components of both CoLA
and LogMOoE to understand their contributions.

Ablation Study on CoLA. We investigate the effectiveness of
the model collaboration mechanism and the automatic adaptation
module. As shown in Table 1, the collaboration mechanism of CoLA
effectively improves the precision and F1-score of the original LAD-
LLM. By comparing the results of CoLA and CoLA (off), we find
that CoLA’s performance is further enhanced by the automatic
updating of LogMoE.

Ablation Study on LogMoE. We conducted experiments to
assess the effectiveness of each LogMoE module: (1) LogMoE w/o
Lpq; denotes the removal of the load balancing loss. (2) LogMoE
w/o Lg;, represents the removal of the expert diversity loss. (3)
LogMoE w/o Ly,;j, indicates the removal of both the load balancing
loss and the expert diversity loss, using only the cross-entropy loss
function. (4) LogMoE w/o MoE refers to the removal of MoE layer.

As shown in Table 2, we found that encouraging a more even
distribution of logs across experts, along with regularization to
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Figure 5: The anomaly detection and general capabilities of
Llama3-8b after fine-tuning via different approaches.

enhance the diversity of expert capabilities, can effectively improve
the model’s anomaly detection performance. The results of LogMoE
w/0 Lpop are significantly better than those of LogMoE w/o MoE,
indicating that the MoE layer can significantly enhance the model’s
generalization capability in handling evolving data.

5.2.3 Effectiveness of LAD-Mix Training Strategy. As mentioned in
Section 3.2.2, we conduct experiments to compare the performance
of LAD-Mix with other common LLM fine-tuning methods, includ-
ing Full (direct fine-tuning of all parameters), LoRA [12], L1 Norm,
L2 Norm, and WiSE-FT [34]. The F1-score is used to measure the
anomaly detection capability, while the MMLU benchmark [11]
evaluates general capabilities using accuracy.

The experimental results are shown in Figure 5. Since anom-
aly detection is critical for ensuring system reliability, and general
capabilities are essential for generating meaningful explanations,
both factors must be jointly considered. Current methods typically
improve anomaly detection at the expense of general capabilities,
making it challenging to achieve high performance in both simul-
taneously. For instance, Full achieves the best anomaly detection
performance but significantly degrades general capabilities. Lora
reasonably preserves general capabilities but struggles to efficiently
acquire new domain knowledge. In comparison, LAD-Mix achieves
the second-best anomaly detection while best preserving general
capabilities, providing a better balance between the two aspects.
Thus, LAD-Mix ensures the model can accurately detect anomalies
while generating readable and useful explanations for engineers.

5.2.4  Effectiveness of Automatic Adaptation. To assess the effec-
tiveness of our automatic adaptation module, we conducted experi-
ments comparing it with human annotation update method. Here,
“w/ human” refers to training using labels annotated manually,
while “w/ auto” indicates model updates using our LLM-enhanced
automatic adaptation module. We partition the test data into five
segments based on time, updating the model with both methods
after each segment, using 3000 samples for training in each update.

As shown in Table 3, both manual annotation and our automatic
adaptation improve model performance, indicating that updating is
an effective approach to handle continuously changing log distribu-
tions. Across different datasets and models, automatic adaptation
performs comparably to manual annotation, demonstrating the
effectiveness of our design. It not only eliminates the need for time-
consuming human annotations, but also effectively enhances the
detection performance of SDMs.

5.2.5 Efficiency. We assess CoLA’s efficiency against other baseline
approaches. The results are presented in Figure 6, where we report
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Table 3: Comparison of automatic adaptation and traditional

human-involved updating.

HDEFS BGL Spirit
Method P R FI|P R F1|P R FI
DeepLog |78.60 93.15 85.26|21.71 77.86 33.95|34.79 98.02 51.35
w/ human |82.94 89.27 85.98|23.64 78.05 36.28|37.55 94.64 53.77
w/ auto 79.15 92.89 85.47(22.32 76.37 34.54|34.97 97.91 51.53
LogRobust [80.91 92.77 86.44(85.74 81.15 83.3841.94 99.20 58.96
w/ human |85.67 93.30 89.32|86.28 91.47 88.80|70.56 86.95 77.90
w/ auto 82.51 93.97 87.87[86.59 85.09 85.83|59.83 88.72 71.47
LogMoE 85.60 99.99 92.24|87.09 97.78 92.12|77.03 97.89 86.22
w/ human | 88.31 99.53 93.59|90.46 98.43 94.28 |86.17 98.83 92.07
w/ auto 87.26 99.68 93.06|89.16 99.07 93.85|83.62 98.34 90.38
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Figure 6: Efficiency comparison among the studied tech-
niques.

the inference throughput, i.e., the number of logs processed per
second. In this context, “CoLA-" refers to the variant that does not
employ the knowledge reuse strategy.

Compared to the Llama3-8b with the same number of parameters,
CoLA achieves a speedup ranging from 6.7X to 115.9X across vari-
ous datasets, and is also significantly faster than other LLM-based
methods. It is because the low throughput of LLMs is the bottle-
neck in the timely processing of the hundreds or thousands of logs
generated in real-time. CoLA’s collaborative detection mechanism
efficiently filters out normal instances using LogMoE, leaving only
a small fraction of potentially anomalous instances to be accurately
classified by LAD-LLM. This approach achieves optimal detection
performance while significantly improving efficiency. Moreover,
the knowledge reuse strategy can avoid redundant reasoning on
identical pattern log sequences, leading to an average throughput
improvement of 61.26%. Although CoLA’s efficiency is marginally
lower than that of certain SDMs, which has significantly fewer
parameters, its throughput remains within an acceptable range.
Furthermore, when log sequences are long and the data volume is
large, such as in the case of Spirit, CoLA even outperforms DeepLog,
LogAnomaly and NeuralLog.

5.2.6 Explainability. To evaluate the quality of explanations, we
randomly selected 150 abnormal log sequences in total from the
test sets of HDFS, BGL, and Spirit, with equal sample sizes across
datasets. Five annotators with operations and maintenance exper-
tise rated the explanations based on Usefulness (Use.) and Read-
ability (Read.). Usefulness measures an explanation’s relevance and
practicality, while readability evaluates its clarity and ease of under-
standing, both scored from 1 to 5. As shown in Table 4, compared to
the original Llama3-8b, CoLA achieves an average improvement of



Table 4: Results of human evaluation.

HDEFS BGL Spirit
Meth
ethod Use. Read. | Use. Read. | Use. Read.
Llama3-8b 1.88 3.96 2.33 4.15 2.09 4.03
Llama3-70b 2.07 4.04 2.41 4.07 2.12 4.11
GPT-40 231 4.17 2.37 4.23 2.16 4.19
CoLA (ours) | 3.83 4.47 | 4.09 4.66 | 3.95 4.60
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Figure 7: An example of CoLA performing anomaly detection
on input logs and providing explanations.

89% in usefulness and 13% in readability. Although the performance
of the baseline improves slightly with an increase in parameter
size, it still falls significantly short of CoLA. These results sug-
gest that injecting domain knowledge and balancing capabilities
across different aspects can deliver more useful and user-friendly
information for engineers in decision-making processes.

Figure 7 provides an illustrative example of how CoLA offers ex-
planations to users. When LogMOoE detects a potentially anomalous
log sequence, the input prompt for LAD-LLM is automatically con-
structed by concatenating instruction with the input logs. LAD-LLM
then performs inference and returns the results (status, explanation)
in a JSON format suitable for API calls. The capability of LAD-LLM
to generate clear and informative explanations has been acquired
through offline instruction tuning on expert-curated datasets. In
the current case, CoLA detects an anomaly and attributes the issue
to certain exceptions and transmission failures.

5.2.7 Parameter Sensitivity. We evaluate the impacts of two ma-
jor hyperparameters on LogMoE performance: (1) the number of
experts m in the MoE layer and (2) the number of selected experts k.

Figure 8 illustrates the impact of m and k on detection perfor-
mance. A larger m means more experts in the MoE layer, effectively
expanding the model’s parameter capacity. For instance, in BGL,
with k fixed at 2 and m varying from 4 to 16, the F1-score increases
from 91.93% to a peak of 92.12% (at m = 8) and then drops slightly.
Here, k denotes the the number of experts selected by the gating net-
work. As k increases, more experts are involved in decision-making,
the integration of expert knowledge becomes more complex. For
instance, in BGL, with m fixed at 8, increasing k from 1 to 8 raises
the F1-score from 91.66% to 92.12% (at k = 2), then slightly drops to
91.64%. Overall, the anomaly detection performance of LogMOoE is
not sensitive to hyperparameters.

6 RELATED WORK

Log-based Anomaly Detection (LAD). LAD is critical for system
stability and availability. Recent deep learning-based approaches [4,
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Figure 8: The impact of key hyperparameters (m, k) on anom-
aly detection performance.

10, 16, 20, 21] fall into unsupervised, semi-supervised, and super-
vised categories based on anomaly label availability. For unsuper-
vised models, DeepLog [4] and LogAnomaly [21] utilize LSTM to
learn normal log patterns by predicting the next log in a given sub-
sequence. PLELog [37] is a semi-supervised log anomaly detection
model that effectively leverages historical anomaly knowledge via
probabilistic label estimation. As for supervised models, LogRo-
bust [39] trains a Bi-LSTM that incorporates attention mechanism
and semantic embeddings for anomaly detection. NeuralLog [15] ex-
tracts semantic vectors from raw logs without log parsing, enabling
effective anomaly detection. Despite their efficiency, these methods
are either not robust to data evolution, rely on extensive manual
labeling, or lack explainability. Our CoLA framework tackles these
limitations through model collaboration.

Large Language Models (LLMs). LLMs such as GPT-4 [24], with
billions of parameters and pre-trained on vast amounts of data, have
demonstrated remarkable performance across various tasks [1, 6, 28,
41-43]. Recent studies have investigated LLMs for anomaly detec-
tion, such as in time series [46], video [38], and industrial images [7].
In addition, studies [3, 35] show that although LLMs improve in
performance when trained on new domains, their general capabili-
ties decline to the extent that they may fail to generate meaningful
text. In this work, we explore the application of LLMs in log-based
anomaly detection and achieve promising results by employing
a two-stage hybrid training approach to balance domain-specific
capabilities with general capabilities.

7 CONCLUSION

In this paper, we propose CoLA, a novel collaborative framework
integrating the complementary strengths of SDM and LLM for log-
based anomaly detection, in which the SDM serves as an efficient
filter to identify suspicious instances, and the downstream LLM
functions as an expert to detect anomalies, provide explanations,
and refine the SDM. Extensive experiments on three large real-
world datasets demonstrate that CoLA outperforms existing state-
of-the-art approaches in effectiveness, efficiency, and explainability,
simultaneously greatly reducing labor costs.
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