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ABSTRACT
The Compute Express Link (CXL) standard enables new forms of
memory management and access across devices and servers. Based
on PCIe, it enables cache-coherent access to remote memory. This
widens the design space for database systems by expanding the
available memory beyond memory local to the CPU. Efficiently
utilizing CXL-attached memory requires conscious decisions by
data systems about data placement and management. In this paper,
we provide an in-depth analysis of database operation performance
with data interleaved across multiple CXL memory devices. We
experimentally evaluate the memory access performance for basic
access patterns, the performance impact of placing data across
multiple CXL memory devices for in-memory column scans and in-
memory B+tree operations, and the performance impact of placing
data in CXL memory for an in-memory database system when
running the analytical TPC-H workload. Our experiments show
that access to CXL-attached memory does not have to penalize
performance over local access, but careful workload-aware data
management is required. Our TPC-H evaluation shows that placing
table columns based on access frequencies allows storing over 80%
of the table data in CXL memory with a performance of 85% of a
local-memory-only solution.
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1 INTRODUCTION
Database systems have widely adopted the separation of compute
and storage resources to benefit from elastic scaling of individual
hardware resources on demand [22, 58, 66, 82]. The individual
scaling capabilities avoid resource over-provisioning, which results
in significant total cost of ownership (TCO) reduction [12, 58].
In contrast, compute and memory resources are usually tightly
coupled, leading to stranded memory [47, 48, 53, 75].

Both the database research community and industry propose
memory-disaggregated database systems to separate memory from
compute resources [2, 3, 28, 41, 44, 47, 54, 75–79, 85, 86]. These ef-
forts are mainly based on fast remote direct memory access (RDMA)
network technology. The new Compute Express Link (CXL) tech-
nology is an alternative for implementing memory-disaggregated
database systems [2, 3, 14, 28, 32, 44, 47].

CXL allows adding memory to a server’s unified memory address
space using PCI Express (PCIe) [16]. The additional memory and
memory controller(s) are located on CXL devices. Traditional CPU-
local memory is attached via the double data rate (DDR) interface
and in the form of DRAM dual inline memory modules (DIMMs).
CXL memory is — like CPU-local memory — cache coherent [68].

Memory expansion via CXL-attached memory devices has re-
ceived attention in research and industry [2, 3, 29, 31, 44, 62]. A
reason for using CXL memory expansion is to reduce the cost of
a server’s memory hardware. As main memory has become a ma-
jor cost driver of server hardware [14, 48, 56, 80], reusing DIMMs
of decommissioned servers can significantly reduce the TCO of a
server [8, 14, 74, 87]. Memory attached via CXL does not need to
match the CPU’s DDR version and can be of any media type [68].
In a pooled memory scenario, where CXL memory is connected to
multiple servers, the TCO can be reduced as administrators can pop-
ulate servers with smaller CPU-local DRAM capacities, while larger
capacities of cheaper memory can be attached via CXL [14, 53].

Incorporating CXL memory into database systems invalidates
the assumption that memory-resident data is close to the CPU [47].
It requires extensive experimentation to identify what part of a
database engine can be stored in CXL memory and what part should
reside in CPU memory [47].

Our analysis provides insights into the use of CXL memory
expansion devices. Our work is an in-depth performance study

3119

https://doi.org/10.14778/3746405.3746432
https://github.com/hpides/cxlbench/tree/paper/vldb25
https://github.com/hpides/cxlbench/tree/paper/vldb25
https://github.com/hyrise/hyrise/tree/paper/vldb25
https://github.com/hyrise/hyrise/tree/paper/vldb25
https://creativecommons.org/licenses/by-nc-nd/4.0/
mailto:info@vldb.org
https://doi.org/10.14778/3746405.3746432
https://www.acm.org/publications/policies/artifact-review-and-badging-current


investigating the impact of placing data across multiple real CXL
memory devices for database operations.
Contributions. Our main contributions are the following:
(1) A detailed CXL memory access performance evaluation on a

server with four CXL memory devices.
(2) A performance analysis of vectorized column scans and B+tree

operations with data interleaved across up to four CXL devices.
(3) A performance evaluation of two data placement strategies

using the TPC-H workload on an in-memory database system.
The rest of this paper is structured as follows: In Section 2, we
discuss relevant background on memory interconnects and CXL.
Section 3 gives an overview of our benchmarking framework. We
present results of our microbenchmarks in Section 4, the result of
different isolated DBMS operations in Section 5, and end-to-end
experiments using the in-memory database management system
Hyrise in Section 6. We analyze the economic viability of CXL
setups in Section 7 and summarize our insights in Section 8. We
survey related work in Section 9, before concluding in Section 10.

2 BACKGROUND
We introduce technical knowledge relevant to the remainder of this
paper, including memory interconnects and CXL.

2.1 Memory Interconnects
Table 1 details the memory interconnects of the CPU we use in
our evaluation. We classify them as Socket-Local (CPU-to-memory
at one socket), Inter-Socket (CPU-to-CPU), and Inter-Device (CPU-
to-device). The channel width determines how much data passes
through an interconnect channel with a single transfer. An inter-
connect’s theoretical maximum bandwidth is:

Bandwidth = # Channels × Transfer rate × Channel width .

Socket-Local. Memory local to a CPU is usually attached as DDR
DRAM DIMMs. DDR interfaces have a width of 64 bits [49]. The
latest generation supported by CPUs is DDR5, with data rates of
up to 8400 MT/s [70]. A modern CPU deploys multiple memory
channels. Current Intel Emerald Rapids CPUs support eight chan-
nels, leading to a theoretical peak bandwidth of ∼333 GB/s with a
maximum supported memory speed of 5200 MT/s.
Inter-Socket. If a core accesses memory whose memory controller
is located on a remote socket, data needs to be transferred via an
inter-socket interconnect. Ultra Path Interconnect (UPI) is Intel’s
cache-coherent interconnect for socket-to-socket communication
between CPUs [36]. UPI’s transfer rate and number of ports per
CPU can vary across CPU generations and models [34]. Current
5th Gen Intel Xeon Scalable CPUs (Emerald Rapids) have up to four
UPI ports with a transfer rate of up to 20 GT/s [35], leading to a
cumulative theoretical bandwidth of 160 GB/s.
Inter-Device. Several cache-coherent interconnects have been
specified, such as GenZ [30], OpenCAPI [71], Cache Coherent In-
terconnect for Accelerators (CCIX) [15], AMD’s Infinity Fabric
CPU-GPU links [1, 65], NVIDIA’s NVLink-C2C [18], and CXL [16].
The consortiums of GenZ, OpenCAPI, and CCIX have joined forces
with the CXL consortium. AMD’s and NVIDIA’s inter-device links
focus on connecting CPUs and GPUs and their memory rather than
connecting memory expansion devices to server CPUs.

Table 1: Interconnect characteristics per link (channel) of the
CPU and CXL setup used in our evaluation.

Type Width [Bits] Transfer rate [GT/s] Data rate [GB/s]

DDR 64 5.2 41.6
UPI 16 [64] 20 [37] 40
CXL 16 [16] 32 64

2.2 Compute Express Link (CXL)
CXL [16] is a standard for interconnects between CPUs and devices.
It allows them to cache data stored in each other’s memory.
Protocols. CXL specifies three protocols that CPUs and devices
communicate over the PCIe physical layer (PCIe PHY). CXL.io is
the mandatory base protocol containing PCIe transactions. It is
used for, e.g., device discovery, status reporting, address translation,
and direct memory access. Devices can cache data stored in CPU
memory via CXL.cache. CXL.mem allows CPUs to access and cache
data stored in CXL device memory.
Device Types. The standard specifies three device types. Type 1
devices (supporting CXL.cache) can access and cache data stored in
the CPU’s local memory. Type 1 devices do not have cache-coherent
memory exposed to the CPU. One example is a smart network
interface card with coherent access to host (CPU) memory [68].
Type 2 devices (supporting CXL.cache and CXL.mem) have on-
device memory exposed to a CPU and full coherent access both
to their own memory and CPU memory. A CPU can access and
cache device memory. Examples are accelerators with attached
memory, such as GPUs and FPGAs [68]. Type 3 devices (supporting
CXL.mem) have memory attached and allow CPUs to coherently
cache data stored in the device memory. Type 3 devices cannot
request data via CXL.cache and are used for memory expansion.
Memory Access Anatomy. Memory of Type 2 and Type 3 devices
exposed to the host system is called host-managed device memory
(HDM). A CPU’s caching agent interacts with HDM via CXL.mem.
This memory is integrated into the coherence domain of the host.
Data transfers via CXL.mem occur at 64 B cache line granularity.
If the HDM is only accessible by the host, the CPU manages the
coherence exclusively. Figure 1 illustrates the integration of CXL
memory into the CPU’s coherence domain. CPU-local memory
is directly connected to the CPU’s integrated memory controller
via DDR, and CXL memory is located in one or more CXL Type 3
devices. The CPU’s home agent manages cache coherence and
resolves conflicts across other caching agents, such as local cores,

CPU

Memory Memory  Controller

Home Agent

Cores & Caches

PCIe PHY

CXL.memSe
rv

er

D
D

R

D
D

R

Type 3 Devices

M
em

or
y

A
pp

lia
nc

e

PCIe PHY
CXL.mem

PCIe PHY
CXL.mem

PCIe/CXL

Figure 1: Memory expansion with multiple CXL devices.

3120



other CPU sockets, and CXL Type 1 or 2 devices [67]. When the
CPU performs memory access to the CXL device, its home agent
communicates via CXL.mem over the PCIe PHY.
Memory Allocation. CXL memory can be configured as a
memory-only NUMA node [2, 72]. It allows utilizing NUMA-related
system calls to interact with the memory, such as mbind for setting a
memory policy for a given virtual memory region and move_pages
for moving operating system (OS) pages between nodes [62].

3 MICROBENCHMARK FRAMEWORK
We introduce CXL-Bench, a framework for benchmarking access
to heterogeneous memory. It is a successor of the persistent mem-
ory benchmark framework PerMA-Bench [7]. CXL-Bench allows
benchmarking access to memory exposed as a non-uniform memory
access (NUMA) node, including CXL memory. CXL-Bench supports
basic memory access patterns, including sequential and random
reads and writes, and chains of custom operations. Custom oper-
ations allow users to model complex access patterns for database
workloads. In this work, we use CXL-Bench for quantifying CXL
memory access characteristics for basic access patterns. CXL-Bench
allows users to specify different access sizes. It performs 8 B ac-
cesses as scalar loads and stores, 16 B and 32 B accesses as vector
load and store instructions with corresponding vector sizes, and
64 B and larger accesses as 64 B vector loads and stores.
Benchmark Workflow. For each benchmark task, a number of
threads perform memory accesses to a memory region based on a
user-defined configuration. Parallel benchmark tasks allow simu-
lating memory accesses of parallel database tasks. One parallel task
can benefit or penalize the other by loading or evicting data into or
from the cache that the other task will access. For each benchmark
run, CXL-Bench prepares the memory regions to be accessed, cre-
ates batches of access operations for the pre-defined set of threads,
performs the access operations, verifies memory page locations to
ensure that no pages were moved during the access execution, and
generates the results containing throughput and latency metrics.
Memory Region Preparation. The memory preparation step
includes allocating virtual memory, binding virtual memory regions
to user-defined NUMA nodes, and backing a memory region’s pages
by physical memory (by writing to each page, which forces the OS
to allocate physical memory). Pages can be allocated in any kind of
memory that is configured as a NUMA node. CXL-Bench allocates
pages in memory either in a non-partitioned or a partitioned mode.
The non-partitioned mode uses the entire memory region and pins
its pages to the user-defined NUMA nodes. The partitioned mode
allows users to split the memory region into two partitions with
different user-defined sizes relative to the region’s total size. It then
pins the partitions to different NUMA nodes. In both modes, pages
of a memory (sub-)region are pinned to the corresponding NUMA
nodes via the mbind system call with Linux’s interleaved allocation
policy. If the corresponding task’s memory operations include read
operations, the memory region is filled with data in advance.
Task Execution. CXL-Bench generates a user-defined num-
ber of worker threads executing the memory access opera-
tions. CXL-Bench pins a thread to a set of cores (via the
pthread_setaffinity_np GNU C library function). Users can
specify per task to which cores the thread pool is pinned. This

allows thread pools of parallel tasks to be pinned to different cores.
Worker threads continuously fetch memory access batches from a
shared queue and execute the corresponding memory access oper-
ations. This represents a common execution model where workers
operate on small work packages [7]. By default, the total number of
accessed bytes per batch is 64 MiB. Such batches are short-running
and, thus, avoid the skew of large, long-running batches [7].

4 CXL MEMORY ACCESS PERFORMANCE
Using CXL-Bench, we first investigate the memory access behav-
ior of CXL memory on a server with four CXL memory devices.
After introducing the evaluation server (Section 4.1), we quantify
the maximum throughput (Section 4.2) and the throughput scaling
with multiple devices (Section 4.3) for sequential and random reads
and writes. The results serve as upper bounds for the database oper-
ations in the remaining sections. We then investigate the memory
access latency (Section 4.4) and the performance impact of placing
an increasing number of pages in CXL memory (Section 4.5).

4.1 Hardware Setup
Table 2 details the evaluation server. Figure 2 shows the CPU mem-
ory and CXL device setup. The server is attached to four Seagate
Composable Memory Appliance (CMA) Blade prototypes [23, 55].
Each CMA blade is an FPGA-based memory expansion solution.
The FPGA-based design is not performance-optimized for produc-
tion. A CMA blade supports PCIe Gen5 x16 CXL 1.1 specification
connectivity. Each blade has four DDR4 channels with two DIMMs
connected per channel. We refer to a blade as a CXL device.

4.2 Maximum Sustained Throughput
Setup.CXL-Bench performs either memory reads or writes with dif-
ferent thread counts and memory access sizes. The access patterns

Table 2: Specifications of the evaluation server.

Server Supermicro SYS-741GE-TNRT

CPUs 2× Intel 5th Gen Xeon Scalable Gold 6542Y with 24 cores

Caches L1i: 32 KiB, L1d: 48 KiB, L2: 2 MiB, L3: 60 MiB

Memory 8× 32 GB DDR5 with a speed of 4800 MT/s

OS Ubuntu 24.04, Kernel 6.13
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are either sequential or uniform random. The executed benchmark
configurations start with one and four threads and incrementally
increase in steps of four. We use powers of two for the access sizes,
starting with 8 B and incrementally increasing to 8 KiB. For each
configuration, CXL-Bench performs memory accesses for ten sec-
onds to a virtual memory region of 7 GiB.
Results. Figures 3e to 3h show the throughput when accessing one
CXL device’s memory. Figures 3a to 3d show the sustained memory
throughput for CPU memory as a reference for comparison. Sequen-
tial reads achieve a maximum of ∼40 GB/s. Sequential writes peak
at 18 GB/s with 24 and 28 threads and an access size of 8 B. With
an increasing number of threads, the sequential read throughput
slightly decreases, stagnating at 95%. We observe a similar behav-
ior with random reads: while both CPU and CXL memory require
an access size of at least 4 KiB to achieve higher throughput, the
throughput for CXL memory decreases with an increasing number
of threads, stagnating at 93%.

The maximum write throughput is between 35% and 45% of
the maximum read throughput. This matches the relative write
throughput to CPU memory compared to read throughput.

The heatmaps for random accesses show a range of access sizes
for which the throughput is significantly lower than with lower and
higher access sizes. With CPU memory, the throughput decreases
between 512 B and 2 KiB for random reads (see Figure 3b) and at
1 KiB for random writes (see Figure 3d). We measure this through-
put drop for random access patterns to CPU memory on additional
servers with AMD Genoa, AMD Rome, Intel Sapphire Rapids, Intel
Ice Lake, and Intel Cascade Lake CPUs in the range from 512 B to
8 KiB (not shown). In these cases, the hardware prefetcher causes
poor throughput for a range of access sizes. When disabling the
hardware prefetcher, the performance does not decrease. The dom-
inant access sizes causing the throughput decrease are 1 KiB and
2 KiB for the evaluated CPUs.

4.3 Scaling-Up Throughput With Devices
Setup. We evaluate the throughput with one, two, three, and four
CXL devices. We use CXL-Bench with a memory region of 7 GiB
pinned to a set of the CXL devices’ NUMA nodes. This results in a
round-robin interleaving of pages with two or more devices.
Results. Figure 4 shows the memory access throughput for different
numbers of CXL devices, threads, and access sizes. The throughput
for random access varies depending on the access size. The through-
put converges to approximately the same level for sequential ac-
cesses. Sequential writes show the lowest throughput variance.
Interleaving pages round-robin across multiple devices increases
each workload’s throughput. For sequential 4 KiB reads with 24
threads (matching the core count), the throughput achieves 1.9×,
2.3×, and 2.5× with two, three, and four devices compared to one
device (with 38 GB/s). For sequential 4 KiB writes with 24 threads,
the throughput achieves 2×, 3×, and 3.7× compared to one device
(with 13.5 GB/s). The number of contiguous, sequentially accessed
cache lines is higher with larger access sizes. This allows the CPU
to utilize the hardware prefetcher, which benefits the throughput.

4.4 Latency
Database operations, such as joins or aggregates [63], as well as
transaction processing [50] are typically memory latency-bound.
With CXL memory, the interconnects and controllers involved
when accessing memory differ from DDR-attached CPU memory,
hence impacting data access latency.
Setup. We quantify idle latency percentiles for 8-B reads and writes
to CPU, remote CPU, and CXL memory. For reads, we measure
the latency of the load instruction followed by a memory fence
(mfence) with sequential and random access patterns. For writes,
we first load the cache line into the cache and then measure the store
instruction followed by a cache line write back (clwb) instruction
and a memory fence (similar to previous work on benchmarking
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memory accesses [83]). We perform the clwb to ensure that the
target cache line is written back to memory. We increase the address
to be accessed by 8-B after each access for a sequential pattern.
For random accesses, each accessed cache line stores the position
of the next memory access. This results in a chain of dependent
accesses and ensures that a subsequent access operation can only
be performed after the current read is finished. We run 100 M
accesses and measure the latency in nanoseconds (ns) for every
10 000th memory access. A single thread executes the respective
access operation to an 8 GiB memory region.
Results. Figure 5 shows the latency across different percentiles
for 8 B accesses to CPU, remote CPU, and CXL memory. We round
absolute latencies to the nearest multiple of five ns. For sequential
reads, 90% of the accesses to all types of memory finish within 40 ns.
For random reads, compared to the median access latency of CPU
memory, the 99.9th percentile latencies for CPU, remote CPU, and
CXL memory are about 160 ns, 280 ns, and 785 ns higher.

When writing to a cache line that already resides in the cache
and flushing the modified cache line shows median latencies of
125 ns, 240 ns, and 345 ns. Compared to the median access latency
of CPU memory, the 99.9th percentile latencies for CPU, remote
CPU, and CXL memory are about 180 ns, 300 ns, and 410 ns higher.

On average, random reads show the highest CXL memory access
latency of 520 ns, followed by a write latency of 350 ns. Sequential
reads show the lowest average access latency of 65 ns, which is
only slightly higher than 45 ns for CPU memory. We conclude that,
despite the higher access latency of CXL memory, the hardware
prefetcher can hide the access latency for 8-B sequential accesses.
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Figure 5: Latency of reads and cached writes with flushes.

4.5 Cost of CXL Memory Accesses
Database management systems (DBMSs) often need to serve work-
loads with datasets larger than CPU memory. Such DBMSs use a
memory buffer and flush buffer pages to disk when the buffer is
full [27, 45]. The resulting storage I/O is a key performance bottle-
neck [27]. CXL memory attached to a server system expands the
system’s total memory capacity with CXL memory as an additional
memory tier [62]. In this experiment, we investigate the impact of
storing data in CXL memory on access performance.
Setup. CXL-Bench runs a workload with a virtual memory region
of 7 GiB and one pool of worker threads performing the memory
accesses. We partition the memory region and pin one partition to
CPU memory and the other to CXL memory. The partition sizes are
set according to the share of pages in CPU or CXL memory. The
shares of pages vary from 100% in CPU and 0% in CXL memory to
0% in CPU and 100% in CXL memory in steps of 5%. A workload
performs either read or write operations with uniform random
access patterns. We vary the number of threads used to execute the
memory accesses. A workload runs for 10 seconds.
Results. Figure 6 shows the results with access sizes of 64 B and
4 KiB. The overall throughput is higher the more threads are used.
The throughput decrease with an increasing share of data stored in
CXL memory varies significantly depending on the access sizes and
access operations (i.e., reads or writes). A larger share of sequential
accesses with an access size of 4 KiB allows the CPU to prefetch
cache lines, which benefits throughput. The figure shows that the
decrease in throughput flattens out the more threads access the
data. The configuration with 4 KiB accesses and 10% of data in
CXL memory is a notable example demonstrating this behavior.
While the performance decreases to a marginal extent with 12
threads, we do not observe a decrease with 16 threads. Using more
threads increases the number of requests sent to the CPU memory
controllers, which are a common point of contention for sequential
accesses [40]. This contention is amplified by the sequential access
pattern, triggering the CPU’s prefetcher to send load requests to
the controllers. In this microbenchmark, the contention at the CPU
memory controllers is the highest when all data is stored in CPU
memory. In the CPU memory-only case, the memory controller of
the CXL device (see Figure 2) is underutilized. Increasing the share
of data located in CXL memory moves the corresponding share of
memory requests to the CXL device’s memory controller. This, in
turn, releases the contention at CPU memory controllers.
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Figure 6: Impact of storing pages in CXL device memory.

5 INDIVIDUAL DATABASE OPERATIONS
Database operations include aspects such as value comparisons,
predicate evaluation, and index operations. We evaluate the impact
of storing data in CXL memory with filtering vectorized column
scans and B+tree index operations. We particularly investigate the
performance impact of placing data in multiple CXL devices. We
characterize the workloads’ memory bottleneck into latency- and
bandwidth-bound using Intel’s VTune Profiler and the top-down
microarchitecture analysis (TMA) method [4, 59, 69, 84].

5.1 Top-Down Microarchitecture Analysis
Micro-Operations and Pipeline Slots. The instruction pipeline
of modern out-of-order CPU cores contains two major components:
the front-end and the back-end. The front-end fetches program
instructions, decodes them into micro-operations (𝜇Ops), and issues
them to the back-end. The back-end executes the 𝜇Ops on available
execution units. TMA abstracts the hardware resources required to
execute a 𝜇Op into pipeline slots, assuming four slots being available
per cycle and core.
Classification Categories. TMA classifies each pipeline slot as
retiring, bad speculation, front-end-bound, or back-end-bound. In
each cycle, a slot can be empty or filled with a 𝜇Op. If it is filled,
the 𝜇Op either retires or does non-useful work due to bad spec-
ulation. An empty slot is caused by a front-end or back-end stall.
We focus on workloads that are memory-bound — a sub-category
of back-end-bound. TMA breaks down memory-bound into store-
bound, L1-bound, L2-bound, L3-bound, and external memory-bound
(also DRAM-bound). DRAM-bound consists of the sub-categories
(memory) bandwidth and (memory) latency. The TMA reports the
share of the total pipeline slots corresponding to each category.
Normalized Metrics. Overlaps in stall time can be counted dou-
ble when measuring the memory-bound and DRAM-bound sub-
categories. In this case, the combined share of the sub-categories
can exceed the parent’s value. Following previous work [4, 69], we
normalize the sub-categories’ values to match the parent-level:

DRAM𝑛𝑜𝑟𝑚 =
DRAM ×memory bound

L1 + L2 + L3 + DRAM + Store
,

S𝑛𝑜𝑟𝑚 =
S × DRAM𝑛𝑜𝑟𝑚

Bandwidth + Latency
,

where 𝑆 represents the sub-category bandwidth or latency.

5.2 In-Memory Scan
We evaluate a vectorized filtering integer scan with 4-B unsigned
integer values. Each scan processes a separate column, storing
512 MiB of data (i.e., about 134 M values). We use an AVX-512 scan
implementation [6] and adapt it for different data placements. The
implementation writes (4-B unsigned integer) offsets as tuple iden-
tifiers (TIDs) for tuples matching the filter predicate to a memory
region. This is common in several database systems [43, 60, 88].
Data Placement. We allocate a memory region for each column
and each TID list. We bind a region to the target NUMA nodes
via the mbind system call. We differentiate between the location
of the columns and the TIDs. The column placement determines
what memory type the CPU reads data from, while the TID list
placement determines the memory type the CPU writes data to. We
evaluate different data placement configurations. A configuration
either stores columns and TIDs in CPU memory (CPU ), in CXL
memory (CXL), or columns in CXL memory while TIDs are written
to CPU memory (ColumnsCXL). We further store data placed in
CXL memory on one or four CXL devices (indicated with the suffix
1 or 4). The implementation stores only heap memory allocations
for these two types of data either in CPU or CXL memory. Other
data structures remain in stack memory, which is CPU memory.
Workload. We perform scan executions with multiple numbers of
threads and different selectivities. Each thread scans an individual
column with one less-than predicate. The integer values in the
columns are uniformly distributed. The filter selectivity steers the
read and write ratios. With a selectivity of 100%, each 4-B value
qualifies, and the scan operator writes the corresponding 4-B TID
to the result list. We measure the time required to finish all column
scans. We calculate the throughput in values per second, given the
total number of scanned values and the duration. We multiply this
metric by the value size of 4 B and report the scan throughput in
gigabytes per second. We execute each benchmark configuration
four times and report the average.
Results. Figure 7 shows that the throughput across all configu-
rations increases with lower selectivity. This is expected as lower
selectivity results in fewer writes. When all data is stored in CPU
memory, the scan processes about 260 GB/s with a selectivity of
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Figure 7: Filtering integer scan performance.
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0.1%, which is close to the maximum sequential read-only through-
put measured with CXL-Bench (see Figure 3a). With a selectivity
of 100%, the throughput plateaus at about 84 GB/s. This is close to
the maximum sequential write-only throughput quantified in Sec-
tion 4.2 (see Figure 3c). In the write microbenchmark, we minimize
control flow instructions and keep the fixed data to be written in a
vector register without loading new data into the register. This does
not apply to a database scan where the data to be written needs to
be loaded from memory first and where the read values need to be
compared with the filter predicate. While the CPU can read column
data faster, the write throughput limits the scan progress since it
writes a 4-B TID for each read 4-B value.

The scan achieves higher throughput with more data in CPU
memory. For a given number of CXL devices, the scan throughput is
equal for both ColumnsCXL and CXL configurations with a selectiv-
ity of 0.1% since the number of writes is marginal. With a selectivity
of 0.1%, the throughput reaches about 40 GB/s with one device. This
aligns with the maximum throughput measured with the sequen-
tial read microbenchmark (see Figure 3e). The throughput reaches
92 GB/s with four devices and 48 threads, which is close to the
maximum of 95 GB/s measured with the microbenchmark (see Fig-
ure 4). Unlike the low-selectivity scans, which perform only a few
writes, the placement decision has a significant performance impact
on high-selectivity scans. With a selectivity of 100% and one CXL
device, storing all data in CXL memory achieves 10 GB/s. Storing
only the columns in CXL memory while writing the TIDs to CPU
memory increases the throughput by 4×, reaching the maximum
read throughput of 40 GB/s for a single device.

Increasing the number of CXL memory devices across which the
columns are interleaved increases the scan throughput. When stor-
ing both columns and TIDs in CXL memory, the 100%-selectivity
scan achieves 42 GB/s with four devices and 48 threads. This
is an increase of 4× compared to a single device. The achieved
42 GB/s corresponds to 80% of the write throughput measured in
the write microbenchmark with four devices (see Figure 4). While
the microbenchmark achieves higher throughput due to its write-
optimized design, the scaling with four devices is similar (i.e., 3.7×).

With only columns in CXL memory, the throughput for a se-
lectivity of 100% with four devices increases by 1.8× with 73 GB/s
compared to 40 GB/s with one device. With a selectivity of 0.1%,
the throughput improves by 2.3× from 40 GB/s to 92 GB/s.

5.3 Hybrid Column Placement
We measure the throughput with a share of columns in CXL mem-
ory while TIDs are written to CPU memory.
Data Placement. We place a column entirely either in CPU or
CXL memory. We run threads concurrently, each thread scanning
an individual column. Unlike the previous experiment, we place a
share of columns in CXL memory and the remaining columns in
CPU memory. We vary the share of columns placed in CXL memory
in steps of 10%, starting from 0% up to 100%.
Results. Figure 8 shows the resulting throughput for scan selectiv-
ities of 0.1% and 100% with 10, 20, and 40 threads. The throughput
decreases with an increasing share of data in CXL memory in all
configurations. The throughput decrease is steep for a selectivity
of 0.1%, while the decrease is more gradual for a selectivity of 100%.

0 20 40 60 80 100
0

40

80

120

160

200

240

�
ro

ug
hp

ut
[G

B/
s]

40 �reads

0 20 40 60 80 100

20 �reads

0 20 40 60 80 100

10 �reads

Share of columns in CXL memory [%]

# Devices 1 4 # Selectivity 100 % 0.1 %

Figure 8: Scans with a share of columns in CXL memory.

Since the scan throughput is limited by the writes, the absolute
throughput of the high-selectivity scan is significantly lower.

Four devices improve throughput compared to one device. We
discuss the throughput with 40 threads in the following. We mea-
sure throughput with all data in CPU memory as the baseline. With
a selectivity of 0.1%, the throughput achieves 16% of the baseline
throughput with one device when all data is in CXL memory. With
four devices, the throughput achieves 35%. This corresponds to a
speedup of 2.2× with four devices compared to one device.

With a selectivity of 100%, the throughput achieves 48% of
the baseline throughput with one device. With four devices, the
throughput achieves 86%. This corresponds to a speedup of 1.8×
with four devices compared to one device.

For the high-selectivity scan, interleaving a column’s memory
pages across multiple CXL devices improves throughput when data
is stored in CXL memory. With four devices and 20 threads, 50%
of the columns can be stored in CXL memory without a through-
put decrease. A higher level of parallelism with 40 threads allows
putting even 70% of the columns in CXL memory without decreas-
ing the throughput. For in-memory database workloads, including
column scans, the memory controllers are a common point of con-
tention [40]. The contention increases the more threads utilize
memory connected via the same set of memory controllers.

The random write microbenchmark with 4 KiB accesses in Sec-
tion 4.5 increases the load at the memory controllers with additional
threads and the vector store instructions. In this section’s workload,
the increased number of concurrently running scans increases both
read and write requests to the memory controller. In both experi-
ments, more data can be placed in CXL memory without a decrease
in throughput when the contention at the controllers is high.
Bottleneck Analysis. To better reason about the impact of inter-
leaving data across multiple CXL devices, we quantify the CPU’s
performance bottleneck while running the in-memory scan using
the TMA method (see Section 5.1). Figure 9a (left) shows the per-
formance breakdown for the scan with 40 threads and different
data placements. More than 85% of the scan’s 𝜇Ops are backend-
bound in all configurations, and more than 65% 𝜇Ops are DRAM-
bound. The breakdown into memory bandwidth-bound and mem-
ory latency-bound (Figure 9a, right) shows that the scan is by 37%
memory bandwidth-bound with all data in CPU memory. The share
of bandwidth-bound 𝜇Ops is significantly higher with about 70%
when all data is stored in CXL memory due to the lower bandwidth
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Figure 9: Performance breakdown with 40 threads and all data on one device (CXL-1), four devices (CXL-4), or CPU memory
(CPU) with normalized bandwidth- and latency-bound shares.

of the CXL device(s). With this high degree of bandwidth limitation,
adding more bandwidth with multiple CXL devices increases the
operation’s performance as Figure 8 shows.

5.4 In-Memory B+Tree
The B+tree is a ubiquitous tree-based index structure for DBMSs
and key-value stores. We evaluate a state-of-the-art B+tree with
optimistic lock coupling (BTreeOLC) [46] in CPU memory and CXL
memory, using Mühlig et al.’s implementation [57].1
Data Placement. We quantify the performance with different data
placements. All tree nodes are placed in either CPU memory (CPU )
or CXL memory (CXL). We evaluate these placement configurations
with one and four CXL devices. We allocate a consecutive memory
region and bind it to the corresponding NUMA memory nodes.
Tree node allocation requests receive pointers to chunks of that
memory region with the requested size.
Workloads. We use the YCSB [17] benchmark to run transactional
workloads on the BTreeOLC. We perform a read-heavy (95% reads,
5% inserts) and write-heavy (5% reads, 95% inserts) workload. Fol-
lowing previous work [57], each workload performs 100 M opera-
tions with a Zipfean request distribution on a tree initialized with
100 M records. We run the experiments with different thread counts.
Each thread executes operations in batches of 500. The tree stores
pairs with 8-B keys and 8-B values. Each node has a size of 1024 B.
Results. Figure 10 shows the resulting throughput in million oper-
ations per second. For a given number of CXL devices, storing all
data in CPU memory yields the highest throughput. More threads
increase the throughput across all placement configurations. 48
threads achieve the highest throughput of 94 M op/s and 56 M op/s
for the read-heavy and write-heavy workloads.
Read-Heavy. The throughput measured with all data in CPU mem-
ory is the baseline. We discuss the throughput with 48 threads.
Storing all nodes in CXL memory achieves 38% and 40% of the
baseline throughput with one and four CXL devices. Using four
devices instead of one increases the throughput by 6%.
Write-Heavy. All nodes in CXL memory achieves 25% and 39%
of the baseline throughput with one and four CXL devices. Four

1Source code: https://github.com/jmuehlig/btree-benchmarks

devices increases the throughput by 57% compared to one device.
Using multiple devices increases the throughput more for the write-
heavy workload than for the read-heavy workload.
Bottleneck Analysis. Figure 9b (left) shows the performance
breakdown for the two workloads with 40 threads and different
data placement configurations. The workload is significantly more
backend-bound with data in CXL memory (77% to 88%) than with
all data in CPU memory (47% to 59%). The breakdown into memory
bandwidth-bound and memory latency-bound (Figure 9b, right)
shows different shares between the two workloads. Overall, the
write-heavy workload is significantly more bandwidth-bound: The
read-heavy workload is by only 4% bandwidth-bound with all data
in CPU memory, while the write-heavy workload is 14% bandwidth-
bound. For both CXL data placements, the read-heavy workload
is by 21% bandwidth-bound. The write-heavy workload is by 46%
and 39% bandwidth-bound with one and four CXL devices. This
indicates the potential to increase the bandwidth-bound workload’s
throughput by interleaving the data across multiple devices as mea-
sured in the previous experiment (see Figure 10).

The results indicate that interleaving pages of tree nodes across
multiple memory devices is more beneficial for write-intense work-
loads than for read-intense workloads. The TMA shows that the
insert-heavy workload is more memory bandwidth-bound than the
read-heavy workload. This allows for improving the performance
of write-heavy workloads with additional CXL devices compared
to using only one device.
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Figure 10: BTreeOLC performance with different data place-
ment configurations (1024 B nodes).
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5.5 B+Tree Node Size Comparison
We analyze the performance impact of placing data across a differ-
ent number of CXL devices with different B+tree node sizes.
Setup. We investigate data placement options with all data in either
CPU or CXL memory. We perform the two B+tree workloads with
48 threads and different node sizes as shown in Figure 11.
Results. A node size of 1 KiB results in the highest throughput
across the three placement options for the read-heavy workload.
The throughput improvement when storing node pages on multiple
devices compared to a single device is higher with a larger node
size. Four devices increase the throughput with a node size of 256 B
by only 4% while the throughput increases by 18% with a node size
of 4 KiB. Interleaving node pages across multiple CXL devices also
shows a higher throughput increase for larger node sizes for the
write-heavy workload: four CXL devices increase the throughput
with a node size of 256 B by 10%, while the throughput increases
by 3.2× with a node size of 4 KiB.

The write-heavy workload with different node sizes shows that
the node size leading to the highest performance depends on the
data placement. A node size of 1 KiB results in the highest through-
put when all data is in CPU memory. When all data is stored on
one CXL device, the throughput is the highest with a node size
of 512 B. With data interleaved across four devices, a node size of
2 KiB yields the highest throughput.
Bottleneck Analysis. We quantify the memory latency and band-
width limitations of the write-heavy workload with the TMA
method. Figure 12 shows the results, where the share of DRAM-
bound 𝜇Ops is the sum of latency-bound and bandwidth-bound
shares. The share of latency-bound 𝜇Ops is the highest with a node
size of 256 B and decreases with higher node sizes. The opposite is
true for the bandwidth-bound share, which is the lowest with 256-B
nodes and increases with the node size. The share of latency-bound
𝜇Ops shows a similar trend for both placement configurations. The
share is slightly lower with four devices. In contrast, the bandwidth-
bound share of 𝜇Ops diverges with an increasing node size, where
the workload becomes more bandwidth-bound with the one-device
configuration due to the lower bandwidth.

Our node size investigation results in two findings. First, it shows
that the optimal node size for high throughput depends on whether
data is stored in CPU memory or CXL memory and the number
of CXL devices. Storing all nodes either in CPU memory, one CXL
device, or four CXL devices requires four different node sizes to
maximize throughput. Second, our investigation shows that chang-
ing the B+tree’s node sizes can shift the shares to which a workload
is bandwidth- or latency-bound. Storing the nodes on multiple CXL
devices compared to a single device enables the workload to utilize
the increased available CXL memory bandwidth. This reduces the
workload’s bandwidth-bound share.

6 ANALYTICAL DATABASE WORKLOAD
After evaluating CXL memory’s impact on isolated database opera-
tions with microbenchmarks, we investigate the impact of placing
data in CXL memory for analytical database workloads. We execute
the TPC-H benchmark on the in-memory database system Hyrise
(Section 6.1) with two data placement configurations (Section 6.2)
and compare the resulting performance (Section 6.3).
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Figure 11: BTreeOLC performance with different data place-
ment configurations and node sizes for 48 threads.
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Figure 12: Share of latency- and bandwidth-bound 𝜇Ops of
the write-heavy workload for different node sizes.

6.1 Database System: Hyrise
Hyrise [21] is an open-source, columnar, in-memory database sys-
tem. It uses a vectorized, push-based execution model with operator-
at-a-time execution [10]. Hyrise uses MVCC for transaction pro-
cessing and an append-only approach comparable to PostgreSQL.
Table Layout. Hyrise divides tables into horizontal partitions with
a fixed tuple count. This partitioning splits each column into seg-
ments. A partition stores one segment for each column. Segments
can be individually encoded with various encoding schemes [9],
with dictionary encoding as the default.
Data Placement. Hyrise uses the polymorphic memory resource
(PMR) from the C++ standard library to place data structures in dif-
ferent types of memory [19, 33, 81]. This is achieved by constructing
a data structure with a polymorphic allocator. This allocator uses a
PMR, which defines memory (de)allocation logic. We implement a
PMR (see Section 6.2) to place data in CPU and CXL memory.
Access Counters. Hyrise tracks how often column segments are
accessed [19]. For each segment, it counts accesses for sequential,
monotonic, random, and point access patterns. We use these ac-
cess count statistics in one of the placement strategies to identify
frequently accessed columns.

6.2 Data Placement Strategies
We store base table data in CPU or CXL memory using two dif-
ferent placement strategies. Other data, including temporary data
generated during query processing, is placed in CPU memory.
Linear Memory Allocator. We implement a simple linear mem-
ory allocator. It performs allocations by returning pointers to con-
secutive chunks of a pre-allocated memory region, starting from
the region’s base address. When pre-allocating the memory region
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Figure 13: TPC-H throughput for different placements. (a) shows results for multiple CXL devices, (b,c) for one CXL device.

from which requests to the allocator are served, we place pages
in either CPU or CXL memory. For that pre-allocation, the allo-
cator requires a list of NUMA nodes 𝑛1, 𝑛2, ..., 𝑛𝑚 ∈ N0 and an
interleaving type as input parameters. The interleaving type can
either be round-robin or weighted interleaving. For the latter, we
additionally define a list of page counts 𝑝1, 𝑝2, ..., 𝑝𝑚 ∈ N0. Starting
with 𝑖 = 1 for the allocated memory region, 𝑝𝑖 specifies the number
of consecutive pages placed on node 𝑛𝑖 . The subsequent 𝑝𝑖+1 pages
are placed on 𝑛𝑖+1. If 𝑖 reaches𝑚 + 1, it rolls over to 1.

Regardless of the interleaving type, we pre-allocate the mem-
ory region using the mmap system call and place pages in physical
memory of NUMA nodes according to the interleaving type. We
implement the allocation logic as PMRs to use it with Hyrise’s data
placement approach (see Section 6.1).
Page Interleaving Strategy. This strategy places data with OS
page granularity in CPU and CXL memory. It uses the linear mem-
ory allocator to pre-allocate one large memory region and to inter-
leave pages using one of the described interleaving types. We then
use the allocator to construct the segments of all base tables in the
pre-allocated and interleaved memory region.
Column Placement Strategy. This strategy places data with table
column granularity. Using two linear allocators, we first pre-allocate
two separate memory regions: one for CPU memory and the other
for CXL memory. Pages of one memory region can still be inter-
leaved across multiple NUMA nodes. When using multiple CXL
devices, this allows interleaving pages across all devices, assuming
that each device is configured as a separate NUMA node. After pre-
allocating the two memory regions, we then construct all segments
of a table column in either the CPU or CXL memory region by re-
questing memory from the corresponding allocator. The placement
decision of whether column segments are constructed in CPU or
CXL memory is based on access frequencies. We sum all access
counters of a column to determine a column’s total access count.
The placement strategy then stores the (user-defined) 𝑛 most fre-
quently accessed columns in CPU memory, while the remaining
columns are placed in CXL memory.

6.3 Performance Evaluation
We quantify the average TPC-H query throughput for the two
data placement strategies. In all experiments, we run the TPC-H
benchmark on Hyrise with a scale factor of 100. 10 simulated clients
execute the 22 TPC-H queries in random order for 20 minutes. We

pin threads to the CPU directly connected to the CXL devices. We
use Hyrise’s default dictionary encoding for the segments.

6.3.1 Impact of Multiple Devices. Setup. We first evaluate the
TPC-H performance when placing data across multiple CXL de-
vices. We place all data in the local CPU’s memory and interleave
pages in a round-robin fashion across one to four devices.
Results. Figure 13a shows the results. Storing all segments in
CPU memory achieves a throughput of 38.5 queries per hour per
client (Q/h/c). This throughput is the baseline for the remaining
placement configurations in our evaluation. Placing all segments
in CXL memory with a round-robin page interleaving across one
to four devices yields 71% to 73% (i.e., 27.5 Q/h/c to 28 Q/h/c) of
the baseline throughput. Using multiple devices does not show
significant throughput increases (< 2%) over one CXL device.

The results indicate that the TPC-H workload on Hyrise is mainly
latency-bound. This is supported by Dreseler et al.’s [20] analysis,
showing that Hyrise spends most of the TPC-H query execution in
hash joins and hash aggregations, which results in a large share of
random accesses.

6.3.2 Page Interleaving Strategy. Setup. We interleave pages with
different page count ratios for CPU and CXL memory of one device,
starting with 1:40 (i.e., 98% in CXL memory) up to 40:1.
Results. Figure 13b shows the results. Starting with 73% (i.e.,
28 Q/h/c) of the baseline throughput for a 1:40 ratio, the throughput
converges to the baseline with an increasing share of pages in CPU
memory. The configuration with a 2:1 ratio is the first to place most
pages in CPU memory with only 1

3 of the pages in CXL memory.
This configuration achieves 87% percent of the baseline throughput.

6.3.3 Column Placement Strategy. Setup.We first run all 22 TPC-H
queries once to determine the most frequently accessed columns.
We then take the access counters of all table segments and calculate
the total accesses per column (see Section 6.2). Before running the
TPC-H workload for the main experiment, we place the 𝑛 most
frequently accessed columns in CPU memory and the remaining
columns in CXL memory.
Results. Figure 13c shows the results. Throughput increases with
more columns in CPU memory. Storing the 16 most frequently
accessed columns in CPU memory and the rest in CXL memory
achieves 94% (36 Q/h/c) of the baseline throughput. The cumulative
segment size of the 16 columns is 20.4 GB, which corresponds to
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23% of all encoded TPC-H columns (with a total size of 87.7 GB).
Storing the eight most frequently accessed columns (i.e., 15% of
all segments) in CPU memory results in 75% (29 Q/h/s) baseline
performance. Storing o_orderkey additionally in CPU memory
results in 87% (33.5 Q/h/s) with only 16% of all segments in CPU
memory. Keeping o_orderkey in fast CPU memory significantly
improves the throughput, as this is the join column for the most
expensive joins in the TPC-H workload in Hyrise.

We conclude that using CXL memory for cold and warm data
while hot data resides in CPU memory can significantly improve
the performance when a database system uses both CXL and CPU
memory. For workloads with more access skew, we expect an even
higher benefit of access frequency-based data placement.

7 ECONOMIC VIABILITY
Traditional Memory Setups. Increasing the memory capacity in
a traditional server setup with DDR-attached memory is limited
by the number of CPUs and the number of DIMMs that can be
attached to a CPU. Current 4th and 5th Gen Intel Xeon scalable
processors2 support eight memory channels with up to two DIMM
per channel (DPC) and 4 TiB memory capacity. A setup with 4 TiB
require DIMMs with 256 GiB (assuming eight memory channels
and two DPC per CPU). Comparing DIMM prices on NewEgg.com3

shows that current DDR5 DIMMs with such capacities have a more
than 2× higher price per GiB capacity than DIMMs with 64 GiB or
less. 128 GiB DIMMs are by 1.4× to 1.7× more expensiven per GiB
capacity. When avoiding expensive 128 GiB and 256 GiB DIMMs, a
CPU with 16 DIMMs can be configured with up to 1 TiB memory.

Alternatively, server administrators can purchase more expen-
sive servers with multiple CPU sockets, where each socket usu-
ally multiplies the number of DIMM slots. In our example with 16
DIMMs per CPU, an additional CPU per server only adds 1 TiB (i.e,
16×64 GiB) when avoiding large and expensive DIMM sizes.
CXL Memory Expansion devices can be cheaper than using
only CPU memory. The CXL devices used in this work host DDR4
DIMMs, which are cheaper (by > 2× for most DIMM sizes) than
DDR5 DIMMs. CXL devices are connected via a PCIe/CXL slot. A
few DDR4 DIMMs are sufficient to match the theoretical bandwidth
of a PCIe 5 link (e.g., ∼64 GB/s with 16 lanes).
Cost Analysis. To analyze the potential cost-benefit of CXL mem-
ory devices, we estimate prices of memory configurations with
and without CXL memory. A configuration’s price includes the
cost of CPUs and DIMMs. We use CPU data, including the recom-
mended price, from Intel’s product specifications and prices listed
on NewEgg.com for DIMMs. We consider the 4th and 5th Gen Intel
Xeon scalable processors, specifically the model 8452Y with a cost
of about $4 000 as it is the cheapest Platinum CPU supporting two
DPC. We further consider DDR4 and DDR5 DIMMs.

We assume CPUs with a full memory population (i.e.,
16×16/32/64/128/256 GiB DDR5 DIMMs) and a CXL memory device
with 8×128 GiB DDR4 DIMMs, like a CXL device used in our exper-
iments. We compare configurations with only CPU memory, CPU
memory plus one CXL device, and CPU memory plus one to four

2Intel Product Specifications: https://www.intel.com/content/www/us/en/ark.html
3We collected prices of NEMIX DDR4/DDR5 288-PIN RDIMMs in March 2025.
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Figure 14: Cheapest CPU and memory configurations with
and without CXL memory devices.

CXL devices. We choose the cheapest option for a given capacity
demand and consider setups with up to two CPUs.

Figure 14 shows the price of the cheapest configuration for a
given memory capacity demand. For demands less than 1 TiB, using
only CPU memory with up to 16×64 GiB is cheaper than a setup
with a CXL device. For demands larger than 3 TiB up to 4 TiB, a
setup with one CXL device and two CPUs with 32×64 GiB is not
sufficient (resulting in 3 TiB). The required configuration contains
CPU memory that is sufficiently large (i.e., 4 TiB with 128 GiB
DIMMs) plus the additional CXL device. This device generates cost
for capacity that is not required. With two devices, the CXL config-
uration is sufficiently large and cheaper. With 4 TiB < demand ≤
5 TiB, using one CXL device reduces cost by up to 61%. Demands
larger than 5 TiB require CPU memory with 32×256 GiB DIMMs,
even with one CXL device. The resulting CPU memory capacity
is sufficiently large for demands up to 8 TiB, making the config-
urations with one CXL device more expensive. Using up to four
devices reduces cost by 46% to 64% (4 TiB < demand ≤ 8 TiB).

Recent work suggests reusing memory DIMMs of decommis-
sioned servers [8, 14, 74, 87], which further reduces the TCO of
CXL devices, making them attractive for a wide range of setups.

8 DISCUSSION
Our experiments show the differences in various access character-
istics of CXL memory and CPU memory.
CXL for Sequential Accesses. In our latency study, especially
random reads exhibit high access latency, while sequential accesses
allow the hardware prefetcher to hide the increased access latency
for the majority of accesses. Results in Figure 5 demonstrate that
writes have a latency of almost 3× of CPU memory writes. These
results indicate that, when a database system utilizes both CPU and
CXL memory, data structures that are primarily read randomly (e.g.,
hash tables) or frequently written should be placed in CPU memory
to optimize performance, while sequentially accessed data (e.g.,
frequently scanned columns) can be placed in CXL memory. This
aligns with our column scan experiment for high selectivity, where
reading columns sequentially from four devices and writing data to
CPU memory achieves almost 90% of the baseline performance with
all data in CPU memory. While the hardware prefetcher cannot
hide the higher latency of random accesses to CXL memory, soft-
ware prefetching can be used [38, 42, 52]. When database systems
increasingly use CXL memory, software prefetching will become
even more attractive.
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Multiple Devices for Bandwidth Expansion. Attaching multi-
ple CXL memory expansion devices to a CPU increases the overall
memory bandwidth. Both our throughput microbenchmarks and
database operation analysis show that bandwidth-bound work-
loads can benefit from the bandwidth of multiple devices. Our
B+tree performance study with varying node sizes demonstrates
that hardware-conscious tuning of data structures can shift a work-
load accessing a data structure from memory latency-bound to
memory bandwidth-bound and vice versa. With limitations of CXL
memory both in terms of latency and bandwidth, memory bottle-
necks can shift significantly when the corresponding data is in CXL
memory. This shows the importance of careful hardware bottleneck
analysis of existing data structures and database operators and of
adapting them to the characteristics of CXL memory.
CXL for Warm and Cold Data. Our TPC-H performance evalua-
tion shows that prioritizing hot data for CPU memory and placing
warm and cold data in CXL memory allows for placing the majority
of data in CXL memory with only a moderate performance decrease.
As real-world workloads often have more access skew than the
TPC-H workload [11, 61], access frequency-based data placement
could be even more beneficial in real deployments. While finding an
optimal placement strategy is not the focus of this work, developing
lightweight approaches for identifying frequently accessed data
and studying the benefit of different placement granularities (e.g.,
table, column, or page) can improve the utilization of CXL mem-
ory in database systems. Such approaches may involve co-designs
between database systems and operating systems [5].
CXL Lowers Costs. In our economic viability study, we show that
server setups with CXL memory can be significantly cheaper. Com-
bined with access frequency-based data placement, CXL memory
serves as an option for processing larger amounts of data in mem-
ory with CXL-attached memory capacities for significantly lower
cost and with only a moderate performance decrease.
New Use Cases with CXL. While our work focuses on the mem-
ory expansion use case, recent work suggested database archi-
tectures with shared CXL memory attached to multiple compute
nodes [14, 32]. Traditionally, when large intermediate results exceed
the available CPU memory capacity, the database system spills data
partially to storage. Reading data sequentially from CXL memory
achieves more throughput than random accesses. Using CXL shared
memory as an alternative for storing large intermediate results can
be an approach for increasing performance in out-of-CPU-memory
scenarios. When intermediate results are subsequently processed
by a filtering scan or join—both of which involve scanning, i.e.,
sequentially processing the input table—spilling to CXL memory
can be a suitable use case for shared CXL memory.

9 RELATEDWORK
Our work is an in-depth performance study investigating the impact
of interleaving data across multiple real CXL memory devices on
individual database operations. Existing related studies focus on
a single CXL memory expansion device [24, 25, 31, 39, 72], or do
not investigate the CXL memory performance impact on individual
database operations [2, 3, 26, 44, 51, 68, 72, 73].

Research efforts on SAP HANA [2, 3, 44] have investigated the
impact of storing table and temporary operational data on CXL

memory devices with end-to-end database benchmarks. Recent
work [3] shows that the performance decrease is low when placing
data on CXL memory for transactional (TPC-C) workloads, while
it is significant for analytical (TPC-DS). The authors attribute the
low impact for transactional workloads to general synchronization
overhead due to many conflicting locks. Our work complements
end-to-end workload evaluations by a detailed analysis of the key
database operations from such workloads, which provides deeper
insights for algorithm and data structure designs on CXL.

Cho et al. [13] and Tang et al. [73] demonstrate the value of
reducing the memory controller contention using CXL with sim-
ulations and ASIC-based CXL memory devices, respectively. Our
findings on performance decrease when placing an increasing share
of data on CXL memory align with the results of these works.

Recent experimental evaluations [31, 51, 72, 73] investigate mem-
ory bandwidth expansion using Linux’s weighted page interleaving
to place pages across local and CXL memory. Liu et al. [51] show
that page interleaving can outperform CPU-only memory perfor-
mance, but the performance impact highly depends on the inter-
leaving ratio. The optimal interleaving ratio is workload-dependent,
and poor interleaving can significantly reduce performance. Similar
to our work, these works highlight the importance of examining
data structures and recent hardware for different approaches to
interleaving to develop generalizable recommendations.

10 CONCLUSION
In this paper, we experimentally evaluate and analyze CXL memory
performance with four x16 PCIe/CXL memory expansion devices
directly attached to a CPU. We quantify the CXL memory access
throughput and latency with microbenchmarks, study the perfor-
mance of single instruction multiple data (SIMD) column scans and
B+tree workloads, and quantify the impact of storing data in CXL
memory for concurrently running TPC-H queries. We investigate
the impact of interleaving data across multiple CXL devices.

Our evaluation shows that bandwidth-bound workloads (e.g.,
SIMD scans and write-heavy B+tree workloads) can benefit from
scaling up the CXL memory bandwidth with multiple devices. We
show that workloads limited by write-throughput profit from stor-
ing read-only data in CXL memory while performing writes to
faster CPU memory. We conclude from our B+tree study with mul-
tiple node sizes that, for memory-bound workloads, adapting data
structures according to the memory bottleneck (i.e., bandwidth- or
latency-bound) improves performance. We conclude that, for analyt-
ical workloads, server setups with CXL memory extension devices
have the potential to significantly reduce server costs while still
providing high query throughput when using placement strategies
that prioritize keeping frequently accessed data in CPU memory.
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