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ABSTRACT

k-way edge based partitioning algorithms for processing large

streaming graphs, such as social networks and web crawls, as-

sign each arriving edge to one of the k partitions. This can result

in vertices being replicated on multiple partitions. Typically, such

partitioning algorithms aim to balance the edge counts across par-

titions while minimizing the vertex replication. However, such

objectives ignore the community structure inherently embedded

in the graph, which is an important quality metric for clustering

and graph mining applications that subsequently operate on the

partitions. To address this gap, we propose a novel optimization

goal to maximize the number of local triangles in the partitions as

an additional objective. Triangle count is an e�ective metric to mea-

sure the conservation of community structure. Further, we propose

TriParts a family of heuristics for online partitioning over an edge

stream. They use three complementary state data structures: Bloom

Filters, Triangle Map and High degree Map. Each state adds tangible

value to meet our objectives. We validate TriParts on six diverse real

world graphs with up to 1.6B edges and varying triangle densities.

Our best heuristic outperforms the state-of-the-art DBH and HDRF

streaming graph partitioners on the triangle-count metric by up to

4-8.3x while maintaining competitive vertex replication factor and

edge-balancing. We achieve an ingest rate of 500k edges/sec on a

16 node cluster. We also o�er detailed results on the con�guration

parameters, scalability and overheads of TriParts, and its practical

bene�ts for distributed graph analytics.
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1 INTRODUCTION

Massive graphs such as web, social, and gene sequencing graphs, of-

ten contain billions of vertices and edges, exceeding single-machine

memory [31, 41, 60]. To enable distributed memory and parallel

computation, these graphs must be partitioned across multiple ma-

chines [4, 60]. E�cient partitioning [6, 22, 45, 46] is therefore crucial

for distributed processing .

Graph partitioning can be vertex-based or edge-based. A :-way

vertex-based partitioning places each vertex on one of : partitions

such that each has a similar number of vertices to achieve load

balancing, and the edge-cuts between vertices in di�erent partitions

are minimized [17, 44, 67, 77, 83]. A :-way edge-based partitioning

places each edge on one of the partitions to balance the edges per

partition, and minimize the vertex replicas across partitions [44].

Edge-based partitioning is more e�ective for power-law graphs

often seen in real-world graphs [31, 58], and the focus of this article.

Optimal graph partitioning is NP-Complete [6, 58] and many

heuristics have been proposed [31, 43, 44, 46, 63, 74, 79, 83], in partic-

ular for static graphs that are available a priori [17, 54, 67, 83]. How-

ever, graphs that model contemporary applications such as �nancial

transaction networks, Internet of Things sensors and social network

feeds are continuously updated with 1k-100k edges/sec [42, 55, 59].

Partitioning such dynamic or streaming graphs helps ensure that

the incremental graph received at any point in time is available for

distributed analysis to serve periodic insights or to identify emerg-

ing events in a timely manner [3]. This is in contrast to periodically

partitioning the entire accumulated graph every few hours – which

may itself take several hours for billion-scale graphs [17, 44] – or

waiting for the entire graph to be available, which may be infeasible

when graph updates never terminate, before analyzing the graph.

Streaming graph partitioners [1, 26, 79] receive the graph updates

at a central machine (leader), which decides the partition on which

to place the incoming graph element. Worker machines receive the

updates from the leader and add them to their respective local parti-

tion. In streaming edge-based partitioning (Fig. 1), edges represented

as vertex-pair form the update stream [31, 43, 63, 74, 87]. Each arriv-

ing edge is placed in one partition and a vertex whose incident edges

are on di�erent partitions is replicated on each of these partitions.

The objectives are to maintain edge-balancing, ≈
|ā |
ġ

per partition,
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Figure 1: Edge-based streaming partitioning. Partitioner on

bottom preserves communities while top does not. Both are

edge-balanced with the same vertex replication factor.

and to minimize the replicated vertices, with the vertex replication

factor given by d =
(
ÍĒ

1 Ĩ (Ĭ) )

|Ē |
, where 1 f A (E) f : is the number

of replicas per vertex. Balancing the edges per partition helps load-

balance the compute and memory load on workers when executing

a distributed graph analysis over the partitioned graph [14, 47].

Reducing vertex replication mitigates duplicate elements across

partitions and reduces messaging between them during distributed

execution [31]. The leader may use local in-memory state to make

the decision on edge placement; but given the large graph sizes, it is

important that this state is bounded in size to$ ( |+ |) andj $ ( |� |).

E.g., in Fig. 1, the leader has processed the edge stream until edge

2 ´ 8 and decided on their placements among : = 2 partitions,

shown in the top-right, based on a default edge-balancing strategy

. Both parts have 5 edges each, making them well-balanced . The

orange vertices (2, 4, 8) have a replication factor of A (E) = 2, while

the others have 1. This gives us d =
11
8 .

Motivation. In this article, we go beyond these two standard

objectives of edge-balancing and minimizing vertex replication, and

argue that a good graph partitioning algorithm should preserve

the local community structure within each partition [13, 65, 81].

This can help solve a class of graph algorithms such as commu-

nity evolution [62], PageRank [32, 78], sampling GNN computation

graphs [92], etc. using local partition information rather than regu-

larly resort to costly distributed analytics.

Real-world graphs typically exhibit a power-law degree distribu-

tion and small-world properties, with a few highly connected hub

vertices forming dense communities and sparse inter-community

links [57, 72]. Community quality is measured using metrics like

transitivity, Local Clustering Coe�cient (LCC), modularity, density,

conductance, and cohesiveness. Transitivity [30] re�ects the likeli-

hood of adjacent nodes being interconnected, indicating tightly knit

communities. LCC measures how close a vertex’s neighbors are to

forming a clique and helps identify small-world networks [84].

This intuition can be extended to graph partitioning, where pre-

serving community structure within partitions serves as a quality

metric. Prior work emphasizes partition compactness [13, 81] and

high intra-partition connectivity, especially for community detec-

tion and resilience enhancement [10, 65]. Partitioning into highly

connected communities bene�ts information �ow in social net-

works [37], create sub-graphs resilient to vertex failures in power

grids [35], and biological clustering [13, 30].

Therefore, a streaming partitioner should aim to co-locate com-

munity vertices and edges within the same partition, while meeting

other objectives. Since intra-community interactions are more fre-

quent, this reduces inter-machine communication [32, 62], enables

faster local approximations [32, 37].

Gaps. Several edge-based streaming partitioners have been pro-

posed [43, 63, 74]with the objective of balancing edge loads andmin-

imizing vertex replicas. But few preserve the community structure

embedded in such graphs while partitioning [65]. Also, these default

objectives do not result in community preservation. E.g., in Fig. 1,

our proposed community-aware triangle-maximizing partitioner,

TriParts , results in partitions (bottom-right) that are edge-balanced

(5 edges each) and with the same vertex replication (d =
11
8 ), but is

able to preserve the two communities present in the input graph at

this point in time, (1, 2, 3, 4) and (2, 7, 8), within the local partitions.

State-of-the-art (SOTA) algorithms such as DBH [87] and HDRF

[74] cannot preserve communities §6.3.4. Community-aware edge

partitioners, CLUGP [52] and 2PS-L [66], do out-of-core partitioning

of a materialized stream, taking 3–4 passes over the stream. Even

with 1 pass over an online stream, BTH qualitatively out-performs

CLUGP’s o�ine approach (§6.2.2). This motivates the need for a

fast streaming partitioner that meets this additional objective.

Contributions. In this paper, we propose a novel problem of

:-way streaming edge-based graph partitioning, with the added

objective of preserving the community structure within local parti-

tions, while also balancing edges and minimizing vertex replication.

Speci�cally, we identify that preserving the number of local trian-

gles within each partition helps meet the community-preservation

goal, and leverage this along with compact data structures to make

fast placement decisions on edge streams, with minimal commu-

nication between the leader and workers, and achieving rates of

500: edges/s. To our knowledge, this is the �rst edge-based streaming

graph partitioner designed to preserve the community structure.

We make the following speci�c contributions:

(1) We formalize the problem of edge-based streaming partitioning

to enhance the local community structure, discuss the bene�ts

of using triangle preservation to retain community structure,

and de�ne a novel objective function for the same (§3).

(2) We develop a scalable multi-threaded distributed partitioning

framework TriParts that uses compact data structures main-

tained at the leader to make partitioning decisions (§4).

(3) We propose four heuristics that incrementally leverage these

states to partition the incoming edge stream to meet our quali-

tative objectives (§5).

(4) We compare TriParts with several SOTA baselines for six large

real-world graphs and �ve synthetic graphs, and report par-

titioning quality, scalability metrics, con�guration trade-o�s,

overheads and practical bene�ts for distributed analytics (§6).

2 RELATED WORK

2.1 Static Graph Partitioning

Static graph partitioning focuses on balancing the elements in each

partition and minimizing the edge cuts (vertex-based partitioning)

or vertex replication (edge-based). Identifying optimal balanced

:-way partitioning of input graph � = ï+ , �ð is NP-Complete.

Andreev and Räcke [6] give an approximation algorithm with an ap-

proximation ratio of$ (log1.5 |+ |). Kernighan and Lin [46] present a
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2-way partitioning algorithm which can be extended to : partitions

with a time complexity of $ ( |+ |2 · log |+ |).

There are a number of works on vertex-based partitioning.METIS

[44] is a popular hierarchical vertex-based algorithm that o�ers

highly balanced partitions with low edge cuts. SCOTCH [17] is a

recursive multi-level bisection partitioner. Their parallel variants,

ParMETIS [45] and PT-Scotch [17], can be deployed on distributed

clusters. ParHip [67] uses distributed label propagation to achieve

high quality partitioning. We focus on edge-based partitioning,

which is e�ective for power-law graphs [31, 58] and common in

streaming scenarios.

Schlag et al. [77] proposed a distributed edge-partitioner that uses

a Split and Connect Method to partition a graph. Others [41] have

o�ered a distributed memory edge partitioner that uses parallel

neighbor expansion to perform the partitioning. However, it is non-

trivial to extend static partitioners to a streaming scenario, which

we address, as they rely on a priori knowledge of the whole graph.

2.2 Streaming Graph Partitioning

In a streaming scenario, the partitioning decision is taken at the

ingest point of a graph element as it arrives at a leader machine.

The partitioning algorithms can either be stateless, e.g., using a

hash function [79], or maintain and use an incremental state at the

leader based on the previous elements seen [74, 83]. The incoming

stream can be in a random order, or follow a traversal order like

Breadth/Depth First Search (BFS/DFS), such as observed in web

crawls. Abbas et al. [2] provide a comprehensive survey of some

of the common streaming partitioning algorithms. We address the

problem of streaming partitioning by maintaining state at the leader

and report competitive results for both random and BFS ordering.

Vertex-based Partitioning. These systems process a stream of

vertices with their adjacency lists. LDG assigns each vertex to the

partition with the most neighbors, penalizing larger partitions [79].

FENNEL[83] balances neighbor co-location with non-neighbor sep-

aration, o�ering insights into identifying dense communities, a con-

cept we extend to edge-based partitioning. Adil et al.[18] optimize

memory for vertex-based partitioning on trillion-edge graphs by

compressing leader structures. CUTTANA [34] reduces replication

by bu�ering the graph to retain global context before partitioning.

Though we use edge-based partitioning, we also maintain compact

leader state for fast, high-quality decisions.

Edge-based Partitioning. Edge-based partitioning was popu-

larized by PowerGraph [31], which proposes a greedy algorithm to

place an incoming edge on the partitions where its incident vertices

have been placed earlier. It o�ers a distributed implementation and

maintains $ ( |+ |) size state for decision-making at the leader. Our

simplest heuristic approximates this behavior using Bloom �lters,

taking $ (2 · :) space complexity for a :-way partitioning, where 2

is a large constant representing the Bloom �lter bits and 2 < |+ |.

Grid [43] and PDS [2] are stateless hash-based heuristics with

an upper bound on vertex replicas but do not account for the graph

topology. Our heuristics consider the structure of the incoming

graph using state present at the leader, resulting in better quality

partitioning.ADWISE [63] proposes a window-based algorithm that

trades-o� quality with latency while CuSP [38] partitions graphs

maintained in distributed memory of large HPC systems. We focus

on partitioning on Cloud and commodity clusters.

Degree Based Hashing (DBH) [87] and High Degree Replicated

First (HDRF) [74] are SOTA edge-based streaming partitioners. DBH

maintains the degree of both vertices for each edge using a hash

table of size$ ( |+ |), and assigns the edge to a partition based on the

lower-degree vertex’s ID. HDRF replicates high-degree vertices to

reduce replication and balances load using a scoring function, but

communicates with all partitions per edge, leading to high overhead.

Our proposed heuristics maintain a larger state at the leader than

HDRF but smaller than DBH. The leader communicates with the

partitions periodically to update its state. Thus, our time and space

complexities fall between these two techniques. Also, DBH does

not consider the graph structure at all while HDRF is optimized

only to reduce the replication factor, ignoring the graph’s topology.

We empirically compare our heuristics with these contemporaries.

Hybrid techniques have been proposed [16, 25, 91]. PowerLyra

[16] combines both edges and vertices to get hybrid cuts for parti-

tioning based on the vertex degree. Leopard [40] performs vertex

duplication with edge cuts and dynamic rebalancing of the parti-

tions when elements are deleted. We consider append-only graph

streams, seen in �ntech, IoT and even social networks, with a static

partition count. We leave dynamic repartitioning to future work.

2.3 Partitioning for Platforms and Analytics

Vertex-based platforms like Pregel [61], GraphX [33], Giraph Un-

chained [36], and TARIS [12] default to hash partitioning on vertex

IDs but support custom partitioners. Dist-DGL [92], built for GNNs,

uses METIS to localize training neighborhoods and reduce sampling

overhead. Edge-based platforms like PowerGraph [32] and Graph-

build [43] prioritize load balancing and minimizing vertex replica-

tion. These systems can bene�t from our community-preserving

edge streaming partitioners, as demonstrated later with GraphX.

Maximizing the internal connectivity within each community

can enhance information �ow and a clustering-based approach

is used to maximize connectivity and resiliency to vertex failures

when partitioning a power grid [35]. Highly-connected subgraph

clustering [37] partitions a graph while ensuring that the edge

connectivity of each part is greater than half the number of ver-

tices in that part. This has been successful in biological networks,

including clustering cDNA �ngerprints and grouping protein se-

quences [13]. These are vertex-based static graph partitioners, vali-

dated for speci�c applications. Instead we present an edge-based

streaming graph partitioner which creates community-preserved

partitions, validated on diverse graphs.

Clustering-based edge partitioners, like 2PS-L [66] and CLUGP

[52], have been recently proposed to preserve local community

structure, similar in spirit as us. However, these are not streaming

partitioners but rather out-of-core ones, streaming the graph from

disk and performing multiple passes over them (4 for 2PS-L, 3 for

CLUGP) to identify community structure. We perform a single pass

to achieve a truly streaming online partitioning. Our empirical

comparison with CLUGP also shows us better or comparable on

triangle counts but much better in reducing vertex replicas.

Machine learning (ML) has been applied to partitioning, treating

it as a classi�cation problem. These tend to be vertex centric and
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non-streaming [28, 56, 69], and only consider the usual objectives

of load balancing and minimizing cuts and not community preser-

vation. E.g., GAP de�nes a di�erentiable formulation of the cut

objective as a loss function for to learning of a neural network that

predicts the partition for a vertex [69]. GCNSplit [93] does online

unsupervised edge classi�cation to a partition using an inductive

Graph Convolutional Network (GCN). They use just < 1"� of

memory but create more vertex replicas than HDRF. They too do

not preserve communities.

3 PROBLEM FORMULATION

3.1 Preliminaries

Let � = ï+ , �ð be a graph, where + = {E1, E2, . . . , EĤ} is the set of

vertices, with |+ | = =, and � = {41, 42, . . . , 4ģ} ¢ + ×+ is the set of

undirected edges, with |� | =<. This graph arrives incrementally at

a leader machine as a stream of undirected edges, ( = [41, 42, ..., 4ģ].

Each edge in the graph appears exactly once in the input stream

and the arrival order is arbitrary, e.g., creation time, traversal order.

The goal of an edge-based streaming graph partitioner is for

the leader to divide the edge stream ( into : subgraphs, S =

{(1, (2, ..., (ġ }, each formed from a subset of the stream as the edges

arrive. An arriving edge is placed on exactly one of the Worker

machine,ğ that holds the partition (ğ , i.e., ∀8, (ğ ¢ �,
Ð
(ğ = ( ,

and ∀8, 9, (ğ ∩ ( Ġ = ∅. : is static and given a priori.

The �rst goal of a high-quality partitioning is edge balancing, i.e.,

|(ğ | ≈
ģ
ġ
, to allow balanced load on the partitions [14, 47]. Each

worker can handle ≈ ģ
ġ
load even as the partition sizes grow, e.g.,

by scaling up VMs. When di�erent edges incident on the same

vertex E are sent to di�erent partitions, the vertex E is replicated on

each partition. If the number of replicas for a vertex E is A (E), with

1 f A (E) f : , the vertex replication factor is d =

Í
Ĭ∈Ē Ĩ (Ĭ)
|Ē |

, with

1 f d f : . The second goal is tominimize the replication factor. This

reduces data duplication in di�erent partitions and communication

across partitions during distributed computation [31].

This is illustrated in Fig. 1 for two di�erent partitioning strategies

over a stream of 10 edges placed into two parts.

3.2 Preserving Communities

Local triangles are 3-cycles of edges that are wholly present within

a partition. Let the count of local triangles in partition 8 be gğ . These

are a subset of the global triangle count g present in the unparti-

tioned graph, i.e., g f g . Partitioning the graph can eliminate trian-

gles. E.g., in Figure 1, there are three triangles in the input graph,

{1, 2, 4}, {2, 3, 4}, and {2, 7, 8}. However, after the edge-balanced

partitioning, only one of these is preserved, {1, 2, 4} in Partition 1.

The total number of local triangles in the partitioned graph is given

by g =
Í
ğ∈ġ gğ . The ratio of triangles preserved is bg =

ă
ă
.

Hypothesis 3.1. Preserving triangles helps preserve communities.

Discussion: By de�nition, vertices within a community are more

connected within the community than to vertices outside the com-

munity. Let the probability of an edge between two vertices in

the same community be ? and probability of an edge between

vertices of di�erent communities be @. By de�nition, ? k @. The

expected number of triangles in a community � with = vertices is

()ÿğĤ) = (Ĥ�3) ·?
3. The probability of a triangle existing across com-

munities is either ()ĥīĪ ) = (Ĥ�3) · @
3, if the three edges are spread

across three communities, or ()ĥīĪ ) = (Ĥ�3) · ?@
2, if two edges are

in one community and the third in a di�erent one. Since @ j ? ,

% ()ğĤ) k % ()ĥīĪ ). So, there is a high chance that all three vertices

forming a triangle belong to the same community. So, preserving

triangles in a partition can preserve community structure. ■

Triangle counting is the “basic building block” [90] of many

community detection algorithms [29, 71] and is well-studied [49, 76,

90]. The existence of triangles is shown to be important for forming

complex networks with an underlying community structure [49],

e.g., the presence of cliques or near-cliques [17, 77]. Similarly, a

good community is de�ned as a set of vertices that is dense in

terms of triangles [71, 76]. As we show next, metrics to quantify the

goodness of clusters created by community detection algorithms,

LCC and transitivity, are proportional to triangles in the graph.

Hypothesis 3.2. If two partitioning methods have similar vertex

replication (d) and edge balancing, the one preserving more triangles

(g) will have a higher Local Clustering Coe�cient (LCC).

Discussion: Let g (D) be the number of triangles a vertex D is part

of in partition 8 f : and 3 (D) be its degree. The LCC of vertex D

in partition 8 is ;22ğ (D) =
2.ăğ (ī )

Ě (ī ) (Ě (ī )−1)
and the average clustering

coe�cient of the partition 8 is ;22ğ =

Í
ī∈Ēğ

Ģęęğ (ī )

|Ēğ |
. Since both parti-

tioning methods are edge-balanced, each partition will have ≈
|ā |
ġ

edges, and since both have the same vertex replication factor, the

number of vertices in each partition will be similar, ≈
Ā · |Ē |
ġ

. There-

fore, the average edge degree of each partition will also be same.

Hence, if the triangles preserved in one partition, gğ , increases, then

;22ğ also increases, assuming a similar degree distribution 3 (·) for

vertices in the partitioned graph under both methods. ■

At the same time, there is also a trade-o�. If d decreases, this will

cause LCC to decrease since the average edge degree in a partition

will increase. We later empirically con�rm both of these in §6.3.4.

Hypothesis 3.3. Preserving triangles increases Transitivity.

Discussion: Transitivity of a graph is )A0=B =
3.ăğ

|ĪĨğĦĢěĪĩ |
where

|CA8?;4CB | is a set of three vertices connected by two or more edges.

Since a triangle contributes three triplets, the numerator is multi-

plied by 3. So, transitivity can also be de�ned as

)A0=B = 3.ă
3.ă+|ĥ_ĪĨğĦĢěĪĩ |

, where |>_CA8?;4CB | are the number of open

triplets having a path but not forming a triangle. Let a graph parti-

tioner" that preserves the number of triangles have transitivity

of )A0=Bğ =
3.ăğ

3.ăğ+|ĥ_ĪĨğĦĢěĪĩğ |
for partition 8 . Let an alternate parti-

tioner "′ for that same graph give the same number of vertices

and edges in a partition but not preserve as many triangles, with a

transitivity of )A0=B′ğ =
3.ă ′ğ

3.ă ′ğ +|ĥ_ĪĨğĦĢěĪĩ
′
ğ |
, for partition 8 , and with

gğ g g ′ğ .

We show that )A0=Bğ g )A0=B′ğ . Let ) (D, E,F) be a triangle pre-

served in partition (ğ of " but not in partition ( ′ğ of "
′. There

are two possible cases for ) . (1) Two of the edges of ) (D, E,F) are

present in partition ( ′ğ . Here, the denominator in )A0=B′ğ increases

by 1 due to ) and the numerator remains the same, thus reducing

)A0=B′ğ relative to )A0=Bğ . (2) Only one of the edges of ) (D, E,F) is
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part of ( ′ğ . Here, the transitivity of the partition is not a�ected by) .

Therefore, for every missing triangle in ( ′ğ with respect to (ğ , the

transitivity of (′ğ reduces or remains the same. Further, in a fraction,

if the numerator and the denominator are increased by the same

quantity, the fraction increases. Since g > g ′ and (ğ and ( ′ğ have

same number of edges and vertices, we have )A0=Bğ g )A0=B′ğ . ■

3.3 Optimization Problem

Since preserving triangles is necessary to enhance the community

structure, we now fully de�ne our problem with this additional

objective.

Problem Statement. The objectives of a community-preserving

edge-based partitioner are to partition the stream of input edges (

into : partitions such that we:

(1) Balance the edges across partitions within a load-balancing

factor n : ∀8, |(ğ | ∈ [(1 − Y)ģ
ġ
, (1 + Y)ģ

ġ
] ;

(2) Minimize the vertex replication factor, d ; and

(3) Maximize the triangle count ratio, bg .
E.g., in Figure 1, the triangle-preserving partitioner (bottom-

right) achieves a triangle count ratio of 2
3 , preserving two of the

three global triangles, compared to just 1
3 for the edge-balanced

partitioner, while balancing edges and having the same d .

We now formally analyze our objective function. Say, we have

an input graph � ï+ , �ð, generated uniformly randomly, with the

probability of generating an edge being @. Let us assume that the

largest clique in the graph is of size =̄.

Theorem 3.1. In an edge-based partitioner, when vertices are repli-

cated (d > 1), some triangles will be missed (bg < 1).

Proof: When an edge that is part of a clique results in a vertex

replication, it can break one or more triangles in the clique. Say,

 ∈ � ï+ , �ð is a clique of size =̄ and +̄ is its set of vertices.  has
Ĥ̄· (Ĥ̄−1)

2 edges. The number of unique triangles in the clique is Ĥ̄�3,

and each edge is part of (=̄ − 2) triangles in the clique. So, a missing

edge in the clique can result in missing up to (=̄ − 2) triangles.

Say, the replication of a vertex in  results in a missing triangle

with probability f over the entire stream. So, for a replication factor

of d , d − 1 extra copies of a vertex exist, resulting into loss of up

to f · (d − 1) · (=̄ − 2) triangles from the clique. But, if an edge

4 (Eğ , E Ġ ) ∉  , involving Eğ ∈  and E Ġ ∉  is assigned to partition

(ġ≠Ģ , this will not result in a missing triangle. ■

This highlights that for any replication factor, d > 1, a fraction of

triangles are bound to be missed in :-way partitioning of the graph,

irrespective of the partitioning strategy. In the rest of the discussion,

we ignore the factor f as it is not central to our argument.

Theorem 3.2. A higher vertex replication factor will cause a higher

number of triangles to be missed.

Proof: Since the clique has =̄ nodes and an edge is adjacent to

2 vertices, the loss in total triangles due to vertex replication is

bounded by ((d − 1) · (=̄ − 2) · Ĥ̄2 ) triangles, i.e., O((d − 1) · =̄2)

triangles are lost. Say,N(=̄) is the number of cliques of size =̄ in the

graph. Since, the probability of an edge being present in the graph

is @ and a clique must contain all the edges, all O(=̄2) edges must

be present. So, the probability of a clique of size =̄ is @Ĥ̄
2
. Hence,

the number of cliques of size =̄ is N(=̄) ≈ O(|+ |Ĥ̄ · @Ĥ̄
2
). Therefore,

a total of O((d − 1) · =̄2 · N (=̄)) triangles will be missed for all

the cliques of size =̄ in the graph due to a :-way partitioning with

replication factor d . The expected number of total triangles missed

in the graph, )ģğĩĩ , for cliques of all sizes B due to replication is:

)ģğĩĩ = O(ΣĤ̄ĩ=3 ((d − 1)B2N(B)) (1)

≈ O(ΣĤ̄ĩ=3 ((d − 1)B2 |+ |ĩ@ĩ
2
)) (2)

≈ O
� (d − 1) |+ |@

@4 (1 − @2)3

�
(3)

We omit the intermediate steps from Eqn. 2 to Eqn. 3 for brevity.

The total number of triangles expected in the graph are:

)ĪĥĪ = Σ
Ĥ̄
ĩ=3 (

ĩ�3N(B)) ≈ O(ΣĤ̄ĩ=3 (B
3N(B))

≈ Σ
Ĥ̄
ĩ=3 (

ĩ�3 |+ |ĩ@ĩ
2
) ≈ O

� |+ |@

@6 (1 − @2)4

�

Hence, the fraction of missing triangles is:

)ģğĩĩ

)ĪĥĪ
= O((d − 1)@2 (1 − @2))

≈ O((d − 1)@2), for @ j 1

Hence, the fraction of missing triangles is higher for a high

replication factor in edge-balanced partitioner. Further, for a given

replication factor, the fraction of missing triangles is more if the

graph is dense, which is also intuitive. ■

This theorem proves that we can improve the quality of graph

partitioning, i.e., the retained communities due to number of trian-

gles preserved, by improving the replication factor. So, our objec-

tives of minimizing the replication factor while simultane-

ously increasing the triangle count are not contradictory, and

hence there exists a solution. This is con�rmed in our experiments,

where for our algorithm, the replication factor is smaller in some

cases where the triangle count ratio is more, and vice versa.

The second insight revealed by the theorem is that it is non-

trivial to design such an algorithm. Although the two objectives

support each other, existing algorithms that optimize just the

vertex replication factor do not automatically result in in-

creased triangle counts. As shown by our experiments, the SOTA

algorithm HDRF consistently performs worse than our algorithm

by 3× to 5× in terms of triangles preserved for diverse graphs, even

though it matches or marginally does better on replication fac-

tor. While we can improve the community structure by improving

the replication factor, there is still a compelling need to design a

non-trivial partitioning algorithm to speci�cally enhance triangle

preservation. We propose a novel algorithm to address this gap.

4 SYSTEM ARCHITECTURE

TriParts is a distributed partitioner with one leader machine and :

workers for a :-way partitioning (Fig. 2). Each worker holds one

partition.While by default eachworker is on a separatemachine, we

can con�gure multiple workers per machine, e.g., allowing workers

to be migrated to new machines as their partition sizes grow.

The leader receives an input stream of edges from an external

source which is accessed through a FIFO Reader Queue by the leader.

The leader’s partitioning logic decides the partition to which each

edge should be assigned to, and then sends that edge to the worker

hosting that partition. The leader exploits concurrency using a
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Algorithm 1 Primary decision points for BTH heuristic

1: procedure ComputePartition(Ĭğ , ĬĠ )
2: if Đ (Ĭğ ) ∩Đ (ĬĠ ) ≠ č then
3: return GetPartFromTIntersect(Ĭğ , ĬĠ )

4: if Đ (Ĭğ ) ≠ č &&Đ (ĬĠ ) ≠ č &&Đ (Ĭğ ) ∩Đ (ĬĠ ) = č then
5: return GetPartFromTUnion(Ĭğ , ĬĠ )

6: if Đ (Ĭğ ) ≠ č &&Đ (ĬĠ ) = č then ▶ & vice versa
7: return GetPartTIndiv(Ĭğ , ĬĠ )

8: if Ą (Ĭğ ) ∩Ą (ĬĠ ) ≠ č &&Đ (Ĭğ ) = č &&Đ (ĬĠ ) = č then
9: return GetPartFromHIntersect(Ĭğ , ĬĠ )

10: if Ą (Ĭğ ) ≠ č && Ą (ĬĠ ) ≠ č && Ą (Ĭğ ) ∩Ą (ĬĠ ) = č then
11: return GetPartHUnion(Ĭğ , ĬĠ )

12: if Ą (Ĭğ ) ≠ č && Ą (ĬĠ ) = č then ▶ & vice versa
13: return GetPartHIndiv(Ĭğ , ĬĠ )

14: =⇒ Đ (Ĭğ ) = č &&Đ (ĬĠ ) = č && Ą (Ĭğ ) = č && Ą (ĬĠ ) = č
15: return GetPartFromBF(Ĭğ , ĬĠ )

edge 4 (E1, E2) arrives, each of its two incident vertices may have

an entry in the three maps, �� (E1), �� (E2),) (E1),) (E2), � (E1) and

� (E2). When �� (E1) ∩ �� (E2) ≠ q , the partitions that these two

vertices are already present on may overlap and we can avoid

creating new replicas by collocating them. If ) (E1) ∩ ) (E2) ≠ q

and/or � (E1) ∩ � (E2) ≠ q , the vertices are also part of a triangle

and/or have a high-degree in the overlapping partitions. This can

improve their triangle conservation. We also test for intersection

across map types. This forms our intuitive approach.

The states used and the order for testing these partition-overlaps

forms the basis for each heuristic. We prioritize: (1) enhancing

the community structure, (2) avoiding replication of vertices and (3)

balancing of edges across partitions. We prefer partition overlaps in

T-Map, as local triangles have already formed, over H-Map, which

indicates future potential to form triangles.

Bloom Filter, Triangle Map and High-degree Map (BTH).

This is the core heuristic that uses all three maps to select a

partition for an edge. Alg. 1. gives the six primary decision points

taken by this heuristic, which narrows the choices based on par-

titions common to both vertices of an edge in the T-Map, H-Map

or BF, in that order. For an edge ïE1, E2ð, we �rst test if partitions

in their T-Map intersect (Alg. 1, line 2) and return the least loaded

among them — if it has capacity (Alg. 2). Else, if either vertex forms

triangles on partitions but they do not overlap (Alg. 1, line 4), we

use a variant of Alg. 2 (not shown) to check if the triangle partitions

of a vertex intersect with the high-degree partitions for the other. If

multiple triangle partitions match (Alg. 2), we prioritize those that

also have a high-degree vertex, giving preference to the partition

with a higher sum-of-degrees for the vertices. We break ties by

marking the �rst partition a vertex forms a triangle on as its “home”

partition and using it by default to improve co-location.

In the absence of any triangle partitions, we select from overlap-

ping high-degree partitions for the vertices (Alg. 1, line 6). Failing

this, we chose from common partitions in their BF to avoid repli-

cation (Alg. 1, line 11). If even the BF partitions do not intersect,

we pick the least loaded of the partitions having either of the ver-

tices, which may cause the other vertex to replicate. If all tests

fail, we send the edge to the least loaded partition. In all cases, if a

partition’s high and low thresholds are reached, as applicable, the

partition is removed from consideration.

Time complexity analysis: For a vertex Eğ , an entry in T-map or

H-map contains a subset of partition IDs. So, ) (Eğ ) and � (Eğ ) can

Algorithm 2 Secondary decisions (△ vertices are in same part.)

1: procedure GetPartFromTIntersect(Ĭğ , ĬĠ )
2: Đğ Ġ = Đ (Ĭğ ) ∩Đ (ĬĠ )
3: Ąğ Ġ = Ą (Ĭğ ) ∩Ą (ĬĠ )
4: if Đğ Ġ ∩Ąğ Ġ ≠ č then
5: return GetMaxDegSumPartition(Đğ Ġ ∩Ąğ Ġ )

6: if Đğ Ġ ∩ (Ą (Ĭğ ) ∪Ą (ĬĠ ) ) ≠ č then
7: return GetMaxDegPartition(Đğ Ġ ∩ (Ą (Ĭğ ) ∪Ą (ĬĠ ) ))

8: if Ąğ Ġ ∩ (Đ (Ĭğ ) ∪Đ (ĬĠ ) ) ≠ č then
9: return GetMaxDegSumPartition(Ąğ Ġ ∩ (Đ (Ĭğ ) ∪Đ (ĬĠ ) ))

10: if Đğ Ġ ≠ č then
11: return GetLeastLoadedPartition(Đğ Ġ )

12: if Ąğ Ġ ≠ č then ▶ only if there is no space available above
13: return GetMaxDegSumPartition(Ąğ Ġ )

14: if þĂ (Ĭğ ) ∩ þĂ (ĬĠ ) ≠ č then
15: return GetLeastLoadedPartition(þĂ (Ĭğ ) ∩ þĂ (ĬĠ ))

16: if þĂ (Ĭğ ) ∪ þĂ (ĬĠ ) ≠ č then
17: return GetLeastLoadedPartition(þĂ (Ĭğ ) ∪ þĂ (ĬĠ ))

18: return GetLeastLoadedPartition(*)

contain at most : values. Partitioning heuristics calculate union and

intersections on these subsets to choose one partition. Therefore,

the time complexity per edge is O(:).

Bloom Filter with Triangle Map (BT). In this variant, we

include the T-Map to the leader’s state but not the H-Map. This

behaves as if the H-Map is empty, allowing us to scope the bene�ts

of T-Map alone.

Bloom Filter with High Degree Map (BH). In this heuristic,

we include the H-Map to the leader’s state but not the T-Map. This

behaves as if the Triangle Map is empty, and helps evaluate the

bene�t of maintaining the H-Map alone.

Only Bloom Filter (B). This variant only uses BF and o�ers

a simple baseline. It only avoids vertex replication by collocating

edges on partitions that may already have replicas of both vertices,

i.e., picks from �� (E1) ∩ �� (E2). The least loaded partition from

these is chosen. This does not aim to enhance community struc-

ture but o�ers fast decisions using a compact state that mimics

partitioners like PowerGraph.

6 EXPERIMENTS

In this section, we report detailed experimental results and analysis

of our TriParts streaming edge-based partitioning heuristics and

SOTA baselines. Our empirical claims are:

• Superior Quality. For diverse graphs and edge stream orderings,

our heuristics out-perform SOTA on local triangle count, are com-

parable or better on vertex replicas, and achieve edge-balancing.

• High Scalability. Varying the compute threads on the leader

improves the partitioning throughput linearly with has minimal

impact on the partitioning quality. We have modest memory

overheads on leader, low locking overheads on workers and low

sync overheads between leader and workers.

6.1 Setup

System Setup. The experiments are run on a commodity cluster

(sirius) with compute nodes having an Intel Xeon Gold 6226R CPU

with 16 cores@2.9��I, 128�� RAM and 10�1?B Ethernet. Leader

and workers each run on a compute node with CentOS v7, Java v8

and Apache Thrift 0.13.0.
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Table 1: Graph datasets used for experimental evaluation

Graph Ē ā ĚěĝėĬĝ Đ Đ
Ē

Đ
ā

NW Type

USRN [75] 23.9ĉ 28.9ĉ 2.4 438.8ć 0.02 0.02 Road/Planar
Orkut [89] 3.1ĉ 117.2ĉ 76.28 627.6ĉ 202.4 5.35 Social
DBPedia [7] 18.3ĉ 126.9ĉ 13.89 328.7ĉ 17.96 2.6 Knowledge
Brain [5] 693ć 133.7ĉ 385.86 17.1þ 24675 128 Brain
MAG [24] 67.4ĉ 1.03þ 17.75 1.61þ 13.79 1.55 Biblio.
Twitter [15] 52.6ĉ 1.61þ 30.70 55.4þ 499.1 34.3 Social

Datasets. We evaluate the partitioners on a diverse set of large

real-world graphs, summarized in Table 1. They are carefully cho-

sen to span knowledge graphs (DBPedia, MAG), social networks

(Twitter, Orkut), road network (USRN) and neuro-science (Brain)

domains, and have varying sizes, degrees, triangles counts, and

planar or power-law degree distributions. Later, we complement

these with synthetic graphs with diverse distributions. The graph

stream is generated from a random permutation of the edges, as is

common [2, 74, 79], and the same ordering used across partitioners.

We also generate a BFS ordering [74, 79] where a vertex is selected

randomly, and the edge order generated as a BFS traversal from it.

Baselines. Streaming edge partitioners can be classi�ed as heuris-

tic driven [32, 64, 74], hashing-based [32, 87], and clustering-based [52,

66]. We compare TriParts with one SOTA baseline from each.

• HDRF [73, 74].Highest Degree Replicated First (HDRF) partitioner

is tailored for power law graphs. It uses a heuristic which targets

workloads with highly skewed graphs. The key idea is that since

power-law graphs have a few high degree vertices and many

low degree vertices, it is bene�cial to prioritize replicating high

degree vertices to radically reduce the number of vertex cuts.

• DBH [73, 87]. Degree-based Hashing (DBH) also prioritizes repli-

cating vertices that have the highest degree. However, unlike

HDRF, DBH employs hashing for partitioning. For an input edge

4 , DBH computes the partial degree of its endpoint vertices E1
and E2, X1 and X2. After that, 4 is assigned to the partition ID

computed as the hash of the vertex with lower degree.

• CLUGP [52]. This is a clustering-based, 3-pass edge partitioning.

In pass 1, the input graph is processed to generate intermediate

vertex clusters. In pass 2, these clusters are re�ned using a game-

theoretic approach to map them to partitions. In pass 3, the

vertex partitions are converted into edge partitions. We run the

single-machine Java version that is available [51].

Configurations. The leader is con�gured by default to use 32

threads while all worker nodes use 16 threads. The number of

partitions : created is same as the number of workers. The sync

interval, fě , is con�gured by default to sync after reading every 10%

of edges or when the global average degree of the graph changes by

1.0 for BH and BTH. Since BT does not have high degreemaps it only

syncs after reading every 10% of edges. We run the experiments for

: ∈ {8,12,16} partitions. We use _Ģ = (1 ± 0.05)ģ
ġ
, _ℎ = (1 ± 0.1)ģ

ġ
and bĢ = 0.05ģ

ġ
, bℎ = 0.1ģ

ġ
. We run the SOTA baselines with similar

leader and worker con�gurations.

All partitioners achieve good edge load balancing across workers

within n = 0.001. We omit reporting these in the analysis.

6.2 Analysis of Partitioning Quality

Fig. 4 shows the performance of all four TriParts heuristics B, BH,

BT and BTH and the two SOTA baselines DBH and HDRF when run

on all 6 graphs on 3 di�erent numbers of partitions. We limit BFS

stream order to only BTH, DBH and HDRF. Figs. 4a and 4c show the

normalized percentage of triangles preserved locally relative to BTH

(bars on left Y axis) and the vertex replication factor (d , markers on

right Y axis), when edges are ingested in random and BFS order. The

bar-labels for BTH are the % of triangles it preserves (bg%). Figs. 4b
and 4d show the end-to-end time (E2E) to process the entire edge-

stream (bars on left Y axis, log scale) and the average throughput

(markers on right Y axis, millions) for the random and BFS order.

6.2.1 Comparison within TriParts heuristics. Figs. 4a and 4c show

that both BH and BT increase the triangle count by 10–50% and

20–70%, respectively, when compared to B by using the high-degree

map and triangle map. This supports our Hypotheses 4.1 and 4.2,

and shows the importance of using these two topological entities

in decision-making. For the USRN graph there is little di�erence

across the heuristics due to the planar nature of the network.

Also, BT is marginally better than BH on vertex replication as

it uses knowledge of vertices already forming triangles while BH

is anticipating future triangles around HD vertices. Hence, while

states are important, we prefer T-map over H-map for partitioning

decisions in BTH (§5). Using both the maps together further boosts

the triangle preserved by BTH by 200–250% compared to B.

All the four heuristics uses the Bloom �lter to ensure that we

do not replicate vertices unless explicitly triggered by the load

balancing constraint, or if triangles can be preserved. Hence, they

all show similar vertex replication factors in Figs. 4a and 4c. Also, B

does not have triangle preservation as an objective and only avoids

vertex replication. BH, BT and BTH focus on triangle preservation

but still achieve similar vertex replication as B. This supports our

claim that the two objectives are not contradictory (Theorem 3.2). At

the same time, as we see for Brain and DBPedia with BFS ordering,

triangle preservation does not automatically follow from reducing

vertex replication and these graphs show an inverse trend between

the two metrics, as we propositioned in §3.3.

Since B has no sync operations and only uses Bloom �lters, it

is the fastest, as seen in Figs. 4b and 4d, achieving rates of over

1" edges/s (Brain, 8 parts, BFS) and 650: edge/s (MAG, 8 parts,

random). In BT, the workers update their local triangle map as they

receive edges in a pipelined manner, and transfer these triangle

maps to the leader at 10% syncs. This causes BT to be 15–40%

slower than B. Both BH and BTH uses high degree map, that is

computed on-demand at the workers when the sync is triggered.

The number of sync calls are also higher for BH and BTH since

these are additionally performed when the high-degree threshold

is breached. Hence, they are 30–80% slower than B.

Overall, BTH preserves more triangles than the other heuristics

while maintaining the same replication factor, and o�ers a com-

petitive throughput, e.g., achieving 500: edges/s (ORKUT, 12 parts,

random) and 350: edges/s (DBPedia, 16 parts, random). Hence, it is

our recommended heuristic for TriParts and discussed further. As

expected, as the number of partitions increase the percentage of

conserved triangles decreases. This is accompanied by a consistent

increase in the replication factor as the partitions increase. There is

limited impact of the stream order, BFS or random, on the quality

or performance. We focus future results on random order.
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We further compare these partitioners for diverse synthetic graphs

generated using networkx [53], with di�erent {|Ē |, |ā |}: Power-

law cluster graph (PL {2ĉ, 40ĉ}) with triangle probability 0.7 [39];

Barabasi Albert graph (BA {10ĉ, 300ĉ}) [9]; Random Regular

graph (RR {20ĉ, 400ĉ}) [48]; Erdos Reyni graph (ER {20ĉ, 150ĉ})

[8, 50]; and Watts Strogatz graph (WS {10ĉ, 500ĉ}) [85].

Fig. 4e shows the normalized local triangle count relative to BTH

(bars on left Y axis) and the vertex replication factor (Ā , markers on

right Y axis) for ġ = 8 partitions. For all �ve graphs, BTH preserves

2.9–6.8× more triangles than HDRF and 1.5–2× than DBH. BTH

also reduces replication factor by 15–50% and 30–75% compared

to HDRF and DBH, respectively. These satisfy Theorem 3.2. These

are comparable to or better than the results for real-world graphs,

con�rming the generalizable e�cacy of BTH. Despite having a

lower replication factor than DBH, HDRF has a lower triangle

count. This shows that just reducing replication factor alone will

not automatically increase the triangle counts.

Lastly, we compare BTH against the recent CLUGP [52] commu-

nity preserving partitioner (plots omitted for brevity). The triangle

count of BTH is higher at 109.8ĉ for Orkut/16p compared to 92.7ĉ

for CLUGP, and with a much lower replication factor of 5.3 against

8.4. For Brain/16p, both preserve a similar number of triangles

(2.12þ vs. 2.19þ) but with an even lower replication factor for BTH

(2.3 vs. 8.3). This con�rms that community preservation (CLUGP)

and triangle conservation (TriParts) are correlated, but we addition-

ally achieve lower vertex replications.

6.3 Performance of TriParts

6.3.1 Scalability. A key design of TriParts is its ability to scale well

with the number of threads and cores, leveraging the potentially

100+ cores available in modern servers. Fig. 5 shows the throughput

(bar, left Y axis) for our heuristics when the leader’s compute threads

are increased from 1 to 32, using ġ = 8 partitions. We also report

the speedup relative to 1 thread as a marker on the right y-axis.

The system shows good strong scaling when increasing the leader

threads, with speedup of 7–10× seen for 32 threads, and a through-

put growth from ≈ 100ġ to 750ġ edges/s, except for Brain which has

a very high density and many more triangles, causing bottlenecks.

This growth indicates further head-room as we run on a leader

machine with more cores than the 16 (32 hyperthreads) we have,

allowing more compute threads. Our careful data-parallel pipelined

design with minimal thread contention allows the compute threads

to execute the edge partitioning logic independently.

When we examine the e�ect of the number of partitions on the

performance in Figs. 4b and 4d, the total compute time for our

heuristics does not increase much from 8 to 16 parts, indicating

good scaling. As ġ increases, the e�ort involved at the leader and

the workers also increase, but so does the number of workers. By

overlapping the edge transfers to workers with the partitioning

logic at the leader through pipelining, we avoid a linear growth in

the time taken by the leader with the number of partitions.

6.3.2 Sensitivity to Configuration Parameters. We analyze the im-

pact of changing two con�gurations parameters of TriParts. Fig. 6a

shows the performance of BTH for ġ = 8 partitions of the six real

world graphs as we vary the sync frequencies to 1%, 5%, 10% and 20%

of total edges in the graph. This complements the default hybrid

sync at every 10% of the stream or when the average edge degree

seen changes by 1.0. Fig. 6b shows the performance of BTH when

the threshold for a high degree vertex is changed from 2× default to

1.5× and 4× of the graph’s average vertex degree. Both �gures show

the normalized triangle count (bars on left Y axis) and normalized

compute time (markers on right Y axis) relative to their defaults.

Including HD sync besides 10% syncs usually increases the tri-

angles preserved by 10–60% (Fig. 6a), but at the cost of runtime

overheads. The runtime is lower with 10%-only sync by 9–13%,

relative to default, for graphs with lower degree (USRN, DBPdia,

MAG), and 27–45% lower for the others with higher average degree.

As expected, increasing the sync frequency from every 10% to every

1% of edge arrivals causes the compute time to increases by 20–95%

since there are 10× more syncs. In return, the 1% sync preserves

10–30%more triangles. Increasing HD threshold from 1.5× to 2× to

4× decreases the preserved triangles by 1.5–8% and 3–10% as the

advantage of Hypothesis 4.2 diminishes. The runtime also reduces

when the HD threshold increases, dropping by 2–12% and 6–12%.

6.3.3 Overheads. We evaluate the locking overheads on the multi-

threaded worker to access the adjacency list for adding a new edge

and computing the new triangles count. Fig. 7a shows the average

E2E time and within this, the sum of the locking overheads for all

threads of a worker for the six real-world graphs for ġ = 8 partitions,

with 8 and 16 threads per worker. This lock overhead (red stack) is

an overestimate since only one thread is blocked in this duration

while the others are still productive. Only 5–8% (8 threads) and

8–10% (16 threads) of E2E time is spent on locking. As expected,

more threads introduces more contention. The actual overheads

are likely to be even lesser as this is a weak upper bound.

Fig. 7a also shows the cumulative time to update data structures

from the workers during sync operations (yellow bar) for these same

scenarios. Here, we are syncing only after reading every 10% of

edges. The sync overheads forms only 4–6.5% of the E2E time with

8 worker threads and 1.1–4% with 16 threads, except for USRN

where it is 27 and 15%, respectively. This is a small cost for the

bene�ts from these states in achieving the partitioner objectives.

Lastly, Fig. 7b shows the peak size of the triangle map and high

degree map as a % of total vertices, when running BTH with ġ = 8.

The peak High Degree map size is 2.3–4.2% of all vertices since

most are power law graphs with few highly connected vertices.

The peak Triangle map size is 4–98% of vertex-count. As expected,

dense graphs like Brain maintain a larger T-map compared to sparse

ones like USRN. Despite this, the peak memory usage on the leader

remains modest and comparable to the workers’ memory usage.

E.g., even for the largest graph Twitter, the leader’s peak memory

usage is just 15% of 128ăþ for ġ = 8, growing to 17% for ġ = 16.

This is comparable to the workers’ peak memory of 21% and 16%.

6.3.4 Community preservation. We measure common quality used

for community structure preservation on the partitions created by

BTH, HDRF andDBH. Fig. 8 shows the density, LCC, transitivity and

number of connected components (CC), averaged across partitions

and normalized with respect to BTH; higher is better for the �rst

three while lower is better for CC.

As seen before, BTH preserves 3–40× more triangles than HDRF

and DBH. This translates to its ability to better preserve the commu-

nity structure using these standard metrics. DBH and HDRF have
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