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ABSTRACT

Distributed datastores underpin highly concurrent, read-intensive

applications, ensuring consistency, availability, and performance.

They use crash-tolerant protocols to replicate data and endure

replica server crashes. To ensure safety and meet the performance

demands, replication must support high-throughput, strongly con-

sistent (i.e., linearizable) reads without assuming any synchrony.

However, existing protocols either 1 relax consistency, or pro-

vide linearizable reads that are 2 fully asynchronous but remote

(involving multiple replicas), or 3 local but require synchrony.

This work explores the tradeo�s between consistency, asyn-

chrony, and performance in crash-tolerant protocols, and proves

that in linearizable asynchronous read/write registers tolerating a

single crash, no reads can be local. Building on this, we introduce

almost-local reads (ALRs), a new abstraction that ensures crash

tolerance and linearizability under asynchrony. While ALRs have

slightly higher latency than local reads, they remain lightweight,

with computation and network costs close to single-node reads.

We present two simple yet e�ective ALR schemes that enhance

protocols across all three categories. For protocols with local reads,

ALRs address consistency or synchrony issueswithminimal through-

put loss. In asynchronous linearizable protocols, they improve per-

formance without compromises. Our evaluation shows that ALR-

enhanced ZAB and Hermes achieve within 2% and 5% of their

original throughput in 95% reads while ensuring linearizability un-

der asynchrony. On Raft, ALRs deliver over 2.5× higher throughput

without compromising consistency or asynchrony.
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Figure 1: Three-way tradeo� of crash-tolerant protocols.

1 INTRODUCTION

Today’s online services and cloud applications rely on in-memory

high-performance datastores
1
, such as key-value stores, for storing

and accessing their data. These applications are characterized by

read-dominant access patterns and concurrent requests [10, 32, 114].

Thus, datastores must provide high throughput to meet the perfor-

mance demands of modern applications and o�er high availability,

as they are deployed on fault-prone commodity hardware [17].

Data replication is a core feature of high-performance and re-

silient datastores. Data must be replicated across multiple nodes

(i.e., servers) to increase throughput because a single node often

cannot keep up with the load [24]. Replication is also necessary to

guarantee that a node crash does not render the dataset inaccessible.

Maintaining the replicas consistent, to ensure that the services

running on the datastore operate correctly, is a challenge, especially

in the presence of crashes. A crash-tolerant replication protocol is

responsible for keeping the replicas of a datastore consistent – even

when crashes occur – by determining the necessary actions to

execute reads and writes. Several crash-tolerant protocols favor

performance by relaxing consistency (RC protocols). As such, their

reads may return stale values, leading to nasty surprises for both

clients and developers [89, 124]. There exist however, protocols that
⋆
The two authors contributed equally to this work.
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1
We use the term datastore to encompass in-memory storage systems within a local
area network with an API that includes reads and writes to objects.
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o�er strongly-consistent (i.e., linearizable) reads, which are more

desirable for correctness and programmability.

Crash-tolerant protocols can be synchronous or asynchronous,

based on the timing model they rely on to ensure consistency. Syn-

chronous protocols, which depend on bounded processing and

communication delays, are easier to design. However, in the real

world, distributed datastores are deployed over complex software

stacks and virtualization layers [18, 84]. Consequently, the net-

work and compute nodes of a distributed datastore experience

asynchrony and other timing anomalies, which may lead to timing

violations and compromise the safety of synchronous protocols. To

tolerate such timing violations, safer protocols adopt the asynchro-

nous model where there are no timing assumptions, implying that

processing and communication delays can be arbitrary.

Existing crash-tolerant replication protocols that a�ord lineariz-

able reads fall in two categories; Local-Synchronous (LS), and Remote-

Asynchronous (RA). Protocols in the LS category o�er cheap lin-

earizable reads that complete locally on a replica (i.e., without inter-

replica communication), as in Hermes [66], but these protocols

assume a synchronous model [42] (e.g., exploiting lease mecha-

nisms). In contrast, protocols that fall into the RA category such as

Raft [100], Paxos [75], and ABD [11, 91] are safe under asynchrony

but each and every read mandates expensive inter-replica communi-

cation and processing costs on multiple replicas. As Schwarzmann

and Hadjistasi explain [54, 55], it is important to study the feasi-

bility of crash-tolerant implementations that support linearizable

local (zero-delay in their terminology) reads under asynchrony.

There exist fundamental theoretical results related to asynchro-

nous replication, including the seminal FLP result [45] and the CAP

theorem [22, 50], but neither su�ce to answer the above as both fall

short in examining the performance of reads. We detail these and

other relevant results in § 7. To address the existing gap in under-

standing, this work explores the fundamental three-way tradeo�

of crash-tolerant protocols, revealing a tension between consis-

tency, performance, and the time assumptions of the setting (also

depicted in Figure 1). In particular, we prove that in any linearizable

asynchronous read/write register implementation that tolerates even

a single crash (without blocking reads or writes), no reads are local.

We also observe that the performance aspect of this tradeo�

a�ects the latency but not necessarily the throughput of reads.

Thus, asynchronous linearizable reads need not be as costly as

in existing (RA) protocols, where each read incurs network and

computation costs to remote replicas.

Capitalizing on this insight and the high volume of concurrent re-

quests in modern read-intensive applications, we introduce almost-

local reads (ALRs), a technique that a�ords low-cost reads in a

linearizable and crash-tolerant manner under asynchrony. In short,

ALRs batch read requests with a twist. Unlike traditional batching,

all reads in an ALR-batch are executed against the local replica of a

server, and only a lightweight sync operation per batch involves

remote replicas. The sync incurs only a small network and compu-

tation cost, regardless of the batch size. Moreover, it can sometimes

be elided as existing writes can act as implicit syncs(§ 4.3). As a

result, ALRs incur little or no extra network and processing costs to

remote replicas, thus achieving the performance of local reads while

o�ering linearizability under asynchrony.We detail two simple ALR

schemes; an eager and a lazy one. Despite their simplicity, these

schemes can bene�t a variety of protocols by eliminating either

consistency or asynchrony relaxations, or by boosting performance.

In short, the contributions of this work are as follows:

• We classify crash-tolerant replication protocols based on three

features: linearizability, read locality, and asynchrony, highlight-

ing the tradeo� between consistency, performance, and time

models. (§ 2). We then show that in any asynchronous lineariz-

able register implementation that tolerates even a single crash

without blocking reads or writes, no reads are local. Finally, we

examine the boundaries of this result, showing its tightness. (§ 3)

• We introduce two almost-local read (ALR) schemes, an eager and a

lazy one, which allow reads with computation and network over-

head close to that of local reads. These schemes can be applied

to a wide range of crash-tolerant protocols for high throughput

reads without sacri�cing asynchrony or linearizability. (§ 4)

• We implement ALR-enhanced variants of three state-of-the-art

protocols, one per class (RC, LS, RA) and evaluate their perfor-

mance over RDMA. ALRs increase up to 2.6× the throughput

of Raft (RA) in read-intensive workloads without compromises.

The ALR-enhanced ZAB (RC) and Hermes (LS) protocols on 95%

reads show only marginal throughput reduction of 2% and 5%

and minimal latency increase, but are also providing linearizabil-

ity under asynchrony. Notably, these bene�ts are over baselines

that already heavily batch requests to boost throughput. (§ 6)

2 BACKGROUND

2.1 Datastores and workload characteristics

Modern distributed datastores keep the data inmemory and serve as

the backbone for many of today’s data-intensive services, including

e-commerce and social networks. These workloads are character-

ized by a high volume of concurrent requests and read-dominant

accesses [10, 24, 115]. To satisfy the demands, datastores must of-

fer high throughput – especially on reads. This work focuses on

datastores deployed within a local area network (e.g., a datacenter).

2.2 Replication and consistency

Datastores partition data into shards and replicate shards to ensure

crash tolerance. A crash-tolerant replication protocol maintains

consistency across a shard’s replicas. The replication degree (number

of replicas) balances cost and fault tolerance: higher degrees im-

prove resilience but increase deployment costs. A replication degree

of 3 to 7 is considered a good balance for safety and cost [58].

When data are replicated, consistency must be enforced. While

weak consistency can be leveraged to boost performance [82, 86,

112], it can also lead to nasty surprises when developers or clients

attempt to reason about the system’s behavior [124]. For this rea-

son, we mainly focus on sequential consistency and linearizability.

Sequential consistency mandates that reads and writes from each

client appear to take e�ect in some total order consistent with

the order in which they were issued [73]. In addition to sequen-

tial consistency’s constraints, linearizability mandates that each

request appears to take e�ect instantaneously at some point be-

tween its invocation and response [56]. In practice, linearizability

is preferable to sequential consistency because it is compositional:

when all shards enforce linearizability, then the datastore enforces

linearizability. This does not hold for sequential consistency.

2832
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2.3 Synchrony and asynchrony

In distributed datastores, a synchronousmodel [42] assumes bounded

processing and communication delays. These assumptions allow

protocols to handle unresponsive replicas via end-to-end timeouts.

However, modern datastores cannot always meet end-to-end time

properties due to their complex software stacks (e.g., network proto-

cols, garbage collection, and virtualization layers), each with unpre-

dictable time behavior [15, 84]. Although such systems may have

predictable timing in the typical case, load spikes can easily trans-

late into delays that violate the model’s timing assumptions [4].

Because the synchronous model fails to represent real-world

distributed datastores, even protocols correct under the model can

violate consistency in practice. For instance, consider a synchronous

protocol that relies on leases for safety; if the timing assumptions

cease to hold, a server might falsely believe it still holds a lease that

has expired from the view of other participants. Consequently, it

can subtly compromise the protocol’s safety.

Many replication protocols adopt the asynchronous model to

resolve the safety issues in the synchronous model. In the asyn-

chronous model, there are no timing guarantees—processing and

communication delays are arbitrary. This ensures high safety be-

cause if a system is safe with arbitrary communication delays, it is

also safe with shorter delays.

However, dropping time assumptions makes the design of high-

performance protocols challenging. Concepts exploited for perfor-

mance that are related to time (e.g., leases or global clocks) across

distributed nodes cannot be utilized in asynchronous protocols.

Finally, as the FLP result [45] indicates, asynchrony also renders

some problems impossible to solve.

2.4 Crash-tolerant replication protocols

We classify replication protocols able to deal with node replica

crashes into the following three categories.

1 Local Reads under Relaxed Consistency (RC). Replication

protocols of this class o�er local reads and tolerate crashes under

asynchrony but relax linearizability [33, 48, 59, 61, 68, 72, 103, 110,

122], thus a�ecting the correctness and programmability. We say

these protocols fall into the Relaxed Consistency (RC) category of

crash-tolerant replication protocols. While there exist a plethora of

protocols that relax consistency, including protocols that o�er very

weak models such as eventual consistency [25], in this work, we pri-

marily focus on those relaxing linearizability the least by providing

sequential consistency (e.g., as in ZAB [61] and Derecho [59]).

2 Linearizable Local Reads under Synchrony (LS). In this

class, crash-tolerant linearizable protocols relax asynchrony to pri-

oritize read performance. Typically, this is achieved by mandating

some global timing assumptions to implement leases [51]. This

approach enables e�cient local reads (i.e., reads returning the lo-

cal value of a replica without the replica delivering a message

within the read’s invocation and response), which guarantees lin-

earizability despite the absence of replica coordination. Leases are

used in either majority- or membership-based protocols [66] to

temporarily maintain a con�guration. In majority-based protocols,

leases protect a stable leader con�guration allowing the leader to

serve local reads while the lease has not expired [27, 30, 128]. In

membership-based protocols, leases protect the membership con�g-

uration, which speci�es all live nodes, enabling local reads on one

(e.g., as in Primary-backup [7]) or on all replicas of the con�guration

(e.g., as in Hermes [66] or CRAQ [117]).

In both approaches, leases temporarily "lock" the con�guration,

enabling linearizable local reads that greatly improve performance.

However, leases require strong synchrony assumptions. The sys-

tem’s clocks, process speeds, and message delays must always op-

erate within, and not diverge from, certain bounds (i.e., adhere at

least to the partially-synchronous model [42]).

3 LinearizableRemote reads underAsynchrony (RA). There

exist several protocols that ensure linearizability and can tolerate

crashes in the asynchronous setting – i.e., where clocks, processors,

and messages can all operate at arbitrary speeds. Note that this

class of protocols also includes indulgent protocols [52], which are

safe under asynchrony but may not always guarantee progress. Pro-

tocols in this class either directly implement an atomic register (e.g.,

as in the seminal ABD [11]) or they leverage a consensus protocol

to implement the state machine replication [109] (SMR) approach

to serve reads and writes (e.g., as in Raft [100] and Paxos [75]).

Existing protocols in this class either constrain reads to be ex-

ecuted only by a designated leader replica [100] or require costly

coordination for each linearizable read [12, 61, 75]. In the latter case,

most protocols treat reads as expensive as writes or require one or

more round-trips to a majority of replicas, incurring network and

processing costs for all participating replicas on every read.

3 THE L
2
AW IMPOSSIBILITY

Ideally, a crash-tolerant system i.e., a replication protocol, should

o�er strongly-consistent (linearizable) local reads from all replicas

in the asynchronous setting, while being able to tolerate the crash

of any minority of replicas (without inde�nitely blocking reads or

writes). However, we prove the Ĉ
2
ýē impossibility, which states

that in any Linearizable Asynchronous read/write register implemen-

tation that tolerates even a single crash (Without blocking reads or

writes), no reads are Local.

Intuitively, in an asynchronous system, a replica cannot reliably

determine whether another replica has crashed or is simply slow.

To maintain linearizability, a read operation must re�ect the latest

writes, which often requires coordination between replicas. How-

ever, only allowing a replica to perform a local read means it might

miss updates from other replicas, leading to inconsistent or stale

results. This inherent uncertainty and the need for coordination

make it impossible to guarantee both crash tolerance and even

a single strongly consistent local read simultaneously. Next, we

proceed with the model speci�cation and the L
2
AW impossibility.

3.1 Model and de�nitions
System model. We model a distributed system that consists of

a set of Ċ server nodes, each hosting a replica process (from now

on replicas). The replicas communicate over an asynchronous net-

work by sending and receiving messages. A set of client processes

(clients) issue requests to server processes (servers) that store data

replicas. Replicas are modeled as deterministic state machines: in

every computation step, they may perform some deterministic local

computation, and in every communication step, they may deliver a
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message or send a message to another replica, atomically. An event

is de�ned as a computation or communication step performed by

any replica. The replicas fully replicate a binary register and execute

reads and writes over the register when serving client requests.

Clients. Client processes (from now on clients) issue read and

write requests that replicas serve. We do not make any assumptions

regarding their location; clients could be either co-located with one

(but any) of the replicas as in the ABD algorithm and state-of-the-art

datastores [38, 63], or live on separate nodes as in Chain Replication

[123]. As in several recent systems and protocols, in our model,

clients maintain up to one connection with one replica at a time,

i.e., clients do not multicast to servers [28, 38, 61, 66, 100]. Note

that reducing client-server connections is critical for the scalability

of replicated datastores [99]. For the remainder of this work, we do

not consider clients as part of the algorithm; they are o�-path for

any operations mentioned, and we omit them for simplicity.

Con�guration. We represent the system con�guration ÿ , as a

vector: ÿ = (ĩ1, ..., ĩĊ , Ā), where ĩ1, ..., ĩĊ are the states of Ċ repli-

cas {Ď1, ..., ĎĊ } and Ā is the register’s value. We de�ne an execution

fragment as sequence of the form {āġ ,ÿġ , āġ+1,ÿġ+1, ...} where

each ÿġ is a con�guration and each āġ is an event. An execution is

an execution fragment starting from an initial con�guration ÿ0.

Linearizable register. We consider a typical linearizable (i.e.,

atomic [74]) binarymulti-writer multi-reader (MWMR) register [106]

that is fully replicated acrossĊ replicas. Note that our result trivially

holds in a single reader (writer) setting, which cannot tolerate the

crash of sole reader (writer) and ensure progress on reads (writes).

Operations. The execution interval of a read/write operation ĥĦ

in an execution ě starts with the invocation event of ĥĦ (by a replica

Ď) and ends with the response of ĥĦ (by Ď). If the response does not

exist, we say that ĥĦ (and Ď) is ėęĪğĬě in ě , and the execution interval

is de�ned by the su�x of ě starting with ĥĦ’s invocation. Each

replica may have one active operation at a time. Two operations are

ęĥĤęīĨĨěĤĪ if the invocation event of one of them occurs between

the invocation and the response events of the other. An operation

runs ĩĥĢĥ if it is not concurrent with any other operations.

Asynchronous reliable network. The replicas communicate

via a fully-connected, bidirectional, point-to-point, and reliable net-

work (i.e., without message losses or network partitions). A reliable

network makes our result also valid for an unreliable network, thus

stronger. The network is asynchronous [45], so there are no bounds

in transmission delays, but the messages are eventually delivered.

Single crash. We say a replica Ď performs a crash event ę in an

execution ě , if it stops executing computation and communication

steps after ę . We call replicas that do not crash in ě as correct. An

execution without a crash is crash-free. For a stronger result, we

assume that up to one (but any) replica Ď may crash and do not

consider recovery or Byzantine faults [90, 104].

Liveness. A read or a write invoked by a correct replica should

eventually terminate
2
(despite asynchrony or one possible crash).

Linearizable read. Consider any linearizable execution ě . Let Ĉ

be the set of read operations in ě , Ĩ a read operation in Ĉ, andĭ a

write operation whose linearization point is the last preceding Ĩ ’s

2
Throughout the paper we use complete and terminate interchangeably.

linearization point in the linearizable order of ě . In this setting, Ĩ is

linearizable if Ĩ returns the value written byĭ .

Local read. We de�ne a local read as a read returning the local

value of a replica Ď, when no messages are delivered or sent by Ď,

between the read’s invocation and response.

3.2 The proof of the impossibility
Sketch and proof. We make two key observations that hold

in the speci�ed model and lead to the proof of L
2
AW. Informally,

the �rst states that, to tolerate faults under asynchrony, a replica

performing an operation ĥĦ must not rely on a speci�c replica to

complete the ĥĦ . The second states that a local read executed by

a replica may appear to run solo and not re�ect the e�ects of a

previously terminated write issued from another replica.

Building on both insights, we prove the L
2
AW impossibility by

way of contradiction using indistinguishable executions. In partic-

ular, we assume that there is a linearizable implementation ą of a

binary MWMR register in the speci�ed model that produces one or

more linearizable local reads. We then show that for each execution

produced by ą , and for each linearizable local read Ĩ contained in

it, we can construct an indistinguishable execution from the per-

spective of the node executing Ĩ where Ĩ is not linearizable – hence

violating the speci�cation of ą and leading into a contradiction.

The intuition behind our �rst Lemma derives from the fact that

a crashed replica is indistinguishable from an arbitrarily slow one

in the asynchronous message-passing setting [45]. Thus, a read or

write operation ĥĦ invoked by a replica Ď does not have to wait for

a message sent by a speci�c replica Ď
′
to terminate, since Ď

′
may

have crashed and never respond.

Lemma 1

Fix any �nite crash-free execution ě produced by ą , and let ÿ

be the �nal con�guration of ě . Assume that some replica Ď is

inactive in ÿ (i.e., it does not have any active operation at ÿ).

Let ď be the set of all active operations at ÿ . Then, in every

long-enough extension ě
′
of ě that does not contain any step

from Ď, the following claims hold:

(a) Every operation ĥĦ ∈ ď invoked by a correct replica,

ĥĦ terminates in ě
′
.

(b) If ÿ is idle (ď = ∅), then each operation ĥĦ invoked by

a correct replica Ď
′
≠ Ď starting from ÿ terminates in ě

′
.

Proof. We add a failure event ę for replica Ď at the end of ě

(which is �nite and crash-free) and letÿ
′
be the resulting con�gura-

tion. Fix any replica Ď
′′
≠ Ď. If Ď

′′
is active in ď , let ĥĦ be the active

operation of Ď
′′
at ÿ (and ÿ

′
). Otherwise, let ĥĦ be a new operation

initiated by Ď
′′
started from ÿ

′
. In an extension ě

′
of ě , in which all

replicas other than Ď (including Ď
′′
) take enough steps, the liveness

condition implies that ĥĦ will terminate. This is true for every Ď
′′
.

The above implies that the claims of the lemma hold. (In an execu-

tion that is exactly the same as ě
′
but Ď does not crash and simply

takes no steps, all operations in ď would again terminate.) □
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Lemma 2

Let ě be any execution produced by a linearizable implementa-

tion ą and let Ĩ be any local read, executed by some replica Ď.

There is a crash-free execution ě
′
in which:

(a) Ĩ is not concurrent with any operation, and

(b) Ĩ has the same response in both ě and ě
′
.

Proof. We construct ě
′
by using the pre�x ÿ of ě up until the

point ÿ just before Ĩ is invoked.

Assume �rst that ÿ is not crash-free. Let ę be the crash event it

contains, and let Ď
′
be the replica that has crashed. Since Ď invokes

Ĩ after ÿ , it follows that Ď
′
≠ Ď. To construct ě

′
, we remove ę from

ÿ and let Ď
′
receive and process all messages that have been sent

to it in ÿ and have not yet been processed. Let ÿ be this execution.

If ÿ is crash-free then let ÿ = ÿ .

Let ď be the set of active operations at ÿ . Let ĥĦ be any operation

in ď . By Lemma 1(a) (applied on ÿ), ĥĦ must terminate even without

Ď. The same holds for all operations in ď . Starting from the con�g-

uration after the execution of ÿ , we let all replicas other than Ď to

take steps until all active operations in ď terminate. Let ĉ be the

set of messages that are sent to Ď during this execution fragment.

We temporarily delay the delivery of these messages inĉ . Then,

we let Ď to take steps solo until Ĩ terminates without invoking any

new operation during Ĩ ’s execution. Let ě
′′
be this execution. Note

that ě
′′
is indistinguishable to Ď from ÿ . Finally, we deliver to Ď the

messages contained inĉ , and let Ď and all the other replicas take

steps until no message is in transit and no operation is active. Let

ě
′
be this execution. Thus, Ď returns the same value for Ĩ in ÿ (and

thus also in ě) and in ě
′′
(and thus also in ě

′
). □

Theorem: L
2
AW impossibility

Consider any linearizable implementation ą of a read/write

register in an asynchronous network that tolerates a single

replica crash. There exists no execution produced by ą which

contains a local read.

Proof. Fix an execution ě produced by ą . Let Ĩ be any local read

in ě executed by a replica Ď e.g., as in Figure 2. Let ě
′
be the crash-

free execution advocating Lemma 2 and let ÿ be the con�guration

just before the invocation of Ĩ in ě
′
. By Lemma 2, for each replica

Ď
′
≠ Ď, Ď

′
does not have an active operation at ÿ (i.e., Ď

′
is inactive

at ÿ). Let Ď
′
be any such replica. Let Į be the value that Ĩ returns

in ě
′
. We construct an execution ě

′′
, where Ď

′
invokes a write(Į

′
)

operationē atÿ , where Į
′
is a value other than Į returned by Ĩ in ě

′
.

Replicas other than Ď
′
do not invoke any new operation in ě

′′
. Then,

all replicas besides Ď (including Ď
′
) take steps untilē terminates.

Lemma 1(b), implies that the execution ofē will terminate–even

if Ď takes no steps. Let ÿ
′
be the con�guration at whichē has

terminated. Next, Ď takes steps from ÿ
′
, invokes Ĩ and runs solo

until Ĩ terminates. Finally, all replicas take steps to receive all in

transit messages. Let ÿ be the pre�x of ě
′′
up until the point that the

execution of Ĩ terminates. By construction, ÿ is indistinguishable

from ě
′
to Ď. Thus, Ď returns the same value for Ĩ in both executions.

Recall that Ĩ returns Į in ě
′
. Sinceē is the last terminated write

prior the invocation of Ĩ in ě
′′
and no other operation is active while

Figure 2: Example of indistinguishable executions for replica R used in

the proof of the L
2
AW impossibility. Dotted lines denote con�gurations

and execution pre�xes. Dashed arrows indicate messages in transit.

ē and Ĩ are executed, Ĩ must return Į
′
in ě

′′
. Since Į was chosen

to be di�erent from Į
′
, this is a contradiction. □

3.3 L
2
AW tightness

We indirectly prove the tightness of the L
2
AW impossibility result

by showing that there exist crash-tolerant protocols (that have been

shown correct) with every combination of two out of the three main

properties and by indicating that all three properties are feasible in

the absence of crashes. We use the abbreviations Li, Lo, A, andW

for Linearizability, Local reads, Asynchrony, and crash-tolerance

(Without blocking reads or writes), respectively.

{ Lo+A+W (Relaxed consistency): Our proof hints that protocols

that relax the real-time guarantees from the consistency model

(e.g., by degrading linearizability to sequential consistency) could

be crash-tolerant and a�ord local reads under asynchrony (e.g., as

in ZAB and Derecho [59]).

{ Li+A+W (Remote reads): As detailed in § 2, there are protocols

that tolerate crashes under asynchrony and support linearizable

but costly remote reads (e.g., Raft and ABD [91]).

{ Li+Lo+W (Synchrony): Some crash-tolerant protocols consider a

partially-synchronousmodel, relaxing asynchrony to o�er local and

linearizable reads via time-based leases (e.g., Hermes and CHT [28]).

{ Li+Lo+A (Non-crash-tolerant): Without crash tolerance, there ex-

ist local reads that are linearizable even under network asynchrony.

For instance, the ccKVS protocol [46] cannot tolerate crashes but it

does not assume any synchrony for its local linearizable reads.

3.4 Extending the L
2
AW boundaries

In this section, we scrutinize all key properties of the L
2
AW impos-

sibility and provide further insights.

Inspecting Li: RA-Linearizability. Lev-Ari et al. [80] de�ne a

consistency model in-between linearizability and sequential con-

sistency. This model is practical. Although it is weaker than lin-

earizability, it is compositional, unlike sequential consistency. We

name a variant of that model Read-Asynchronous Linearizability

(RA-Linearizability). RA-Linearizability is the same as Lineariz-

ability only that the invocation of a read operation (and thus its
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linearization point) can be extended up to the point right after

the linearization point of the exact previous operation in the pro-

gram sequence – i� that previous operation was issued to the same

replica. Such reads, which can be linearized in the past, can be

served locally while tolerating crashes in an asynchronous setting.

However, every such locally completing read may return stale data.

InspectingA: partial-synchrony and failure detectors. We be-

lieve that works considering a partially-synchronous model [28, 66]

have already reached the practical limit of relaxing asynchrony

without any other L
2
AW properties in a typical environment. Nev-

ertheless, it is worth exploring a more abstract concept that makes

fewer synchrony assumptions than the above works by de�ning a

new failure detector class [29]. We leave this for future work.

Inspecting W : 1) �nal value. If a crash-tolerant register has an

identi�able �nal value, and that value is observed during a local

read to a replica, then the replica may return that value and o�er

linearizability without consequences. Simply, there is no risk of

blocking the system from completing future writes to the register

as there will be none. This scenario applies to special register types

(e.g., write-once [44]) and it does not invalidate our impossibility.

InspectingW : 2) single writer. Several atomic register protocols

provide linearizability under asynchronoy by assuming a single

prede�ned writer replica (also called SWMR protocols). For such

protocols, if the stable writer is also a reader it can trivially provide

linearizable local reads under asynchrony [96]. Nevertheless, it is

apparent that once that single writer crashes the system cannot

complete any further writes (i.e., is not live by our de�nition). Also,

note that our proof su�ces to show that other readers in such

protocols can never guarantee linearizable local reads.

Inspecting Lo: almost-local reads. Modern read-intensive ap-

plications with numerous concurrent requests would highly bene�t

if we could accelerate reads while tolerating crashes without relax-

ing consistency or asynchrony. Thus, the remainder of this work

examines the following key question.

Key Question

Can crash-tolerant protocols o�er reads almost as cheap as

local without sacri�cing linearizability under asynchrony?

4 ALMOST-LOCAL READS (ALRS)

The L
2
AW theorem asserts that in a crash-tolerant algorithm, no

reads can ever be local under linearizability and asynchrony. Plainly,

reads must pay the latency of reaching one or more remote replica

servers. However, unlike writes, reads need not alter the state of

remote replicas; hence, should be more e�cient throughput-wise.

Based on this observation we propose almost-local reads (ALRs),

an amortization strategy wherein, only one lightweight remote sync

operation is used to complete a batch of otherwise locally executed

read operations. Crucially, the cost of the sync is independent of the

size and the contents of the batch. There are two types of sync. The

�rst validates if reads executed eagerly (before the sync) on the local

replica are linearizable. The second ensures that reads executed

lazily (after the sync) on the local replica will be linearizable.

As shown in Figure 3, ALRs approximate the performance of

local reads, while o�ering linearizability under asynchrony. When

applied to any of the three protocol categories (RA, RC, LS), ALRs

Figure 3: Operational cost and features for protocols falling in RC,

LS, and RA; and when enhanced with ALRs.

add themissing piece: 1 they improve throughput for RA protocols

(e.g., Raft) 2 ensure linearizability for RC protocols (e.g., ZAB) and

3 allow LS protocols (e.g., Hermes) to operate under asynchrony.

ALRs can be applied to a broad set of protocols (e.g., Raft, ZAB,

Hermes, Paxos, Chain Replication), but not all of them. Below we

detail how we implement ALRs in di�erent protocols and which

protocols are amenable to this technique.We start with LS protocols.

4.1 Eager-ALRs for Local-Synchronous (LS)

In this section, we exploit ALRs to allow LS protocols operate safely

under asynchrony without sacri�cing throughput.

Most LS protocols establish a stable replica con�guration for a

time period. A replica is a member of the con�guration if it holds

a time-based lease. A write cannot complete unless it reaches all

leaseholders (i.e., all con�guration members). In return, leasehold-

ers exploit this to perform reads locally. However, leases require

synchrony to establish a period during which the con�guration is

stable. Without synchrony, a replica can falsely believe that its lease

has not expired and read a stale local value, violating linearizability.

Eager-ALRs. The observation is that we can avoid time-based

leases, and thus synchrony, as long as a replica checks that it is

still in the con�guration after executing a batch of local reads. We

call such reads Eager-ALRs because they �rst read the local storage

optimistically, and then they perform a sync, to ensure the reads

were correct. In this case, the sync validates that the con�guration

during the execution of reads is valid (i.e., is the most recent one).

Speci�cally, a replica Ď executes a batch of Eager-ALRs as follows:

(1) Ď forms a batch of reads and records its local con�guration.

To construct a batch, a protocol includes pending reads from

one or more clients (respecting the request arrival order

if necessary). If its con�guration permits, it executes the

reads against its local replica and bu�ers the read values.

(2) Then, Ď sends a sync message to remote replicas contain-

ing the con�guration prior to the read execution. Upon re-

ceiving this message, remote replicas check if the received

con�guration agrees with their local (i.e., most recent) con-

�guration, and reply with an Ack or Nack message.

(3) Upon receiving Ack messages from a su�cient quorum of

replicas (e.g., a majority guarding the con�guration)
3
, Ď

completes the reads, responding with the bu�ered values.
3
For simplicity, we assume that the con�guration algorithm is handled by replica
servers (as in [66]) and not by external servers.
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(4) If Ď receives a quorum of Nacks, the con�guration used to

execute its reads locally is not the most recent. Thus, to

avoid inconsistencies, Ď falls back to the original protocol

and initiates its recovery (e.g., to renew its con�guration).

Correctness. After reading the locally stored values, the replica

validates that it is still a member of the con�guration, and is thus

guaranteed to have received all completed writes. Thus, reads ob-

serve completed writes, upholding linearizability but without need-

ing time-based leases or synchrony.

Performance. Adding the sync message to the read algorithm

results in a negligible throughput cost, as it is amortized among all

reads in the batch. This is corroborated by our evaluation in § 6.

However, Eager-ALRs have higher latency than local reads, due to

the network exchange on their critical path. This is the fundamental

cost of linearizability under asynchrony. In § 4.3, we discuss how

we mitigate this latency, and in § 6, we show that the extra latency

is just a few microseconds (in a modern local area deployment).

Applicability. Eager-ALRs are applicable to any protocol that

keeps a stable con�guration and exploits time-based leases to read

locally while o�ering linearizability. This includes Hermes, Chain

Replication, CRAQ, and Primary-backup.

Summary. Eager-ALRs allow LS protocols to o�er linearizability

under asynchrony. Inevitably, according to L
2
AW, they incur a small

latency overhead but ensure high throughput.

4.2 Lazy-ALRs for Relaxed-Consistency (RC)
and Remote-Asynchronous (RA)

A key class of protocols creates a global order of writes and man-

dates that all replicas must apply the writes in order. This is called

State Machine Replication (SMR) [109]. SMR protocols span both

the RC and RA classes. We will apply the second variant of ALRs,

dubbed Lazy-ALRs, to all SMR protocols.

RC SMR protocols, such as ZAB, Derecho, and AllConcur [103],

downgrade their consistency guarantees to sequential consistency

to read locally under asynchrony. Conversely, in RA protocols such

as Raft or Paxos, reads are linearizable but remote and costly, as

explained in § 2.4. For instance, in Raft, all follower replicas must

send each and every read to the leader, which replies back to them.

Lazy-ALRs. In SMR protocols, all writes across all objects are

applied in the same order in all replicas. In other words, a replica

can only apply a write if it has applied all preceding writes. Lazy-

ALRs leverage this observation by implementing the sync as a “fake”

write that does not alter any state, but executes the write algorithm.

When this “fake” write can be applied locally, then the replica

knows that it has also applied all writes preceding the invocation

of the reads in its batch, and thus can execute those reads locally.

Speci�cally, any replica Ď executes a batch of Lazy-ALRs as follows:

(1) Ď forms a batch of read requests and bu�ers them locally

without executing them.

(2) Ď executes a sync using the write algorithm of the protocol.

Unlike a normal write, the sync does not refer to any object,

nor does it carry any new value.

(3) Ď waits until the sync reaches the point where it would be

applied locally, if it were a true write. At that time, Ď locally

executes all reads of the batch and responds to the client(s).

R

R'

R''

1) batching & exec

r(x1),...,r(xn) v1,...,vn

2) sync

Ack/Nack

Ack/Nack

3) response 4) recoveryquorum

Acks
Nacks

R

R'

R''

1) batching

r(x1),...,r(xn)

2) sync

Ack

Ack

3) exec & responsequorum

Eager ALRs

Lazy ALRs

v1,...,vn

Figure 4: Eager-ALRs (top) and Lazy-ALRs (bottom) work�ow.

Ĩ(Į1), ..., Ĩ(ĮĤ) and Ĭ1, ..., ĬĤ denote the read operations and the val-

ues returned, respectively. The key di�erence is that in Eager-ALRs,

reads are executed before the sync, while in Lazy-ALRs, after the sync.

Correctness. A linearizable read must return a result at least as

recent as the last completed write prior the read’s invocation. As all

writes are applied in the same order to all replicas in SMR. By issuing

and completing the sync after forming the read batch we ensure

that all writes preceding the sync in global order are completed and

applied locally. Thus, reading after the sync completion, guarantees

that the Lazy-ALRs return a linearizable (non-stale) value.

Performance. The sync has a negligible impact on throughput as

1) its cost is amortized among the reads of a batch and 2) it is a “fake”

write, hence has no value to be sent over the network, copied, or

applied to storage. Lazy-ALRs allow SMR protocols in the RC class

to upgrade their consistency to linearizability, without sacri�cing

throughput, but at the cost of higher latency for reads. Meanwhile,

for SMR protocols in the RA class, Lazy-ALRs can signi�cantly

improve throughput. We corroborate these claims in § 6.

Applicability. RA and RC protocols that o�er SMR (including ZAB,

Raft, Paxos and more) can bene�t from Lazy-ALRs.

Summary. Lazy-ALRs add the missing piece for SMR protocols

in both RA and RC classes. They allow RA protocols to o�er high

throughput reads and RC protocols to o�er linearizability under

asynchrony without sacri�cing throughput.

4.3 Performance optimizations

In this section, we brief two optimizations, one for latency and one

for throughput, applicable to both ALR variants.

Latency: Opportunistic ALRbatching. To amortize the network

and compute cost on remote replicas, ALRs work on read batches.

Crucially, these batches are formed opportunistically: a replica does

not wait to form a batch of a speci�c size; instead, it forms the batch

from all currently queued reads. Thus, batching does not a�ect the

latency of a request. If such a batch cannot be formed, this hints

that the system is lightly loaded; hence, amortization is not critical.

Conversely, when the system is heavily loaded and there is a need

for high throughput, there will also be a larger opportunity to form

big batches and achieve high amortization.
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Throughput: Timely writes for zero-cost sync. In both eager

and lazy ALRs, the reading algorithm contains a sync operation.

If the replica is also about to issue a write, we can leverage the

write as a sync proxy. Speci�cally, in the Eager-ALR algorithm, the

sync queries remote replicas to check whether the reading replica

is still in the con�guration. If the reading replica happens to also

be issuing a write at the same time (i.e., is timely), then instead of

issuing the sync we can simply use the write as a sync proxy: if a

su�cient quorum of remote replicas acknowledges the write, that

implies the replica is still on the most recent con�guration.

In Lazy-ALRs the sync follows the write algorithm. Similarly, if a

write is timely, we can use that as a sync proxy. This brings the extra

network and computational cost of an ALR-batch on remote replicas

to zero. Simply, with timely writes, an ALR-enhanced protocol

incurs no extra actions to those executed by the normal writes.

4.4 Real-world use-cases of ALRs

We next present possible real-world use-cases where ALRs can

improve throughput, ensure consistency, and tolerate asynchrony.

The RA and RC classes of protocols–such as Raft (e.g., Cock-

roachDB [116], TiKV [57], etcd [2]) and ZAB (e.g., ZooKeeper [58])–

are integral to systems demanding strong consistency and high per-

formance. However, RA protocols, typically funnel all reads through

a leader, creating a bottleneck. Lazy ALRs address this by enabling

follower replicas to serve consistent reads through lightweight

syncs, thereby reducing leader load, preserving linearizability, and

ensuring that each read incurs minimal or zero network or compu-

tation costs to remote replicas. Meanwhile, RC protocols improve

performance by allowing local reads but risk stale data under asyn-

chrony; Lazy ALRs remedy these inconsistencies while maintaining

as high throughput. Services such as Consul [1], which manages

Kubernetes state under heavy autoscaling, and Chubby [27], which

handles frequent lock status checks, can bene�t from ALR-enabled

low-cost load-balanced reads. When Lazy ALRs are applied in RA

and RC classes could also bene�t large-scale cloud services such

as that of Google [16, 35, 114], Meta [5, 89], and Microsoft [21, 62],

which mandate on high-throughput on read-dominant workloads

and bene�t from stronger consistency.

Eager ALRs broaden the application scope of LS protocols—such

as Hermes [66]—to asynchronous conditions that frequently en-

countered in edge or cloud deployments [15, 84]. As these protocols

rely on synchrony for correctness, transient delays or congestion

can limit their applicability. Eager ALRs address this limitation via

a lightweight read validation that has a zero or minimal cost to

remote replicas, allowing for high throughput and strong consis-

tency even under asynchrony. Unlike leases, which require tuning

to avoid false positives and are unsafe under asynchrony, Eager

ALRs ensure safety without sacri�cing throughput. This extends the

reach of the faster LS protocols e.g., Hermes [47] to real-world en-

vironments, reducing reliance on slower protocols—such as Paxos

or ABD variants [11, 21, 26, 97, 108].

5 EXPERIMENTAL METHODOLOGY
In this section, we describe the protocols we evaluate and the in-

frastructure we used to run our experiments.

5.1 Evaluated protocols
We select one protocol from each category and enhance it with

ALRs. Speci�cally, we evaluate:

• Remote-Asynchronous (RA): Raft (and Raft-ALR)

• Relaxed-Consistency (RC): ZAB (and ZAB-ALR)

• Local-Synchronous (LS): Hermes (and Hermes-ALR)

For Hermes, we extend its codebase [65]. For ZAB and Raft, we

extend the implementations of the Odyssey framework [47]. We

deliberately chose these repositories due to their support of RDMA

networking and more importantly, to facilitate the fairest possible

comparison, as they provide state-of-the-art protocol implementa-

tions that already heavily exploit batching for performance.

We next discuss the three protocols and the respective ALR variants.

Raft (RA). Raft is a leader-based SMR protocol where followers

send their reads to the elected leader, who executes them using

its local storage. For linearizability, the leader must also collect

"heartbeats" from a replica quorum to ensure it is still the leader

prior sending the read responses to clients. Raft’s leader-only reads

are "almost-local" resembling Eager-ALRs. Problematically, Raft

limits almost-local reads to the leader node. To get the upper bound

performance of Raft, our implementation completes reads locally

at the leader (i.e., it omits heartbeats and relaxes linearizability).

{ Raft-ALR: Despite Raft’s leader-only reads resembling Eager-

ALRs, we enhance Raft with Lazy-ALRs as it is an SMR protocol. This

enables ALRs from all replicas. A hybrid of Eager-ALRs and Lazy-

ALRs is possible, but we opt solely for Lazy-ALRs for simplicity.

ZAB (RC). ZAB is the leader-based SMR protocol at the heart of

Zookeeper [58]. Contrary to Raft, in ZAB, all replicas read locally

without any inter-replica communication. This comes at the cost of

consistency, as ZAB o�ers sequential consistency, which is weaker.

{ ZAB-ALR: As Raft and most crash-tolerant protocols, ZAB is an

SMR protocol. We enhance ZAB with Lazy-ALRs, which upgrade

its consistency guarantees to linearizability.

Hermes (LS). Hermes is a state-of-the-art crash-tolerant member-

ship-based replication protocol that provides linearizability under

(partial-)synchrony, while executing reads locally in all replicas. For

its linearizable local reads, each replica holds a time-based lease on

the membership and writes must invalidate all lease-holders before

completion. However, time-based leases require timing assumptions

which, when cease to hold, can lead to linearizability violations.

{ Hermes-ALR: We replace Hermes’ local reads with our Eager-

ALRs, removing the time-based leases. This allows Hermes-ALR to

o�er linearizability under asynchrony.

5.2 Testbed
Infrastructure. To evaluate the performance of ALRs, we con-

duct an experimental study using R320 servers from Cloudlab [40].

Most of our experiments are conducted on a cluster of 5 servers

(replicas) interconnected via a Mellanox switch (SX6036G), while

we also evaluate 3 and 7 replicas to study scalability – which are

typical for this context [61, 66]. Each machine runs Ubuntu 18.04,

has an Intel E5-2630 CPU (8 cores, 2.1Ghz), 16 GB memory, and a

double-port 56Gb Mellanox NIC (CX3 PCIe3x8) of which we only use

one port. The CPU has 20 MB of L3 cache and two hardware threads

per core. We disable turbo-boost and pin threads to cores.
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Figure 5: Raft vs. Raft-ALR throughput. [5

replicas, varying write ratio]

Figure 6: Raft vs. Raft-ALR latency. [5 repli-

cas, 2% writes, varying load]
Figure 7: Raft vs. Raft-ALR scalability. [2%

and 10% writes, varying replicas]

Workload and sensitivity studies. By default, the key-value

store (KVS) uses 2MBpages and consists of one million key-value

pairs, replicated in all nodes. We use keys and values of 8 and 32

bytes, respectively, which are accessed uniformly. For all evaluated

protocols, we use 8 threads (i.e., no hyper-threading) to run the

client and protocol logic. The maximum number of reads batched

in a single ALR-batch is 128. In § 6.4, we also perform a series of

sensitivity studies on larger workload datasets, larger record sizes

as well as skewed data accesses based on the YCSB benchmark.

Evaluation fairness. We evaluate the fastest implementations

of three state-of-the-art protocols (one per category) and compare

them with their ALR-enhanced variants on the same workload

and hardware. All three chosen protocol baselines already heavily

exploit traditional batching to improve their throughput on reads.

Raft and Raft-ALR are evaluated under the exact assumptions (asyn-

chrony and linearizability). We are also not unfair to Hermes or

ZAB as our Hermes-ALR and ZAB-ALR are evaluated under strictly

more challenging assumptions (never the other way around).

Code availability. The code and the appropriate CloudLab pro-

�les to reproduce our experiments are publicly available. Detailed

instructions can be found at: https://law-theorem.com/artifact.pdf.

6 EVALUATION

In § 4, we argued that 1) for RA protocols that cannot read locally,

ALRs would signi�cantly increase throughput and 2) for RC and LS

protocols which already read locally, ALRs would enhance them

with linearizability under asynchrony while resulting in a negligible

throughput decrease and just a small latency increase (in the local

area network that we target).

We next corroborate our hypotheses by evaluating a representa-

tive protocol for each of the classes along with its ALR variant. To

do so, we perform a throughput and latency study for each protocol.

Another aspect of local reads is that due to their constant overhead,

they enable performance scaling with more replicas in read-mostly

workloads. We expect that ALRs will maintain this property and

perform a scalability study for each protocol to prove it.

Summary of results. As expected, among the three protocols

evaluated, only Raft-ALR demonstrates performance gains, achiev-

ing signi�cantly higher throughput while preserving linearizability

under asynchrony. Both ZAB-ALR and Hermes-ALR maintain simi-

lar throughput with a modest latency increase. Notably, unlike their

original protocol variants, ZAB-ALR also ensures linearizability,

while Hermes-ALR safely operates under asynchrony.

6.1 Remote-Asynchronous (RA): Raft(-ALR)

Raft steers all reads to the leader. Instead, Raft-ALR o�ers almost-

local reads in all replicas. Our hypothesis is that Raft-ALR achieves

higher throughput, similar latency and better scalability than Raft.

Throughput while varying write ratio. Figure 5 shows the

throughput of Raft and Raft-ALR in million requests per second

(M. reqs/s), while varying the writes. Raft-ALR achieves higher

throughput than Raft, especially at low write ratios. At 2% writes,

Raft-ALR achieves 2.6× higher throughput, 1.8× at 5% writes. This

is because in Raft, all reads must be executed by the leader, while in

Raft-ALR, all replicas read locally, as long as they wait for a light-

weight sync per batch of reads. The bene�t of Raft-ALR naturally

declines beyond 20% writes, as remote writes at higher write rates

involving all replicas dominate the cost. Notably, the throughput

bene�t comes while also o�ering linearizability under asynchrony.

Latency while varying load. Figure 6 shows the average and

99th% latency for Raft and Raft-ALR at 2% write ratio, while varying

the load. At same load (both at 55 M. reqs/s) the average and tail

latencies of Raft (8Ćĩ and 25Ćĩ) and Raft-ALR (15Ćĩ and 33Ćĩ) are

very close. As the load increases, Raft’s leader gets overwhelmed,

reaching a tail latency of 47Ćĩ at its maximum throughput. At the

same load Raft-ALR provides lower tail latency. Speci�cally, Raft-

ALR achieves more than 2× the throughput (156 M. reqs/s) for

about the same tail latency, but higher (yet low overall) average

latency. This is expected as Raft-ALR is able to load balance its

reads across all replicas, alleviating the load on the leader.

Scalability study. Figure 7 shows the throughput of Raft(-ALR) at

2% and 10% writes, when deploying 3, 5, and 7 replicas. This �gure

validates our hypothesis that almost-local reads allow Raft-ALR

to scale its throughput with more replicas better than Raft, which

steers all reads to the leader. Naturally, as the replicas increase, the

work required to execute a write increases linearly with them, since

the write must be applied to all replicas. Conversely, reads should

scale gracefully with more replicas. However, Raft cannot scale

its throughput with more replicas even at 2% writes. Under more

writes (e.g., 10%), the throughput degrades when adding replicas.

Conversely, Raft-ALR scales its throughput with more replicas at

lowwrite ratios (e.g., 2%). At 10% writes, Raft-ALR slightly increases

performance (5 replicas) and keeps the same performance (7 repli-

cas) compared to 3 replicas while o�ering greater fault tolerance.

Summary. Enhancing Raft with ALRs yields signi�cant through-

put gains and better scalability, while achieving similar latency

without forfeiting linearizability or asynchrony.
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Figure 8: ZAB vs. ZAB-ALR throughput. [5

replicas, varying write ratio]

Figure 9: ZAB vs. ZAB-ALR latency. [5 repli-

cas, 2% writes, varying load]
Figure 10: ZAB vs. ZAB-ALR scalability. [2%

and 10% writes, varying replicas]

6.2 Relaxed-Consistency (RC): ZAB(-ALR)

ZAB executes reads locally but o�ers weaker consistency. ZAB-

ALR o�ers linearizability under asynchrony via almost-local reads.

Our hypothesis is that ZAB-ALR matches ZAB’s throughput and

scalability, but has higher read latency.

Throughput while varying writes. Figure 8 shows the through-

put of ZAB and ZAB-ALR, while varying writes. The throughput

of ZAB-ALR is within 4% of ZAB for 1% writes and within 2% at 5%

writes. This small gap closes as the writes increase and more read

batches in ZAB-ALR exploit timely writes. Because ALRs leverage

timely writes, the batch size shrinks with the write ratio. For exam-

ple, with 10% and 25% writes, 9 and 3 reads are ALR-batched (on

average) per write. At 50% writes, both protocols o�er the same

throughput (24 M. reqs/s). This indicates that the throughput of

almost-local reads approaches that of pure local reads.

Latency while varying load. Figure 9 shows the average and

99th% latency for ZAB(-ALR) at 2% write ratio. As expected, ZAB-

ALR has higher latencies. This is because the linearizable almost-

local reads inevitably include network communication, unlike ZAB’s

relaxed local reads. Still, ZAB-ALR’s average and tail latencies are

tight and low. In practice, the average and tail latency are below 27Ćĩ

and 50Ćĩ , respectively, even under high load (e.g., 150 M. reqs/s).

Scalability study. Figure 10 shows the throughput of ZAB and

ZAB-ALR at 2% and 10% writes, when scaling replicas. The premise

was that almost-local reads a�ord the same scalability as local reads.

Here, ZAB-ALR scales its throughput similarly to ZAB. Speci�cally,

ZAB and ZAB-ALR scale as the number of replicas increase at 2%

writes. At 10%writes, both provide a minimal performance improve-

ment when scaling from 3 to 5 replicas and a small performance

degradation when scaling to 7 replicas.

Summary. The above experiments showed that ZAB-ALR incurs

slightly higher latency compared to ZAB, but matches its through-

put and scalability while o�ering linearizability.

6.3 Local-Synchronous (LS): Hermes(-ALR)

Hermes o�ers linearizable local reads from all replicas, but under

synchrony. Hermes-ALR enables linearizable almost-local reads

under asynchrony. Our hypothesis is that Hermes-ALR matches

Hermes’ throughput and scalability, but has higher latency, due to

the round-trip in almost-local reads.

Throughput while varyingwrites. Figure 11 shows the through-

put of Hermes(-ALR), while varying the write ratio. Hermes-ALR

comes within 11% of Hermes throughput for 1% writes and within

5% at 5% writes. As the write ratio (and timely writes) increase, the

gap closes. At 50% write ratio they both o�er the same throughput

(39.5 M. reqs/s). This con�rms our hypothesis that almost-local

reads introduce a minimal throughput cost over pure local reads.

Latency while varying load. Figure 12 shows the average and

99th% latency for Hermes and Hermes-ALR under varying loads

(throughput) with a 2%write ratio. As expected, Hermes has the low-

est average and tail latencies across all protocols (below 25Ćĩ even

at maximum load) since Hermes follows a load-balanced design

that avoids hotspots, ensuring that no single replica gets overloaded

and causes latency spikes. As expected, Hermes-ALR has higher

latencies due to the additional steps needed to verify the consis-

tency of the replica con�guration after performing local reads. Still,

Hermes-ALR maintains low average and tail latencies: 24Ćĩ and

53Ćĩ for 166 M. reqs/s and below 100Ćĩ even under maximum load.

Scalability study. Figure 13 shows the throughput of Hermes and

Hermes-ALR at 2% and 10% writes, when scaling the replication

degree. Hermes-ALR matches the scalability of Hermes, showing

that almost-local reads a�ord similar throughput scaling to local

reads. Speci�cally, Hermes and Hermes-ALR scale as the number

of replicas increases for both 2% and 10% write ratio. As expected,

scaling provides higher performance bene�t in lower write ratios.

Summary. The above studies demonstrated that Hermes-ALR

incurs a small latency cost compared to Hermes but matches its

throughput and scalability, while being safe under asynchrony.

6.4 Sensitivity analysis using Hermes(-ALR)

We selected Hermes—the protocol where ALRs exhibit the highest

overhead—for a series of sensitivity studies. These studies evaluate

performance with a larger dataset (up to 64 million records, the

maximum supported by Hermes’ underlying datastore) and assess

the overhead of ALRs across varying record sizes (32B, 256B, and

1KB). Finally, we analyze the impact of skewed data accesses using

Zip�an workload (with exponent a=0.99) modeled after real-world

scenarios as de�ned in the YCSB benchmark [34].

Dataset size. Figure 14 demonstrates that Hermes-ALR incurs low

overhead compared to Hermes at 1–10% write ratios, particularly

with larger datasets. This suggests that at lower write rates and

larger datasets, which result in more memory accesses, the cost

of ALRs is further reduced. For write ratios exceeding 20%, the

write cost dominates, and the throughput between Hermes-ALR

and Hermes matches for both dataset sizes.
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Figure 11: Hermes vs. Hermes-ALR through-

put. [5 replicas, varying writes]

Figure 12: Hermes vs. Hermes-ALR latency.

[5 replicas, 2% writes, varying load]
Figure 13: Hermes vs. Hermes-ALR scalabil-

ity. [2% and 10% writes, varying replicas]

Value size. Figure 15 shows that the throughput gap of Hermes

and Hermes-ALR is small for smaller record sizes (32B) and becomes

even smaller as the record size increases (256B and 1KB). This shows

that the relative cost of ALRs diminishes with larger records, as

data transfer and processing outweighs the amortized sync cost.

Uniform vs. skewed (YCSB). Figure 16 shows that under both

uniform and skewed access patterns (as de�ned by the YCSB bench-

mark), the throughput gap between Hermes and Hermes-ALR is

small at low write ratios (<10%) and narrows further as the writes

increase, closing beyond 10%. This suggests that the coordination

overhead of ALRs remains minimal and is not signi�cantly in�u-

enced by workloads following real-world skewed accesses. Notably,

the throughput under skew is higher than the uniform because

Hermes(-ALR) coalesce requests to the popular keys [66].

Summary. The studies show that even for protocols like Hermes,

where ALRs exhibit relatively higher overhead, the performance

impact remains minimal. Across varying dataset sizes, record sizes,

and access patterns, Hermes-ALR maintains similar trends and high

throughput, with the gap closing at around 10% write ratios.

7 RELATED WORK
We �rst focus on practice by elaborating on existing protocols and

systems that can be improved via our exposed three-way trade-

o� and ALRs. Subsequently, we detail existing theoretical results

relevant to the L
2
AW impossibility before discussing ALRs.

7.1 Practice: Protocols and systems

Some crash-tolerant systems relax one or more L
2
AW properties

and their design can be improved by applying our ALR techniques to

provide linearizability, asynchrony, and almost-local reads. Notably,

this work focuses solely on the performance of reads; optimizing

writes is out of scope and is left as future work.

Local-Synchronous (LS). Most protocols here use leases to en-

able local reads without sacri�cing linearizability. Leases typically

protect either the elected leader [27, 30, 85, 128] or the whole replica

con�guration [16, 19, 28, 35, 39, 66–68, 95]. The Eager-ALR scheme

can be applied to these protocols to eliminate the need for syn-

chrony and ensure safety when time bounds no longer hold.

Alternatively, failure detectors [29], such as those used in Chain

Replication [123] and Quema et al.[53], could enable linearizable

local reads. However, even weaker failure detectors cannot be im-

plemented in asynchrony[105]. We believe these protocols could

replace their fault detectors with the Eager-ALR scheme, possi-

bly combining it with con�guration-based algorithms like Vertical

Paxos [79], Virtual Synchrony [20], or Alistarh et al.’s proposal [6].

Further exploration of this approach is left for future work.

Relaxed-Consistency (RC). Some crash-tolerant protocols that

allow for local reads under asynchrony are not L
2
AW-optimal,

as they o�er weaker consistency – e.g., eventual or read-your-

writes [24, 33, 110, 111, 113, 118, 122]. We focus on those providing

more intuitive guarantees. Most SMR and atomic broadcast protocols

o�er sequential consistency while executing local reads [21, 59, 103,

107]. These protocols can apply Lazy-ALRs to ensure linearizability

under asynchrony. As shown in our evaluation, this enhancement

over ZAB comes at a small cost in latency while delivering almost

the same throughput and the strongest consistency.

Remote-Asynchronous (RA). To the best of our knowledge,

besides protocols enhanced with our ALR schemes, there are no

asynchronous crash-tolerant protocols o�ering linearizable almost-

local reads from all replicas. There exist numerous crash-tolerant

protocols that o�er linearizable but costly remote reads from one or

more replicas [9, 11, 20, 26, 31, 36, 43, 69, 70, 75–78, 83, 92–94, 100,

102, 108, 126], thus incurring a signi�cant penalty on read-dominant

workloads. Most of these protocols follow the SMR scheme and can

use Lazy-ALRs to boost their performance without compromises.

7.2 Theory: Relevant impossibility results

Transactions. Several recent works explored the performance

limits of read-only transactions [8, 37, 71, 87, 88, 120]. L
2
AW studies

the limits of reads over a simple register; thus, it is a stronger im-

possibility in that respect. Although ALRscould be used to improve

read-only transactions, that is outside of the scope of this work.

Atomic registers. Several works involve (a)synchrony and read

performance in atomic (linearizable) read/write registers. Attiya

& Welch [12] showed that in synchronous, non-crash-tolerant reg-

isters, some reads cannot be local, establishing a lower bound for

the worst-case read. In this context, coherence protocols o�er lin-

earizable local reads, boosting multiprocessor performance [98]. In

§ 3.3, we discuss other distributed protocols, such as ccKVS [46].

The closest results to ours are that of asynchronous crash-tolerant

atomic registers. Dutta et al.[41] showed that it is impossible to con-

struct a crash-tolerant atomic register where both reads and writes

complete in one round-trip. Schwarzmann et al.[49] extended this,

showing that it’s also impossible for each read to complete fast.

These results imply that all asynchronous implementations need

more than one round-trip for some reads to multiple replicas, setting

a worst-case bound on reads. However, they don’t reveal how fast
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Figure 14: Hermes vs. Hermes-ALR - small

(1M) and large (64M) dataset. [5 replicas]
Figure 15: Hermes vs. Hermes-ALR through-

put varying record size. [5 replicas]

Figure 16: Hermes vs. Hermes-ALR uniform

and YCSB skewed (zip�an a=0.99) accesses.

any reads can be, nor whether a replica can serve any linearizable

read locally. Recently, Schwarzmann et al. [55] emphasized the need

for studying e�cient implementations with some linearizable local

reads. The L
2
AW proves that such implementations are impossible.

FLP. The FLP impossibility [45] concerns the problem of consensus.

It asserts that a crash-tolerant asynchronous implementation cannot

always attain agreement (i.e., all nodes must decide the same value)

and termination (i.e., all non-crashed nodes eventually decide). In

short, the FLP presents a tradeo� between safety and liveness on

consensus under crashes and asynchrony. The L
2
AW theorem as-

sumes a similar context, where up to one crash might occur under

asynchrony. However, the L
2
AW focuses on a tradeo� between the

safety and performance (i.e., read locality) of a read/write register.

CAP. As in L
2
AW, the CAP theorem [23, 50] identi�es a three-way

tradeo� for read/write registers under asynchrony, stating that no

implementation can always achieve all three: (1) linearizability, (2)

availability, and (3) partition tolerance. In partitioned networks,

systems must sacri�ce either linearizability or read/write progress.

The CAP does not address read locality. In its crash-free context,

protocols like a crash-free variant of Raft can o�er linearizable local

reads and writes during partition-free execution and even continue

serving local reads in a sub-partition if the leader remains connected.

In contrast, L
2
AW proves that under asynchrony, no crash-tolerant

protocol can provide a single linearizable local read—even without

partitions or crashes—highlighting a stricter impossibility than CAP,

which only forfeits safety or progress during network partitions.

Abadi [3] extended CAP informally, suggesting a consistency-

latency tradeo� without fault tolerance. Yet, systems exist that

support linearizable local reads in non-fault-tolerant settings (§ 3.3).

L
2
AW better captures this tradeo�, showing that crash-tolerant al-

gorithms cannot achieve linearizable local reads under asynchrony.

7.3 Related work and discussion on ALRs

ALRs vs. traditional batching. Traditional batching improves

read throughput, albeit imposes network and remote replica com-

pute cost linear to the batch size. The key idea of ALR-batching is

that each batch’s network and remote replica compute cost is small

(or zero – with timely writes) and independent of the reads batched.

Thus, ALRs nearly match the throughput and scalability of local

reads. Note that our evaluation shows ALRs o�ering bene�ts on

top of protocols that already heavily exploit traditional batching.

ALRs vs. alternatives to async. linearizability. Syncs in ALRs

may resemble write-back rounds, which ensure linearizable reads

in atomic register protocols like ABD [12, 91]. Contrary to ALRs,

write-backs incur substantial network and processing costs on every

replica for each read – even if traditional batching is applied.

In contrast to ZAB, where each client must issue an individual

empty write to ensure its subsequent read is linearizable, a process

that degrades programmability and performance, ALR-batches con-

solidate reads from all clients. Moreover, ALRs piggyback those

batches with local (timely) writes to achieve linearizability at zero

extra network or remote replica computation costs, and without re-

quiring programmer intervention. Our evaluation shows that ALRs

nearly match the throughput and scalability of ZAB’s local, sequen-

tially consistent reads without requiring empty writes. ALRs also

apply to other protocols (e.g., lease-based protocols like Hermes).

Coordination avoidance. Several works in distributed trans-

actional systems target to reduce coordination among nodes (e.g.,

via locks, leaders, or leases) while preserving transactional guar-

antees [13, 14, 35, 60, 64, 81, 101, 119, 121, 125, 127]. These works

either relax consistency, or asynchrony, or fail to perform (almost-

)local reads. None of these works o�ers linearizable (almost-)local

reads under asynchrony. In contrast, ALRs minimize the coordina-

tion cost via almost-local reads without compromising consistency

or asynchrony (but do not support transactions).

(Non-)applicability of ALRs. ALRs apply to leased-based and

SMR protocols, as explained in § 4. However, they are not applicable

to (decentralized majority-based non-SMR) protocols like ABD. We

have explored lowering the read cost in such protocols, but we

could not make it zero-cost or batch-size-independent as in ALRs.

8 CONCLUSION
We demonstrated the fundamental tradeo� between the consis-

tency, asynchrony, and performance of crash-tolerant protocols.

Guided by this result, we introduced almost-local reads which en-

able linearizable, asynchronous reads that are nearly as performant

as local reads. We evaluated eager and lazy schemes of ALRs on a

broad range of crash-tolerant protocols, demonstrating high perfor-

mance without compromising asynchrony or consistency. We hope

that our result will guide future system and protocol designers and

that ALRs will help accelerate existing and new replicated systems

while delivering strong consistency under asynchrony.
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