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ABSTRACT

TrueTime clocks (TTCs) that offer accurate and reliable time within

limited uncertainty bounds have been increasingly implemented in

many clouds. Multi-region data stores that seek decentralized syn-

chronization for high performance represent an ideal application of

TTC. However, the co-designs between the two often failed to real-

ize their full potential. This paper proposes K2, a multi-region data

store that explores the opportunity of using TTC for distributed

transactions. Compared to its pioneer, Google Spanner, K2 aug-

ments TTC’s semantics in three core design pillars. First, K2 carries

a new timestamp-generating scheme that is capable of providing a

small time uncertainty bound at scale. Second, K2 revitalizes exist-

ing multi-version timestamp-ordered concurrency control to realize

multi-version properties for read-write transactions. Third, K2 in-

troduces a new TTC-based visibility control protocol that provides

efficient reads at replicas. Our evaluation shows that, K2 achieves

an order of magnitude higher transaction throughput relative to

other geo-distributed transaction protocols while ensuring a lower

visibility delay at asynchronous replicas.
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1 INTRODUCTION

Recent years havewitnessed the growing popularity of multi-region

data stores. Distributed transactions and strong consistency (e.g.,

strict serializability) have been advocated in these stores for their

powerful ACID semantics and their ability to provide an excellent

abstraction of programming in a single-threaded model. However,

their performance is often criticized due to the high cost of transac-

tion coordination across geographic distances. Fortunately, True-

Time clocks (TTC) have emerged and been deployed by multiple
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cloud providers [6, 19, 30, 36]. TTC offers precise timestamps for dis-

tributed events with a constrained uncertainty bound. Thus, we can

identify the orders of two independent events without coordination

if their timestamps (and uncertainty bound) do not overlap.

Our paper tries to answer a natural question: can we achieve high

performance for strictly serializable transactions (i.e., providing

ACID semantics with the strongest consistency guarantees) in a

multi-region data store with TTCs? To answer this question, we

present the design and implementation of K2, a multi-region data

store that leverages TTC to run transactions efficiently.

To our knowledge, prior to K2, Google Spanner [6] was the

first global-scale data store that leverages TTC to optimize geo-

distributed transactions. Specifically, Spanner uses TTC to imple-

ment its multi-version data store, providing non-blocking snapshot

reads based on TTC timestamps. Technically, Spanner coordinates

read-write transactions via a classical two-phase locking protocol

and commits transactions using two-phase commits. To eliminate

the coordination for read-only transactions, Spanner implements

TrueTime API to assign a commit timestamp for each read-write

transaction and uses this timestamp to index generated data ver-

sions. By doing so, Spanner can execute each read-only transaction

on a specific snapshot by directly comparing its start timestamp

to the timestamps of data versions. As the comparison is fully de-

centralized and the order between transactions strictly follows the

order posed by TrueTime API, Spanner achieves strict serializability
(a.k.a external consistency or linearizability) with moderate cost.

Compared to Spanner, K2 takes a step further and augments the

use of TTC in three core design pillars. The first innovation ( 1 ) is

that K2 introduces a new batch scheme for timestamp generation.

A strawman approach (used in Spanner) for implementing True-
Time API lets each machine regularly calibrate its local clock with

an accurate time source (called time master). Thus, each machine

can generate high-precision timestamps and calculate their corre-

sponding time uncertainty bounds based on local clocks. However,

maintaining TTC on each machine can be inefficient and expensive

since ordinary servers (equipped with quartz clocks) can have a

big clock drift (e.g., 200𝑝𝑝𝑚), and the clock calibration frequency

should be configured in a low setting (e.g., 30𝑠 in Spanner) due to

limited synchronous channels of time master. As a result, it can

contribute to a large uncertainty bound (e.g., 7𝑚𝑠 in Spanner).

Instead of equipping TTC to all machines, K2 implements a TTC

Oracle, which consists of a cluster of PTP servers [11] in each data
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center. A PTP server can have a small time uncertainty bound

by frequently calibrating its clock with the time master, resulting

in microseconds (𝜇𝑠) clock accuracy [28]. This is enabled by two

factors: first, maintaining a small TTC Oracle cluster size mitigates

the synchronous channel bottleneck; second, a new hardware clock

is deployed on each PTP server’s network card so that most latency-

sensitive paths for clock calibration are in hardware.

K2 features a new timestamp batching algorithm (called K2-TB)

to allocate timestamps for ordinary servers from TTCOracle. Specif-

ically, with K2-TB, once an ordinary server receives a timestamp

from remote TTC Oracle servers, it derives a batch of timestamps

and acts as a proxy for issuing timestamps to transactions. K2-TB

introduces two benefits: (1) it prevents most requests from getting

timestamps remotely, reducing timestamp requesting latency; (2)

it relieves the workloads of TTC Oracle. A small TTC Oracle clus-

ter is sufficient to support large-scale workloads, benefiting clock

synchronization and timestamps’ scalability.

For correctness, each batch has a limited time to live (TTL) to

avoid generating significantly old timestamps. Since multiple ordi-

nary servers can hold batches with overlapped windows and issue

timestamps concurrently, K2 uses a new timestamp synthesizing

method and restricts minimal transaction latency by commit wait.

We formally analyze the relationship between TTL and commit

wait time (CWT) in §4.3. In particular, CWT is commonly used

in TTC-based transaction systems [6, 38] to provide consistency

guarantees by enforcing transactions to wait out time-uncertainty

bound before committing. We revitalize this mechanism in K2-TB.

K2-TB does not significantly amplify CWT. A small batch size is

sufficient for realizing high performance. On the contrary, thanks to

the design of TTC Oracle, K2-TB can provide efficient timestamping

service with small uncertainty bounds at scale.

The second innovation of K2 ( 2 ) is leveraging TTC to realize

multi-version features for read-write transactions. K2 redesigns

the existing multi-version timestamp ordering (MVTO) protocol to

fully leverage TTC’s capabilities and further optimizes the proto-

cols for multi-regions. Compared to Spanner, K2-MVTO tolerates

more concurrency on read-write transactions by allowing read-

ers to make progress regardless of concurrent writers. Specifically,

in K2-MVTO, a transaction gets its timestamp at the beginning,

uses it for ordering, and applies it as the index of committed data

versions. Since start timestamps have already established a total

order between transactions, K2-MVTO eliminates the need to use

commit timestamps. By doing so, K2-MVTO fundamentally avoids

write-write conflicts and carries on a deadlock-free design (§5.2).

The third design innovation ( 3 ) is a new TTC-guided visibility

control protocol (called K2-VCR). Multi-region data stores typically

deploy cross-region replicas asynchronously to facilitate near-client

reads. For instance, Spanner implements both stale and strong (lin-

earizable) reads on its read-only replicas [5]. To ensure consistency,

Spanner introduces a safe timestamp mechanism, which guaran-

tees all transactions with a commit timestamp smaller than the safe

timestamp have been committed and replicated. Using safe times-

tamps, a straightforward method for serving reads at replicas is to

have a read-only transaction wait until the safe timestamp exceeds

the read timestamp. However, increasing safe timestamps becomes

inefficient if a transaction is prepared on the primary nodes but not

committed, because Spanner cannot determine if the transaction

will eventually be committed or not and does not know its specific

commit timestamp, either. As a result, Spanner can introduce a large

visibility delay at replicas. Generally, Spanner suggests users use a

minimum staleness of 10𝑠 to benefit from non-blocking reads [9].

K2-VCR addresses this issue by co-designing with K2-MVTO.

In particular, K2-VCR lets safe timestamps grow in a staggered

approach (called epochs). Epochs are divided on each node indepen-

dently by TTC time. An epoch’s interval is manually configurable,

TTC-based, and will not be dragged by long-running transactions.

The tricky is that, asK2 has eliminated commit timestamps and does

not use commit timestamps to index data versions, a slow commit

transaction (e.g., prepared but not committed) can always calculate

its epoch collaboratively between the data nodes and coordinator as

long as its provisional results are not visible before commit. Based

on such an observation, K2-VCR conducts a fine-grained visibility

control to consistently assign epochs to read-write transactions and

then use the generated epochs to serve reads at replica (§6.5).

Contribution. Our main contribution is K2, a multi-region data

store that supports efficient distributed transactions over TTC. We

deeply exploit the opportunity and performance benefits of using

TTC in distributed transactions. We implement K2 and compare it

with state-of-the-art designs that are used in advanced multi-region

data stores. Our evaluation shows:

• K2-TB is efficient and scalable. K2-TB has the capacity to issue

10
5
timestamps per second per core while ensuring a relatively

small uncertainty bound (e.g., 400𝜇𝑠).

• K2-MVTO achieves an order of magnitude better performance

than other TTC-based transaction protocols (i.e., d2PL-TTC) and

outperforms other MVTO-based works (e.g., MVTO-HLC) by

2.32× in TPC-C while ensuring stronger consistency.

• K2-VCR can achieve a low visibility delay under a typical de-

ployment without artificially aborting transactions.

2 BACKGROUND AND MOTIVATION

2.1 Why we need TrueTime Clocks?

Versioning is one of the fundamental techniques for concurrency

control. In OLTP, multi-versioning enables read-only transactions

to access older tuple versions, while read-write transactions can

simultaneously create new ones. Time is widely used for versioning.

We classify existing approaches into three categories.

Using TrueTime for Versioning. TrueTime provides strict mono-

tonicity across a whole system. Existing works use commit times-

tamps for versioning. To preserve real-time order over uncertainty

bounds, transaction protocols should introduce a commit wait to

distinguish two overlapped transactions. For instance, Spanner [6]

uses TrueTime API to assign a commit timestamp to each transac-

tion and wait out uncertainty-bound in the commit phase so that a

committed data version is always indexed with a timestamp that

has gone into the past. Compared to Spanner, K2 improves the use

of TTC by proposing a new timestamp generation scheme (§4) and

optimizing its transaction (§5) and snapshot protocols (§6).

Using Logical Time for Versioning. A straightforward solu-

tion for generating logical timestamps is through a timestamp

oracle (TSO). TSO is widely adopted for simplicity and manage-

ability [2, 17, 33, 37, 47]. With TSO, time is determined through a

centralized clock cluster. Each transaction has a start timestamp
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Figure 1: K2’s TTC Oracle Architecture.

as its transaction ID to sort all transactions in a globally consis-

tent order. After that, transactions are executed in an order-before-

execution manner. Nevertheless, TSO incurs two significant flaws,

which are extremely severe in multi-region deployments: first, ob-

taining timestamps from a remote region will cause large network

latency (e.g., 50𝑚𝑠); second, centralized clocks face fault-tolerant

challenges. To achieve high availability, a typical design backs up

its TSO with consensus (e.g., Paxos [20]). Then, the TSO cluster

cannot serve any timestamps during the re-election period when

failures are suspected, which can be long due to the cross-region

communication being involved.

Distributed logical clocks are proposed to overcome the problem

of centralized TSO. For instance, Lamport Clock [22] lets each node

maintain a counter that is incremented whenever a local event

occurs. When a message is sent, the counter value is included in

the message. The receiving node then updates its counter to be the

maximum of its current counter and the counter received in the

message. This ensures that the order of events is consistent across

all nodes. Implementing Lamport Clock (or its variants, e.g., vector

clocks [33]) for distributed transactions provide causality but not

strict serializability (or linearizability), which can be a limitation

for time-sensitive applications [28].

Deterministic concurrency control [3, 12, 14, 16, 26, 27, 29, 34, 44,

50], which orders transactions before executions and lets transac-

tions execute in a deterministic order, can be regarded as a special

subcategory that uses logical time for versioning. For instance,

Calvin [44] implements a sequencing layer to intercept transac-

tional inputs and places them into a global sequence. Detock [29]

deterministically constructs a dependency graph to track partial

order between transactions [27]. However, all recent proposals

have limited or no support for interactive transactions, thereby

preventing their use in many industrial deployments.

Using Hybrid Time for Versioning. A Hybrid Logical Clock

(HLC) combines physical and logical clocks, providing a timestamp-

ing mechanism that captures both the ordering of events (like logi-

cal clocks) and a coarse-grained actual time (like physical clocks).

Technically, HLC provides causality tracking through its logical

component to provide strict monotonicity and can provide snapshot

reads (with bounded staleness) through its physical component.

In recent years, HLC has been considered in various data stores.

For instance, CockroachDB [41] uses HLC to generate both start and

commit transaction timestamps and uses the commit timestamps to

index data versions. DST [46] proposes a hybrid timestamp mecha-

nism to support snapshot reads with bounded staleness. However,

as HLC still relies on logical components to track causality (i.e.,

the same as distributed logical clock), it’s difficult for HLC-based

designs [3, 10, 41, 43, 46, 48, 49] to achieve linearizability at a mod-

erate cost. As a result, many existing works opt to support weaker

consistency. For instance, CockroachDB implements single-key lin-

earizability, i.e., a consistency model weaker than linearizability.

Region A Region B
TTC

Oracle

Shared
Storage SSD Node SSD Node Shared

Storage SSD Node SSD Node

TTC
Oracle

Data Node

Primary Partition 1
Backup Partition 2

...

User Apps Timestamp
(§4)

Recorder
Read Version TrackerWrite Streams

Transaction
Protocol (§5)

Global
Databus

Data Node

Backup Partition 1
Primary Partition 2

...

Replayer

Epoch Manager

Read at
Replica (§6)

User Apps

Visibility Controler

Timestamp
(§4)

Coordinator NodesCoordinator Nodes

Figure 2: K2’s system architecture.

CockroachDB does not guarantee that the ordering of transactions

touching disjoint key sets will match their ordering in real-time.

Takeaways. Both logical and hybrid time have some limitations in

supporting multi-versioning, especially when linearizability is re-

quired. TrueTime offers a promising solution for strongly-consistent

versioning in geo-distributed transactions at a moderate cost.

2.2 How to deploy TrueTime Clocks?

To synchronize with physical time, TrueTime Clocks (TTCs) typi-

cally rely on a global navigation satellite system (GNSS) to provide

the time synchronization source and use atomic clocks for high

availability. We call such a fault-tolerance time source a time master.

Each data center has a time master to synchronize ordinary clocks

inside the data center. As clocks on servers always drift over time,

two major factors impact the size of the time uncertainty bound (𝜖):

synchronization frequency (F ) and maximum drift rate (D). An 𝜖

can be calculated as follows, where 𝜖𝑏𝑎𝑠𝑒 is a small constant (a few

nanoseconds) that accounts for noise [24]: 𝜖 = 𝜖𝑏𝑎𝑠𝑒 + F × D.

Spanner [6] sets the synchronization frequency as 30𝑠 and as-

sumes a maximum drift rate as 200𝜇𝑠/𝑠 (i.e., 200𝑝𝑝𝑚), contributing

to 7𝑚𝑠 in 𝜖 . After Spanner, many works have been proposed to

optimize 𝜖 by either improving synchronization methods or squeez-

ing the maximum drift rate assumption. For instance, the precision

time protocol (PTP) clock [11] introduces a new hardware clock

on the network card. The network card can capture synchroniza-

tion packets upon arrival to align the PTP clock with the server.

It eliminates the inaccuracy introduced by software jitter and im-

proves standard synchronization frequency. DTP [23] further mod-

ifies the Ethernet physical layer to facilitate message exchanges

at the microsecond frequency. Sundial [24] leverages specialized

hardware that synchronizes every 100𝜇𝑠 and performs fast failure

detection. Graham [28] uses a learning method to characterize com-

puter clocks automatically and uses the characterization to reduce

the maximum assumed drift from 200𝜇𝑠/𝑠 to 100𝑛𝑠/𝑠 .
Our Solution. In K2, we choose to deploy a cluster of PTP servers

as TTC Oracle in each data center and let ordinary servers request

timestamps from TTC Oracle. We do not directly equip each server

with TTC for three practical reasons. First, while PTP servers have

been available in major clouds [19, 30, 36], ordinary servers (that do

not have a hardware clock on the network card) remain. Upgrading

all NICs for existing machines is neither easy nor cost-efficient.

Requesting a small size of PTP cluster reduces the deployment cost

and improves the applicability of K2. Second, a small PTP cluster
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mitigates the bottleneck caused by the limited synchronization

channels on the time master. Generally, a time master with fewer

active channels can support a higher synchronization frequency.

Typically, the synchronization frequency (F ) of a time master is

inversely proportional to the number of active channels [18]. Third,

a stand-alone PTP cluster simplifies fault tolerance and further

reduces software and network jitters in clock synchronization.

We show an overview of our solution in Figure 1. In particular, we

use the BeiDou Navigation Satellite System (BDS) as a reliable and

accurate timing resource. TTCs are synchronized with time master

(a BITS clock [18]) using PTP to deliver precise timestamps with a

small uncertainty bound. Like Spanner, we assume a conservative

value for the maximum clock drift rate (i.e., 200𝜇𝑠/𝑠) to tolerate

frequency variations across a wide range of temperatures. TTC

Oracle servers are synchronized with the BITS clocks at a high

frequency (1/24). Consequently, we have an uncertainty bound (𝜖)

for timestamps generated by TTC Oracle as 100𝜇𝑠 , which tolerates

eight loss of synchronization message (i.e., 8 × 1/24𝑠 × 200𝜇𝑠/𝑠). If
more synchronization messages are lost, the affected TTC server

becomes temporarily unavailable via a timeout mechanism.

Takeaways.Many advanced clock synchronization methods can

achieve a small uncertainty bound (e.g., sub-microseconds). TTC

Oracle is a cost-efficient approach for deploying TrueTime clocks.

3 SYSTEM MODEL AND ARCHITECTURE

Figure 2 shows K2’s architecture over two regions A and B. Basi-

cally, K2 shares a similar high-level architecture with other state-

of-the-art multi-region data store systems (e.g., Spanner and Cock-

roachDB). The system is deployed across multiple geographic re-

gions. A region comprises servers linked through a low-latency

network, generally located within one data center or across several

data centers situated near one another. The network between dif-

ferent servers (either intra-region or cross-region) is asynchronous:

packets can be dropped, reordered, or delayed. Ordinary servers

(i.e., coordinator nodes and data nodes) do not have synchronized

clocks. A stand-alone server cluster (i.e., TTC Oracle, Figure 2) is

equipped with a TrueTime clock by frequently calibrating time with

timing sources (i.e., a BITS clock, §2.2).

As a distributed database,K2 divides data into multiple partitions,

with each partition having a primary copy assigned to one region.

Partitions are handled by data nodes. We call a data node holding

primary partitions as a primary data node; otherwise, we call it a

replica node. K2 adopts a cloud-native architecture. An underly-

ing shared storage layer handles data persistence and intra-region

fault tolerance. Cross-region replica data nodes are materialized by

replaying logs from primary data nodes.

To execute a transaction, a user can send the transaction to its

closest region. The first server that receives a transaction becomes

its coordinator. Then, the coordinator requests a start timestamp

using our timestamp algorithm (called K2-TB, see §4) and uses this

timestamp to resolve transaction conflicts and versioning data. K2

executes read-write transactions over primary partitions using our

new transaction protocol (called K2-MVTO, see §5), while read-only

transactions can be executed over both primary and replica nodes.

When reading from replica nodes, K2 uses a new visibility control

algorithm for efficiency and correctness (called K2-VCR, see §6).

Coordinator

T start T end

Toracle

T low
Tup

GetTS()

TTC Oracle
ts

Set Commit Wait  Commit Wait Expired

Commit()Try Commit()

765421

3

Ttxntxn txn

oracle oracle

ts

Figure 3: A strawman approach for timestamp generation.

Consistency and Isolation Model. K2 supports general transac-

tions with strict serializability [6, 15, 32], which implies serializabil-

ity for isolation and linearizability for real-time order. Intuitively,

strict serializability provides a total order for all transactions with

respect to the wall-clock time order. Therefore, if a transaction 𝑡𝑥𝑛1
ends (i.e., the wall-clock time for notifying the results of 𝑡𝑥𝑛1 to user

apps) before 𝑡𝑥𝑛2 starts (i.e., the wall-clock time for notifying the

recipient of 𝑡𝑥𝑛2 to user apps), then 𝑡𝑥𝑛1 must appear before 𝑡𝑥𝑛2
in the total order. Consequently, transactions seem to be processed

individually in the sequence they are received [25].

4 TIMESTAMP DESIGN

This section first identifies the properties required by correctness

(§4.1). Next, we present a strawman approach that ensures these

properties (§4.2). Then, we analyze the problem of the strawman

approach and motivate K2-TB (§4.3). Finally, we show K2-TB still

satisfies the correctness of the invariants (§4.4).

4.1 Required Correctness Invariants

As motivated in §2.1, K2 uses TTC timestamps for transaction

ordering and data versioning. Like Spanner, to achieve strict se-

rializability, K2 needs to assign globally meaningful timestamps

to transactions. These timestamps should represent a serialization

order of transactions, and the serialization order must correspond

to their real-time order. Formally, we should ensure an invariant:

Invariant 4.1 (𝑡𝑥𝑛1
𝑟𝑡𝑜→ 𝑡𝑥𝑛2 ⇒ 𝑡𝑠1 < 𝑡𝑠2). If a transaction 𝑡𝑥𝑛1

commits before another transaction 𝑡𝑥𝑛2 starts in wall-clock time,

denoted as 𝑡𝑥𝑛1
𝑟𝑡𝑜→ 𝑡𝑥𝑛2. Then, we have the timestamp of 𝑡𝑥𝑛1 smaller

than that of 𝑡𝑥𝑛2, denoted as 𝑡𝑠1 < 𝑡𝑠2.

This invariant can be safeguarded by enforcing that the given

timestamp of a transaction is always within its lifetime so that the

given timestamp reserves the order relationship between transac-

tions. We take the notation from [6] and use the function 𝑎𝑏𝑠 (𝑒)
to denote the wall-clock time of an event 𝑒 . The function is used

throughout our paper. Formally, considering the property below:

Property 4.1. For any transaction that has a timestamp 𝑡𝑠 , we
must 𝑎𝑏𝑠 (𝑇 𝑠𝑡𝑎𝑟𝑡

𝑡𝑥𝑛 ) < 𝑡𝑠 < 𝑎𝑏𝑠 (𝑇 𝑒𝑛𝑑
𝑡𝑥𝑛 ).

Proof. According to the definition of real-time order, given

𝑡𝑥𝑛1
𝑟𝑡𝑜→ 𝑡𝑥𝑛2, we have 𝑎𝑏𝑠 (𝑇 𝑒𝑛𝑑

𝑡𝑥𝑛1

) < 𝑎𝑏𝑠 (𝑇 𝑠𝑡𝑎𝑟𝑡
𝑡𝑥𝑛2

). Then, Property 4.1
suggests 𝑡𝑠1 < 𝑎𝑏𝑠 (𝑇 𝑒𝑛𝑑

𝑡𝑥𝑛1

) < and 𝑎𝑏𝑠 (𝑇 𝑠𝑡𝑎𝑟𝑡
𝑡𝑥𝑛2

) < 𝑡𝑠2. According to

transitivity, finally, we have 𝑡𝑠1 < 𝑡𝑠2. □

Takeaways. When assigning timestamps to transactions, Prop-

erty 4.1 should be preserved, and Property 4.1 is sufficient to achieve

strict serializability based on these timestamps.
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4.2 A Strawman Approach

When using TTC Oracle for assigning timestamps (§2.2), ordinary

servers (e.g., coordinators, Figure 2) should request timestamps

from TTC Oracle server through an intra-data-center network. A

simple approach is for each coordinator to request a timestamp as

needed. We show a message flow of such an approach in Figure 3.

In Figure 3, the coordinator initiates a new transaction at 1

and obtains a new timestamp for it at 2 . When a TTC Oracle

server receives the request at 3 , the server generates a times-

tamp with an error bound. It guarantees 𝑇 𝑙𝑜𝑤
𝑜𝑟𝑎𝑐𝑙𝑒

≤ 𝑎𝑏𝑠 (𝑇𝑜𝑟𝑎𝑐𝑙𝑒 ) ≤
𝑇
𝑢𝑝

𝑜𝑟𝑎𝑐𝑙𝑒
, where 𝑎𝑏𝑠 (𝑇𝑜𝑟𝑎𝑐𝑙𝑒 ) is the wall-clock time for generating

timestamps. To ensure the transaction’s timestamp is larger than 1

(i.e., 𝑎𝑏𝑠 (𝑇 𝑠𝑡𝑎𝑟𝑡
𝑡𝑥𝑛 ) < 𝑡𝑠 , the left part of Property 4.1), the strawman

approach picks the uncertainty upper bound as the timestamp (i.e.,

𝑡𝑠 = 𝑇
𝑢𝑝

𝑜𝑟𝑎𝑐𝑙𝑒
). Then, as 1 must happen before the time for generat-

ing timestamps, we have 𝑎𝑏𝑠 (𝑇 𝑠𝑡𝑎𝑟𝑡
𝑡𝑥𝑛 ) < 𝑎𝑏𝑠 (𝑇𝑜𝑟𝑎𝑐𝑙𝑒 ) ≤ 𝑇

𝑢𝑝

𝑜𝑟𝑎𝑐𝑙𝑒
= 𝑡𝑠 .

To guarantee the wall-clock commit time is larger than the trans-

action’s timestamp (i.e., 𝑡𝑠 < 𝑎𝑏𝑠 (𝑇 𝑒𝑛𝑑
𝑡𝑥𝑛 ), the right part of Prop-

erty 4.1), we should set a minimal transaction latency and let the

transaction wait for a specific period to enforce 𝑇
𝑢𝑝

𝑜𝑟𝑎𝑐𝑙𝑒
= 𝑡𝑠 <

𝑎𝑏𝑠 (𝑇 𝑒𝑛𝑑
𝑡𝑥𝑛 ). In Spanner, commit wait is achieved by comparing the

ordinary server’s local time with the transactions’ timestamps. If

the difference is smaller than the uncertainty bound, Spanner en-

forces the transaction to wait. However, K2 does not equip ordinary

servers with TTC. The tricky is that even though clocks on ordinary

servers can not tell a precise time, they are good enough to count

a small time interval (even taking clock drift into consideration).

Therefore, as shown in Figure 3, we let a local coordinator set a

commit wait time (CWT) period after getting a timestamp at 4

and check whether the period has expired before committing the

transaction at 5 . CWT is calculated as 2𝜖 × (1 + D), considering
clock drift on ordinary servers. If the check fails, we block the trans-

action until CWT expires. Finally, the coordinator can commit the

transaction at 6 and end the transaction at 7 .

Using commit wait, we have 𝑎𝑏𝑠 (𝑇 𝑡𝑠
𝑡𝑥𝑛) + 𝐶𝑊𝑇 < 𝑎𝑏𝑠 (𝑇 𝑒𝑛𝑑

𝑡𝑥𝑛 ).
According to causality, the time for generating a timestamp must

happen before the time for receiving the timestamp. Thus, we have

𝑎𝑏𝑠 (𝑇𝑜𝑟𝑎𝑐𝑙𝑒 ) < 𝑎𝑏𝑠 (𝑇 𝑡𝑠
𝑡𝑥𝑛). Finally, 𝑡𝑠 = 𝑇

𝑢𝑝

𝑜𝑟𝑎𝑐𝑙𝑒
≤ 𝑎𝑏𝑠 (𝑇𝑜𝑟𝑎𝑐𝑙𝑒 ) +

2𝜖 < 𝑎𝑏𝑠 (𝑇 𝑡𝑠
𝑡𝑥𝑛) +𝐶𝑊𝑇 < 𝑎𝑏𝑠 (𝑇 𝑒𝑛𝑑

𝑡𝑥𝑛 ), satisfying Property 4.1.

K2 Timestamp Batch 

struct TsBatch {
Data Structure:

uint64_t TBBase
uint16_t OracleID

uint8_t  TTLus

uint16_t TSCount
uint8_t  TBNanoSecStep

}
Algorithm:
GetTsFromBatch(batch):

Assert (Not TTLExpired && usedCount < batch.TSCount)

ts(batch.TBEBase + NanoSecAdjust, batch.OracleID)

bool    TTLExpired

return ts

Batch base,  assign TBBase = T       +TTL
TTC Oracle Server ID

Number of ts can be generated 
Step to skip between two ts

TTL of batch (pre-configured)
Verification Flag

1:
2:
3:
4:

NanoSecAdjust = usedCount * batch.TBENanoSecStep

oracle
up

Figure 6: K2’s timestamp batching algorithm.

4.3 Timestamp Batching Algorithm

Optimization Opportunity. Compared to Spanner’s approach

(i.e., deploying TTC on all ordinary nodes), our strawman approach

incurs additional overhead for timestamp assignment, requiring

each transaction to make an extra intra-data-center round trip. In

many real-world workloads, most transactions operate data in the

same data center or even on the same local partitions [1, 7, 46]. Addi-

tional network round trips will notably lengthen the critical section

of transactions and further increase the chance of conflicts, caus-
ing extra transaction aborts or blocking time. It is reported in [46]

that the overhead for getting a timestamp can lead to 10%∼30%
throughput drop, depending on transactions’ execution time.

In Figure 4, we show a latency breakdown for YCSB-T transac-

tions that access data in a single region. Timestamp latency con-

tributes 20.1%∼25.4% to the total latency. Therefore, reducing la-

tency for assigning timestamps is non-trivial [12]. It helps minimize

the contention footprint and thus benefits end-to-end throughput.

Furthermore, a timestamp server has a limited throughput. Our

experiments show a TTC Oracle server can stably generate ∼60𝑘
timestamps per second. To support large-scale workloads (e.g., 300𝑘

transactions per second in Figure 14), TTC Oracle would need to

scale out, incurring additional costs in clock synchronization.

Timestamp Batching. To minimize remote requests and improve

the throughput of timestamp generation, K2 introduces a times-

tamp batching algorithm. Figure 5 shows K2’s timestamp batching

scheme. Before getting a timestamped batch from TTC Oracle, the

coordinator set a time-to-live (TTL). Typically, TTL is set in hun-

dreds of microseconds (e.g., 100𝜇𝑠). For availability, TTL should

be larger than the latency for obtaining a single timestamp from

TTC Oracle (18𝜇𝑠 on average in our experiments, §7.2). Note that

violating this requirement does not harm correctness but results in

getting an expired batch. Then, the coordinator requests a times-

tamp from TTC Oracle via TSBatch. After receiving the timestamp,

the coordinator works as a proxy to assign timestamps for the

following timestamp requests before the TTL expires. The coordi-

nation calculates a series of timestamps from the base timestamp.

After TTL expires, the timestamp batch becomes invalid, and the

coordinator should request a timestamp from the TTC Oracle again.

In particular, the timestamp batch in K2 is structured as Figure 6.

We set the base timestamp for the batch as𝑇
𝑢𝑝

𝑜𝑟𝑎𝑐𝑙𝑒
+𝑇𝑇𝐿 to guarantee

the given timestamp is always bigger than the wall-clock start

time of the transaction. The step between two timestamps in a

batch is suggested by TBNanoSecStep, which is in nanoseconds.

For simplicity, we set the allowed batch size to the same as the
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Figure 7: A comparison of 2PL, MVTO, and K2-MVTO. 2PL causes

blocks in all cases. MVTO and K2-MVTO optimize R-W and W-R

conflict by allowing the reader to access the old version. K2-MVTO

further avoids W-W conflict by allowing multiple temporary writes.

value of TTL, which can be configured in practice. Then, we have

𝑇 𝑙𝑜𝑤
𝑏𝑎𝑡𝑐ℎ

= 𝑇
𝑢𝑝

𝑜𝑟𝑎𝑐𝑙𝑒
+ 𝑇𝑇𝐿 and 𝑇

𝑢𝑝

𝑏𝑎𝑡𝑐ℎ
= 𝑇

𝑢𝑝

𝑜𝑟𝑎𝑐𝑙𝑒
+ 2 ∗ 𝑇𝑇𝐿. Thus, the

number of timestamps that can be generated from the batch (i.e.,

TSCount) can be calculated by 𝑇𝑇𝐿/TBNanoSecStep.
To use a timestamp batch, we first check whether the TTL has

not expired and whether the timestamps in the batch have not

been used up. If the check succeeds, the coordinator generates a

timestamp by adjusting nanoseconds (Line 2-3, Figure 6).

In a rare case, two different coordinators may obtain the same

timestamp batches from different TTC Oracles. To eliminate the

exactly same timestamps, K2 pairs each timestamp with the Oracle

server ID that generates it. If two timestamps are identical, their

Oracle server IDs are compared. These server IDs do not influence

correctness (since we do not use them to ensure Property 4.1) but

facilitate timestamp comparison in our transaction protocol.

4.4 Correctness and Performance Discussion

The correctness intuition is similar to our strawman approach:

timestamps generated from the batch are synthesized with time

upper bounds (𝑇
𝑢𝑝

𝑜𝑟𝑎𝑐𝑙𝑒
+ 𝑇𝑇𝐿), and each transaction waits for its

batch’s time uncertainty to elapse. In particular, the coordinator

should set CWT as 2× (𝑇𝑇𝐿 + 𝜖) × (1+D) for the transaction after

getting its timestamp from the batch, where 𝑇 𝑒𝑛𝑑
𝑏𝑎𝑡𝑐ℎ

is the expired

time of the batch. One may note that CWT can be amplified by

batch size (TTL). However, we find a small batch size is sufficient for

improving performance since we adjust timestamps from a batch

in nanoseconds. For example, if we use 10𝑛𝑠 as a step and 100𝜇𝑠

for TTL, we can generate a maximum of 10, 000 timestamps from

a single batch. Moreover, CWT does not extend a transaction’s

conflict window, as conflicts are resolved prior to the waiting phase.

This distinguishes it from the latency penalty incurred when ob-

taining timestamps from a TTC Oracle server. We formally prove

Property 4.1 still holds with K2-TB in our technical report [40].

5 TRANSACTION PROTOCOL

K2’s transaction protocol (K2-MVTO) is a variant of multi-version

timestamp-ordering transaction protocol. We choose MVTO as a

basic protocol since it imposes the minimal execution constraints

required to ensure serializability [4]. Similar to CockroachDB, K2-

MVTO implements one-phase commits to finalize temporary writes
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Figure 8: K2-MVTO’s transaction procedure.

asynchronously, reducing the commit latency in multi-region envi-

ronments. In addition to using TrueTime in CockroachDB’s proto-

col, K2-MVTO introduces two optimizations to realize its full poten-

tial. First, K2-MVTO assigns each transaction a single timestamp,

combining the start timestamp and commit timestamp together.

It helps reduce the chance of commit wait time (to be explained

in §5.4). Second, based on the first optimization, K2-MVTO imple-

ments a write stream that allows multiple temporary writes on a

single data tuple, resulting in a write-write conflict-free design.

We compare the methods to solve conflicts among two-phase

locking (2PL), MVTO, and K2-MVTO in Figure 7. A lower blocking

time and fewer abort cases indicate better performance. 2PL blocks

transactions to solve conflicts in all scenarios. Existing MVTO de-

sign blocks transactions in write-write (W-W) conflicts since a com-

mit timestamp needs to be determined after the write. Otherwise,

an early write may be given a larger timestamp by its coordinator,

mismatching the serializable order of writes. K2-MVTO overcomes

this restriction by the two aforementioned innovations.

5.1 K2-MVTO Overview

Figure 8 illustrates the procedure of handling a read-write trans-

action (𝑡𝑥𝑛0). The read set is {A, B}, and the write set is {B}. Like

existing MVTO protocol, K2-MVTO assigns each transaction a

unique start timestamp that reflects its position in the serialization

order. To ensure serializability between transactions, K2-MVTO

implements read version trackers (RT) and write streams (WS) to

monitor transaction conflicts. RT and WS track information at the

key level. RT stores information about the reads being performed

on a key, whereas WS records all written intents of ongoing trans-

actions. If a transaction attempts to write with a timestamp smaller

than the highest read timestamp on a key, it is aborted to ensure

that no read misses a write from an earlier transaction.

To execute 𝑡𝑥𝑛0, K2-MVTO consists of three phases: execution,

commit, and finalization. During the execution phase, 𝑡𝑥𝑛0 reads

the value of A and B, updates their RTs, and creates a write intent

for B in its WS, according to the start timestamp acquired from TTC.

In the commit phase, K2-MVTO commits and persists transaction

status in a single round trip. The write intent on B is finalized

asynchronously in the next phase by refreshing WS.

Persistence and Cross-region Replication. K2-MVTO stores

data in shared storage, consisting of a group of SSD servers. The

shared storage appears as an intra-region replication layer of K2.

When a node crashes, K2 recovers its states on a new node by

duplicating data from the shared storage. Thus far, we ignore cross-

region replicas. Existing synchronous or asynchronous protocols
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K2 Transaction Coordinator Protocol
At Coordinatori (Ci):

parallel execution

ReceiveNewRWTxn(txn):
txn.startTS GetTSfromBatch

Nodei.Read(txn, key)

Commit(txn)

for each read operation:

for each write operation:
Nodei.Write(txn, key, value)

ReceiveNewROTx(tx):

Nodei.Read(txn, key)
for each read operation:

txn.startTS GetTSfromLocalBatch

Commit(txn):
Recorder.commit(txn, <epochi>)

ReadType:

PrimaryRead:

ReplicaRead:

Nodei.RepRead(txn, key)
for each read operation:

parallel execution

1:
2:
3:
4:
5:
6:

7:

8:
9:

10:
11:
12:
13:
14:
15:

LinearizableRead:

NodeType:

16:
17:

SnapshotRead:18:
txn.startTS A Given Timestamp

Nodei.RepRead(txn, key)
for each read operation:

19:
20:
21:

Figure 9: Coordinator Protocol.

(e.g., Paxos [21] or other replication protocols [31, 51]) can be di-

rectly applied to the shared storage writing stage of K2-MVTO.

5.2 Processing Phases

We show the pseudocode of K2-MVTO in Figure 9 and Figure 10.

Thus far, we can ignore epoch-related code (colored in orange).

Phase 1. Execution. Upon receiving a new read-write transaction,

the coordinator first obtains a start timestamp using the algorithm

detailed in §4.3. When data nodes receive read and write requests

from the coordinator, they perform conflict checks. Without loss of

generality, we consider three types of transaction conflicts: write-

read, read-write, and write-write conflicts.

A write-read conflict occurs when a transaction reads data that

has been modified by another transaction that has not yet been

committed. In K2-MVTO, all undetermined writes are organized

in a write stream (i.e., a series of write intents with data version

specified). If the reader’s timestamp is smaller than the writer’s, the

reader can simply skip the writer’s data version (Line 5, Figure 10).

Conversely, if the reader’s timestamp is larger than the writer’s,

it encounters an undetermined data version in the write stream.

In such a case, K2-MVTO allows the reader to actively consult the

writer’s transaction recorder for the final decision of the write.

In K2-MVTO, transaction recorders are functional modules for

recording and persisting the status of transactions (e.g., in progress,

aborted, or committed). K2 detaches this module from coordinators

to make coordinators stateless. Typically, transaction recorders

are deployed on data nodes, and a transaction record is created

when the first write of a transaction occurs. To serve the requests

PUSHWS, recorders hold the response until the decision of the

writes is determined (abort or commit). Finally, when a data node

receives a response from the recorder, it can proceed by either

reading or skipping the write version (Lines 13-15, Figure 10).

A read-write conflict occurs when a transaction attempts to write

data that another transaction has already read. Similar to existing

designs, whenever an operation reads a value, K2-MVTO records

the reader’s timestamp in a read version tracker, indicating the

At Primary Data Nodei:

for each write operation:
Nodei.Finalize(txn, key, EpochC)

Read(txn, key):

Write(txn, key, value):

Finalize(txn, key, txn.Epoch):

async. finalize

At Replica Data Nodei:
RepRead(txn, key):

EpochR GetEpoch()18:

21:
22:

K2 Transaction Data Node Protocol

if exist WS[key].ts <= txn.startTS: 
PushWS(key, startTS) 

PushWS(key, txn.startTS): 

resolve undetermined write
(Part of Write-Read Conflict)else: 

return the latest value version whose ts <= txn.startTS
update txn.startTS to Read Version Tracker (RT)

1:
2:
3:
4:
5:

if exist RT[key].ts > txn.startTS: 
Abort(txn) resolve Read-Write conflict

else: 
add txn.startTS, value to Write Streams (WS)
return success,

6:
7:
8:
9:

10:

persist(txn.startTS,WS[key], EpochC)
garbageCollect(txn.startTS,WS[key])

for each w in WS[key]:
ask w's recorder for decision
if abort: 

clean and ignore w
return the latest value version whose ts <= txn.startTS

11:
12:
13:
14:
15:

hold until Replayed Epochs' End Timestamp

16:
17:

23:

GetEpoch()

EpochC Max(Epochi,EpochR)19:

Epochi

Epochi is advised by
 Data Nodei in write()

>= txn.startTS

At Recorderi:

Persist(txn, EpcohC)20:

24: use the Ceiling Epoch of txn.startTS as a read view

Commit(txn, <epochi> ):

if exist WS[key].ts <= txn.startTS: 
PushWS(key, startTS) 

else: 
return the latest value version whose ts <= txn.startTS

25:
26:
27:
28:

Figure 10: Data node Protocol.

high watermark of values being read. If the writer’s timestamp

is larger than the reader’s, K2-MVTO always creates a new write

version in the write streams (Line 9, Figure 10). Conversely, if the

writer’s timestamp is smaller than the reader’s, K2-MVTO aborts

the writer’s transaction to ensure serializability (Line 7, Figure 10).

Awrite-write conflict arises when a transaction attempts to write

data that another transaction has already written. By implementing

write streams and designating write versions with immutable start

timestamps, K2-MVTO fundamentally eliminates write-write con-

flicts by always generating a new write version in the write streams.

Creating an old version in the write streams does not compromise

serializability if the version is not being read. In K2-MVTO, start

timestamps are sufficient to establish a serializable order. Read-

write and write-read conflict checks ensure linearizability.

Phase 2. Commit. K2-MVTO commits a transaction in a single

round trip if all read/write operations of the transaction succeed.

In the commit phase, K2-MVTO persists the determined status of

transactions (i.e., commit or abort) via transaction recorders while

cleaning up undetermined write streams (that are resolved by com-

mit) later. This approach allows K2-MVTO to commit a transaction

without waiting for acknowledgments from all participants, thereby

improving user-perceived latency. In particular, in a multi-region

deployment, this enables K2-MVTO to commit a transaction with

only an intra-region round-trip when the recorders are not syn-

chronously replicated to other regions or cost a single WAN RTT

latency when the recorders are synchronously replicated.

Phase 3. Finalize. K2-MVTO issues finalization requests after a

decision (commit or abort) is reached for a transaction (see Lines
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Figure 11: A comparison among safe timestamp, closed timestamp, and K2-VCR. In this example, we assume the epoch length = 10. The safe

timestamp can potentially be blocked by a slow commit transaction (𝑇2) and needs to reject transactions with a small prepare timestamp (𝑇3).

The closed timestamp only blocks readers that access undetermined keys but need to reject transactions that want to create a write with a small

commit timestamp (𝑇3). K2-VCR triggers PUSHWS for readers that access undetermined keys and do not artificially reject any transactions.

9-10 in Figure 9). Upon receiving a finalization request, a data node

in K2-MVTO cleans up the corresponding version in the write

stream and records the decision in shared storage (see Lines 16-17

in Figure 10). For committed transactions, K2-MVTO creates a per-

manent data version, while for aborted transactions, the previously

persisted version is marked as invisible in shared storage.

5.3 Correctness and Fault-tolerance

Due to space constraints, we discuss the correctness and fault-

tolerance mechanisms of K2-MVTO in our technical report [40].

5.4 Design Consideration and Takeaways

A key foundation of K2-MVTO is the use of start timestamps for or-

dering and versioning, combining the start timestamp and commit

timestamp into a single concept. This approach offers four major

benefits. First, start timestamps allow for the creation of temporary

data versions before committing, and the indexes of these data ver-

sions are immutable. This enables K2-MVTO to support early write

visibility [13]. Second, start timestamps establish a serializable order

prior to execution, ensuring linearizability and avoiding deadlocks.

Third, by eliminating commit timestamps, we reduce the chance of

commit waits. With start timestamps, the commit wait time (CWT)

is timed before execution, while with commit timestamps, CWT is

applied during the commit phase. Fourth, using start timestamps

for versioning improves replica reads. Data versions can be sent to

replicas before committing, as they have already been serialized.

One concern is that using start timestamps for orders could lead

to a higher abort rate, as transactions might arrive at data nodes in

a different order than their start timestamps. However, K2-MVTO

avoids unnecessary aborts by allowing transactions with smaller

timestamps to proceed, even if a larger timestamp transaction has

already occurred, in cases of write-read and write-write conflicts.

K2-MVTO only aborts a transaction when a writer attempts to write

a version with a timestamp smaller than the maximum timestamp

that has been read (Line 7 in Figure 10). It is important to note

that even with commit timestamps and two-phase locking, as used

by systems like Spanner, this scenario can still primarily result in

aborts due to read locks conflicting with exclusive locks.

6 VISIBILITY CONTROL AT REPLICAS

In this section, we present K2-VCR. When serving reads at replicas,

a protocol must ensure the reader works on a snapshot that provides

atomicity and strong consistency: (1) the snapshot should obey all

ACID properties; (2) the snapshot should be monotonic: the real-

time order between two read-write transactions at primaries is

preserved at replicas. We first analyze the limitations of existing

approaches to motivate our design (§6.1). We then present our

solution and finally prove the correctness in §6.5.

6.1 Limitation of Existing Solutions

To correctly determine whether a replica’s state is sufficiently up-to-

date to satisfy a read, Spanner [5] implements safe timestamps, up

to which all reads are guaranteed to be consistent: no transactions

can commit with a commit timestamp below the safe timestamp.

Thus, a read can be served at a replica if its read timestamp is below

the safe timestamp; otherwise, it must be blocked until the safe

timestamp becomes larger. Thus, keeping safe timestamps advanc-

ing efficiently is critical to shorten the blocking time and improve

freshness. Generally, safe timestamps continuously grow since new

transactions will likely commit at a bigger timestamp. However,

if undetermined transactions exist (that have been prepared but

not committed at primaries), safe timestamps should slow down

to wait for the final decision on these transactions. We show an

example in Figure 11. Assume node A has keys ranging from 1 to

1000, and there are two ongoing transactions, 𝑇1 and 𝑇2. 𝑇2, which

updates key 100, has been prepared with timestamp 20 but has not

committed. 𝑇1, which updates key 1, commits with timestamp 80.

In such a case, the maximum safe timestamp that can be released

by node A is 20 since 𝑇2’s commit timestamp is calculated by its

coordinator (unknown by node A) and can be any value larger than

20. When releasing a safe timestamp of 20, node A also promises

that it will not accept any prepare with a timestamp smaller than

20 in the future, so all later transactions (e.g., 𝑇3) must be prepared

and then committed with a timestamp larger than 20.

Limitation 1: A slow transaction may block safe timestamps, even

if a transaction has already been committed with a larger timestamp.

Slow transactions are common in multi-region databases, as a cross-

region transaction incurs WAN latency to commit.

Limitation 2: A prepare request with a timestamp smaller than

the safe timestamp will be rejected (e.g., 𝑇3).

CockroachDB [41] implements a mechanism known as closed

timestamps based on its transaction protocol. A closed timestamp

guarantees that transactions whose commit timestamp is smaller

than the closed timestamp cannot create create new writes. This

can be realized in CockroachDB since it uses HLC (§2.1) to assign
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Figure 12: Epoch generation on nodes.

a commit timestamp for each transaction at the beginning. Then,

CockroachDB can advance its closed timestamp at a fixed interval,

even with a slow commit transaction (𝑇2), since its commit times-

tamp has been pre-calculated. The slow commit transaction (𝑇2)

may block replica readers who want to access the undetermined

keys but will not affect others. For instance, if a reader accesses key

100 with a read timestamp 90, it will be blocked and must wait for

the final decision of 𝑇2. In contrast, if a reader accesses key 1 with

a read timestamp 90, it will not be blocked and can read the latest

version made by 𝑇1. The correctness guarantee is that the replica

reader whose read timestamp is ≤ the closed timestamp will always

see all writes whose commit timestamps are below the closed times-

tamp, even if their final decision (commit or abort) has not been

made. However, this fixed interval unavoidably forces transactions

with commit timestamps smaller than the latest closed timestamp

to abort (e.g., 𝑇3). Although CockroachDB can potentially increase

the commit timestamps of a transaction based on HLC to seek an-

other commit opportunity, a "read refresh" is required to maintain

serializability. This involves checking all prior read operations to

ensure that no writes occurred between the original and the in-

creased timestamps. The check itself can be costly, and if it fails,

the transaction is aborted. For long-running transactions involving

popular keys, “abort” can be a common outcome. To avoid a high

abort rate, the interval of a closed timestamp is recommended to

be configured as a large value (e.g., 3𝑠) in CockroachDB.

Limitation: A transaction whose pre-calculated commit timestamp

is smaller than closed timestamp will be rejected. To avoid a high

abort rate, the interval of a closed timestamp is set to a large value.

6.2 K2-VCR Overview

K2-VCR fundamentally overcomes the limitations of existing so-

lutions by introducing a new TrueTime-based epoch approach.

Since K2 has eliminated commit timestamps in its transaction pro-

tocol, epochs in K2-VCR serve two functionalities: (1). attaching

a read view to each transaction (similar to commit timestamps);

(2). suggesting visibility for a replica reader (similar to safe/closed

timestamps). By doing so, K2-VCR subtly integrates the commit

version assignment with the replica’s visibility control algorithm.

The guarantee of K2-VCR is similar to a closed timestamp: trans-

actions whose commit epoch is smaller than the data node’s latest

epoch will not create a new write. However, in K2-VCR, this guar-

antee is not enforced by rejecting new transactions but by calcu-

lating the commit epoch collaboratively between data nodes and

coordinators. In particular, unlike CockroachDB, K2-VCR does not

assign the commit epoch to a transaction at the beginning. When

creating a new write, K2-VCR piggybacks the latest epoch of data

nodes to the coordinator to decide the final commit epoch (§6.3).

For instance, the commit epoch of 𝑇3 in Figure 11 will be promised
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Figure 13: Consistent epoch assignment. We omit the read phase of

K2-MVTO because it does not contribute to data visibility on replicas.

to be larger than the latest epoch of the data node A (i.e., 9) after

a write is created on node A. As a result, K2-VCR does not need

to artificially reject any transactions, since accepting new writes

will not violate correctness guarantees. Note that this collaborative

method also differs from Spanner, which allows the coordinator to

determine the commit timestamp solely based on TrueTime.

For a slow commit transaction (𝑇2), K2-VCR preserves the same

benefits as closed timestamps: undetermined keys will only affect

the readers who access them (§6.4). Furthermore, since the epochs

are generated according to TrueTime, they capture the real-time

order between two transactions from different data nodes (§6.5).

6.3 Consistent Epoch Assigning

K2-VCR lets each node generate epochs independently and assigns

commit epochs to transactions according to these generated epoch

cuts. We first illustrate how epoch cuts are generated on the nodes.

TTC-based Epoch Cut on Data nodes and Coordinators. Fig-

ure 12 shows the procedure. Assume the epoch interval is set as

I and the promised epoch end time for 𝑒𝑝𝑜𝑐ℎ𝑛 is 𝑇𝑒𝑝𝑜𝑐ℎ𝑛 . Similar

to our timestamp design (§4), K2-VCR first counts epoch interval

locally. To do so, K2-VCR sets a local timer to record an amount of

time that takes offsets and clock drifts into consideration ( 1 - 2 ).

Given an assumed maximum clock drift as D (e.g., 200 ppm), we

initialize the timer as I × (1 + D) for the first epoch. After the
timer expires, K2-VCR requests a timestamp 𝑡𝑠 via K2’s timestamp

algorithm ( 3 ). This timestamp verifies whether the wall clock time

has passed by the promised epoch time (i.e., 𝑡𝑠 > 𝑇𝑒𝑝𝑜𝑐ℎ𝑛 , 4 ). Oth-

erwise, K2-VCR sets another timer, waits (𝑇𝑒𝑝𝑜𝑐ℎ𝑛 −𝑡𝑠), and verifies
again. Then, K2-VCRwaits out the uncertainty window of the given

timestamp to ensure the wall clock time becomes larger than 𝑡𝑠

( 5 - 6 ). Finally, K2-VCR can finalize the epoch and insert an epoch

cut boundary into the node’s data log ( 7 ). To start a new epoch

( 8 ), K2-VCR set the timer interval as (I +𝑇𝑒𝑝𝑜𝑐ℎ𝑛 − 𝑡𝑠) × (1 + D).
Based on this design, K2-VCR’s epoch cut provides a property:

although the wall-clock time for cuts is not exactly identical across

different nodes (due to software execution delays), an epoch cut

made by a node is always later than its promised time. Formally,

Property 6.1. Denote the wall-clock time of 𝑒𝑝𝑜𝑐ℎ as𝑎𝑏𝑠 (𝑇𝑒𝑝𝑜𝑐ℎ𝑛 )
and the wall-clock time for cutting 𝑒𝑝𝑜𝑐ℎ𝑛 on 𝑛𝑜𝑑𝑒𝑖 as 𝑎𝑏𝑠 (𝑇𝑛𝑜𝑑𝑒𝑖

𝑒𝑝𝑜𝑐ℎ𝑛
).

Then, we have 𝑎𝑏𝑠 (𝑇𝑒𝑝𝑜𝑐ℎ𝑛 ) < 𝑎𝑏𝑠 (𝑇𝑛𝑜𝑑𝑒𝑖
𝑒𝑝𝑜𝑐ℎ𝑛

).

Consistent epoch assignment.We then illustrate how to leverage

the epoch cuts on primary nodes to assign epochs to transactions.

For serializability, all writes of a transaction should be assigned to

a single epoch. To do so, K2-VCR codesigns with K2-MVTO to pig-

gyback epoch information during execution. Figure 13 shows our
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design. In the write phase, each write of a transaction (𝑡𝑥𝑛1) will

get a current epoch on 𝑛𝑜𝑑𝑒𝑖 (denoted as 𝑒𝑝𝑜𝑐ℎ𝑖 ) and responds with

the epoch (𝑒𝑝𝑜𝑐ℎ𝑖 ) to the coordinator (Line 10, Figure 10). Then, in

the commit phase, the coordinator forwards the collected epochs to

the recorder (Line 7, Figure 9). To assign a final epoch to 𝑡𝑥𝑛1, the

recorder will get a current epoch on the recorder’s node as 𝑒𝑝𝑜𝑐ℎ𝑅
and compute the commit epoch 𝑒𝑝𝑜𝑐ℎ𝐶 by calculating the maxi-

mum value of all proposed epochs (Line 18-19, Figure 10). After that,

K2-VCR assigns all writes of 𝑡𝑥𝑛1 with 𝑒𝑝𝑜𝑐ℎ𝐶 in the finalization

phase to finish the epoch assignment (Line 16, Figure 10).

This design ensures that the assigned epoch of a transaction

is the maximum epoch observed by all participant nodes when

receiving the transaction. Thus, it prevents the coordinator from

assigning an epoch in the past (i.e., before other participant nodes

are aware of the existence of the transaction) for correctness.

6.4 Reads at Replicas

K2-VCR supports both linearizable and snapshot reads at replica

nodes. A linearizable read acquires its read timestamps from TTC

using K2-TB (§4), while a snapshot read uses a stale timestamp as

suggested by clients. To serve replica reads, K2-VCR first checks

whether the replica’s state (replayed epochs) is sufficiently up-to-

date. K2-VCR uses the ceiling epoch of a read timestamp as its read

view. For instance, assume a read-only transaction is given a read

timestamp 𝑡𝑠𝑟𝑒𝑎𝑑 , and 𝑇𝑒𝑝𝑜𝑐ℎ𝑘−1 < 𝑡𝑠𝑟𝑒𝑎𝑑 ≤ 𝑇𝑒𝑝𝑜𝑐ℎ𝑘 , then we use

𝑇𝑒𝑝𝑜𝑐ℎ𝑘 as the read view. The read view includes all data replayed

before 𝑒𝑝𝑜𝑐ℎ𝑘 and does not include data from future epochs.

Then, K2-VCR reuses K2-MVTO’s read procedure for replica

reads. In a given read view, K2-VCR compares the read timestamp

of a replica read to the start timestamp of the write versions. As

suggested in Figure 11, it’s possible for a replica reader to see an

undetermined write in a given read view (i.e., Key 100 created by

𝑇2). Therefore, a replica read can also potentially trigger a PUSHWS
to solve undetermined writes (Line 26, Figure 10). By doing so, K2-

VCR guarantees the writes of a transaction are atomically visible

to any given epoch (either all visible or all invisible). Formally:

Property 6.2. All writes of a transaction (𝑡𝑥𝑛1) that is assigned
to 𝑒𝑝𝑜𝑐ℎ𝐶 are invisible in 𝑒𝑝𝑜𝑐ℎ𝑋 , where 𝑋 < 𝐶 . On the contrary, all
writes of 𝑡𝑥𝑛1 are visible in 𝑒𝑝𝑜𝑐ℎ𝑋 , where 𝑋 ≥ 𝐶 .

Proof. For 𝑋 < 𝐶 , a reader will not see any finalized writes of

𝑡𝑥𝑛1 since the read view only includes finalized data up to 𝑒𝑝𝑜𝑐ℎ𝑋 .

However, a reader can potentially see undetermined writes of 𝑡𝑥𝑛1
and trigger PUSHWS. After PUSHWS, all writes of 𝑡𝑥𝑛1 are de-
termined and assigned to 𝑒𝑝𝑜𝑐ℎ𝐶 . As a result, these writes remain

invisible. For 𝑋 ≥ 𝐶 , all undetermined writes made by 𝑡𝑥𝑛1 on data

nodes in 𝑒𝑝𝑜𝑐ℎ𝑊 must be included in 𝑒𝑝𝑜𝑐ℎ𝑋 since 𝑋 ≥ 𝐶 ≥ 𝑊 ,

according to our epoch assignment (see §6.3). Thus, the reader must

find the writes of 𝑡𝑥𝑛1 in either finalized or undetermined status.

Any undetermined writes will be resolved by PUSHWS. □

6.5 Correctness of Consistency

Property 6.2 states that a transaction is atomically visible to a replica

reader. Besides, we show that K2-VCR guarantees strong consis-

tency in our technical report [40]: the real-time order between two

read-write transactions at primaries is preserved at replicas.

SH BJ GZ GY SG

SH 0.2

BJ 27.3 0.2

GZ 31.3 42.6 0.2

GY 29.2 38.5 28.0 0.2

SG 69.3 77.6 46.8 60.0 0.2

Table 1: Round-trip latencies between regions (in ms).

7 EVALUATION

7.1 Experimental Setup and Workloads

We implement K2 in C++ with Seastar [35] for message passing

between processes. We conduct our experiments on our cloud. Each

machine has 8 CPU cores (16 vCPUs), 64GB memory, and a 20Gbps

network interface. In all cases, we only use physical cores; the other

SMT logical core is left idle. All servers run Ubuntu 20.04 (Linux

kernel 5.4). We deployed K2 over five regions (see Table 1).

By default, in each region, we use one machine as a TTC Oracle

server, five machines as data node servers, and five machines as

clients to saturate the transaction throughput. Therefore, in total,

we have 200 physical cores for data nodes. We use 100 cores for

primaries and the other 100 cores for replicas. Replicas are only

evaluated in §7.4. Unless otherwise stated, we run transactions on

primaries and report the aggregated throughput results.

As suggested in §2.2, we use 100𝜇𝑠 as an uncertainty bound for

the TTC Oracle. A database is first partitioned across five regions

and then further equally distributed across five machines. We use

shared storage to persist transaction records and perform cross-

region replication asynchronously. The epoch interval is set to

100𝑚𝑠 by default. The clients were distributed evenly across all

regions, ensuring sufficient capacity to prevent bottlenecks.

We run two benchmarks in our evaluation: TPC-C and YCSB-T.

TPC-C [7] is typically partitioned by warehouses. We follow this

partitioning and assign warehouses across the five regions. We

initialized the database with 1000 warehouses and 10 districts per

warehouse. Warehouses are equally distributed across CPU cores.

YCSB-T [8] is used to fine-tune experimental parameters, thus

studying the performance of K2 under different conditions. By de-

fault, we set three operations per transaction. Among all operations,

50% are writes, and 50% are reads. We used a Zipfian distribution,

with the default Zipf parameter equal to 0.8.

7.2 Performance of TTC and K2-TB

Same as Spanner, we assume a very conservative clock drift rate

(i.e., 200𝑝𝑝𝑚) and believe that TTC’s implementation is trustworthy.

Thanks to the advanced clock synchronization method (using PTP

over BITS, §2.2) and the elimination of managing a large-scale clock

cluster, K2 has a small assumed uncertainty bound (i.e., 100𝜇𝑠 , §2.2).

In this experiment, we first evaluate the practical time uncertainty

windows introduced by TTC. Figure 15 presents the aggregated 𝜖

of TTC deployed in five regions. It plots the 90𝑡ℎ, 99𝑡ℎ, and 99.9𝑡ℎ

percentiles of 𝜖 , sampled at TTC Oracle servers immediately after

sending delay requests to time masters using PTP. Therefore, these

results essentially suggest the uncertainty of the timemaster (which

is typically in tens of nanoseconds) along with the communication

delay from TTCOracle servers to the timemasters. It shows that the

synchronization between TTC Oracle and time masters is efficient

and sufficient for achieving our assumed uncertainty bound.
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Figure 14: Impact of data skewness on the performance of K2-MVTO.
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Figure 16: Performance of K2-TB

Figure 16 compares the latency-throughput curve of K2-TB to

the strawman approach that directly requests timestamps from

the TTC Oracle. The TTL and batch size are set to 100𝜇𝑠 . Both

the x-axis and y-axis are in log scale. The results show that K2-TB

significantly improves latency (15×) and throughput (1462×) for
getting a timestamp since most timestamp requests (> 99.9%) can be

served locally. A side effect one may be concerned about is that K2-

TBmight increase the commit wait time (CWT) when applying TTL

and batch size (with an increase from 200𝜇𝑠 to 400𝜇𝑠), potentially

leading to more commit waits. However, experiments indicate that

a small TTL and batch size are highly beneficial. Additionally, since

K2-MVTO assigns timestamps at the beginning of transactions

(unlike requesting commit timestamps during the commit phase, as

in Spanner), the commit wait time is calculated at the beginning of

transactions. Thus, latency in executing the read and write phase

is included in CWT. In general, to commit a read-write transaction,

K2-MVTO takes at least two SSD flushes (one for write operations

and another for recording commit status).

7.3 Performance of Distributed Transaction

Baselines. The goal of K2-MVTO is to use TTC to achieve high per-

formance for strictly serializable transactions over a multi-region

data store. Hence, we intend to compare K2-MVTO to Spanner

and CockroachDB, two leading systems supporting globally dis-

tributed transactions. These systems were selected because they

complement each other and share at least one design aspect with

K2-MVTO. For example, both Spanner and K2-MVTO utilize TTC,

while both CockroachDB and K2-MVTO adopt MVTO’s workflow.

Nevertheless, to our knowledge, Spanner is not open-sourced.

The only available option, Cloud Spanner [42], is a managed ser-

vice and does not reveal its hardware configuration. Moreover, both

Spanner and CockroachDB have very different storage, replication,

and distribution layer designs than ours. These different design

choices introduce complex performance trade-offs, which are be-

yond the scope of our discussion. To avoid an apple-to-orange com-

parison, we re-implement Spanner’s and CockroachDB’s protocol

in our codebase and call them d2PL-TTC andMVTO-HLC.

d2PL-TTC implements distributed two-phase locking (d2PL) and

commits transaction using two-phase commit. Commit timestamps
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Figure 17: Peformance of K2-MVTO on TPC-C.

are generated in the commit phase from TTC clocks. Commit wait

is disabled for a fair performance comparison.

MVTO-HLC adopts the same MVTO workflow for transaction co-

ordination as K2-MVTO. The difference is that it uses HLC instead

of TTC and generates commit timestamps for transactions at the

beginning. It implements read refresh to adjust the commit times-

tamps and uses commit timestamps for data versioning.

7.3.1 TPC-C. We first evaluate the performance under the default

setting of TPC-C. We launch each client core with 100 client in-

stances. Each client instance executes one transaction at a time. As

shown in Figure 17a, K2-MVTO achieves 2.32× and 9.82× higher

peak throughput than MVTO-HLC and d2PL-TTC, respectively.

Figure 17b shows the 90𝑡ℎ latency of NewOrder transactions.

To identify the factors contributing to the performance improve-

ments, we conducted factor breakdown experiments. Initially, all

optimizations in K2-MVTO were disabled, including multi-version

properties for reads (by blocking all reads on a key when write

streams exist on that key), multi-version properties for writes (by

restricting to only a single write intent in the write stream), and

asynchronous finalization (by enforcing transactions complete fi-

nalization before commit). Then, we progressively re-enabled these

optimizations. Figure 18 presents the results, highlighting the crit-

ical role of multi-version properties for read-write transactions

(9.18× improvement). The benefits of asynchronous finalization

appear less pronounced because most writes occur locally in TPC-C.

We study the latency breakdowns of K2-MVTO in Table 2. In

particular, NewOrder transactions involve a query and an update

on the Stock table, which can be located either in a local region or

in remote regions. We present the breakdowns of the 90𝑡ℎ latency

of these two types. When querying and updating Stock in a remote

region, K2-MVTO introduces cross-region latency in the read and

write phase. Unlike some works that use a one-shot transaction

model [27, 50] that requires rewriting transaction logic, K2-MVTO

executes transactions in a multi-shot manner (i.e., the execution

may involve multiple rounds) and thus supports general workloads.

Since K2-MVTO always adopts asynchronous finalization and we

do not perform synchronous cross-region replication in our experi-

ments, the commit latency is low. It includes an intra-region write

and flush latency to persist data in shared storage.
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ison with CockroachDB v24.1

Type

Phase Get

Ts

Read

Phase

PushWS

Phase

Write

Phase

Commit

Phase
Total

Stock in Local Region 0.008𝑚𝑠 0.052𝑚𝑠 0.018𝑚𝑠 0.552𝑚𝑠 0.526𝑚𝑠 1.156𝑚𝑠

Stock in Remote Region 0.008𝑚𝑠 76.312𝑚𝑠 0.025𝑚𝑠 43.207𝑚𝑠 0.530𝑚𝑠 120.057𝑚𝑠

Table 2: Lat. Breakdown of P90 NewOrder Transaction in K2-MVTO.

7.3.2 YCSB-T. We investigate how various workload properties

affectK2-MVTO’s performance using YCSB. As shown in Figure 14a,

K2-MVTO outperforms its competitors in throughput across all

levels of contention. This is because K2-MVTO’s ability to lower the

abort rate caused by conflicts by ordering transactions according to

TTC timestamps. Along with write streams, read-write conflicts are

the only type of conflict that causes aborts in K2-MVTO (§5.2). The

collected abort rate results are presented in Figure 14c. Furthermore,

by using start timestamps for ordering, K2-MVTO is deadlock-

free. Figure 14d illustrates the number of deadlocks observed in

the baselines over a 30𝑠 experimental interval, which negatively

impacts their performance. We analyze the impact of varying write

percentages on K2-MVTO in our technical report [40].

7.3.3 End-to-end Comparison with CockroachDB. We com-

pared the end-to-end performance with CockroachDB v24.1 in

Figure 19 with the same number of data nodes as K2.

7.4 Performance of Replica Read

Baselines.We compareK2-VCRwith Spanner’s andCockroachDB’s

approaches (see §6.1). For a fair comparison, we re-implemented

these two algorithms in our codebase, naming them SafeTs and

CloseTs, respectively. SafeTs is developed based on d2PL-TTC

and CloseTs is developed based onMVTO-HLC. By default, we set

the interval of CloseTs to match the epoch length of K2-VCR.

7.4.1 Performance Overview. Similar to other works [6, 17, 39,

45], we define visibility delay as the maximum time between when

an update is committed by a read-write transaction at the primaries

and when it becomes readable by queries at the replicas. Figure 20a

shows the results of Table New_Order in Region SG when peak

throughput of TPC-C is reached (given an epoch length = 1𝑠 , a

lower value causes significant performance issues in CloseTs, see

Figure 21b). We focus on the New_Order table because it is a key
table frequently updated in TPC-C. Results from other regions

are omitted due to space constraints. Both K2-VCR and SafeTs

exhibit sawtooth-shaped curves. This pattern arises because K2-

VCR cuts epochs periodically, leading to transactions with commit

times nearer to epoch boundaries becoming visible more quickly.

In SafeTs, visibility is hindered by transactions that take a long

time to commit on the table. Once long-running transactions are

committed or aborted, the visibility delay reduces to the normal

transfer delay (∼50𝑚𝑠). CloseTs maintains a horizontal curve by
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Figure 20: Overview performance of K2-VCR.
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Figure 21: Impact of epoch length on K2-VCR’s performance.

enforcing a maximum interval for creating transactions’ new writes

and aborting read-write transactions that exceed this limit.

The CDF statistics in Figure 20b reveal that K2-VCR generally

exhibits a lower average visibility delay compared to SafeTs and

CloseTs. While SafeTs may achieve lower visibility delays than

K2-VCR in the absence of blocking transactions, its tail delay can

be up to 7.6× larger than average.

7.4.2 Impact of Epoch Length. In the final experiment, we exam-

ine how epoch length affects visibility delay. As shown in Figure 21a,

K2-VCR and CloseTs experience a linear increase in visibility delay

as epoch length increases, unlike SafeTS, which remains unaffected.

In our experimental testbed, using an epoch length under 2000𝑚𝑠

allows K2-VCR and CloseTs to outperform SafeTs. For practical

deployment, we align epoch length with cross-region data transfer

delays (e.g., setting epoch length as 100𝑚𝑠) to enhance performance.

A smaller value does not introduce additional observable overhead

since the epoch generation in K2-VCR is fully decentralized.

As shown in Figure 21b, the choice of epoch length significantly

impacts the abort rate of read-write transactions at primaries when

using CloseTs. The abort rate is particularly high when the epoch

length is set below 2000𝑚𝑠 . To avoid such penalties in TPC-C, in

practice, CloseTs should be configured above this threshold (e.g.,

CockroachDB recommends 3𝑠 as the default value [41]).

8 CONCLUSION

This paper introduces K2, a multi-region data store that is designed

to optimize distributed transactions via TrueTime clocks (TTCs).

K2 has three key innovations: a TTC timestamp batching algorithm,

a TTC-oriented MVTO protocol, and a TTC-based visibility control

algorithm. Experiments highlight the effectiveness of K2.
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