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ABSTRACT

Translating users’ natural language questions into SQL queries (i.e.,
NL2sQL) significantly lowers the barriers to accessing relational
databases. The emergence of Large Language Models has intro-
duced a novel paradigm in NL2sQL tasks, enhancing capabilities
dramatically. However, this raises a critical question: Are we fully
prepared to deploy NL2sQL models in production?

To address the posed questions, we present a multi-angle NL2sQL
evaluation framework, NL2SQL360, to facilitate the design and test
of new NL2sQL methods for researchers. Through NL2SQL360, we
conduct a detailed comparison of leading NL2sQL methods across a
range of application scenarios, such as different data domains and
sQL characteristics, offering valuable insights for selecting the most
appropriate NL2sQL methods for specific needs. Moreover, we ex-
plore the NL2sQL design space, leveraging NL2SQL360 to automate
the identification of an optimal NL2sQL solution tailored to user-
specific needs. Specifically, NL2SQL360 identifies an effective NL2sQL
method, SupersSQL, distinguished under the Spider dataset using the
execution accuracy metric. Remarkably, SuperSQL achieves com-
petitive performance with execution accuracy of 87% and 62.66%
on the Spider and BIRD test sets, respectively.
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1 INTRODUCTION

Natural Language to SQL (NL2sQL), which converts a natural lan-
guage query (NL) into an SQL query (sQL), can significantly lower
the barrier for both lay users and expert users in accessing massive
datasets and deriving insights [6, 11, 13, 23, 29-35, 38, 46, 47, 53, 56].
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Figure 2: Evolution of PLM- and LLM-based N12sQL Models.

Especially being empowered by the recent advances of large lan-
guage models, the performance of NL2sQL solutions has been sig-
nificantly improved. The trend of providing NL2sQL solutions by
database vendors has shifted from a myth to a must-go.

Despite all these efforts in tackling NL2sQL, there are still many
important questions, from where we are now, what NL2sQL research
topic should be studied next for researchers, to which method one
should apply to a specific application for practitioners — this paper
systematically examines and answers these questions.
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Figure 3: NL2SQL Models on Spider from Different Angles (O: Prompting LLM, ®: Fine-tuning LLM, #: Fine-tuning PLM).

Q1: Where Are We Now? Figure 1 shows the evolution of NL2sQL
methods in the last two decades, from rule-based methods, deep
neural network-based methods, tunable pre-trained language mod-
els (PLMs), to giant large language models (LLMs), alongside
the development of benchmarks like Spider [58] and BIRD [26].
Note that LLMs (e.g., GPT-4 [37] and Llama2 [50]) are larger lan-
guage models compared to PLMs (e.g., GPT-2 [40] and BART [21])
and exhibit advanced language understanding and emergent abili-
ties [36, 48, 57, 62]. Employing PLMs for the N12sQL task requires
fine-tuning on task-specific datasets, while harnessing LLMs for
this task can be done through prompts (in-context learning) for
all kinds of LLMs or fine-tuning (i.e., instruction following) for
open-source LLMs only [60].

Figure 2 compares the accuracy of PLM-based (blue dots) and
LLM-based (green dots) NL2sQL models on Spider leaderboard [58].
It shows that LLM-based N12sQL models started in Feb 2023 (DIN-
SQL + CodeX) with comparable accuracy to PLM-based models.
However, with the fast evolution of LLMs, the performance gap
between LLM- and PLM-based models has been widening, high-
lighting the advantages of LLM-based approaches.

Q2: Are LLM-based Models the Clear Winner? Based on Fig-
ure 2, can we conclude that LLM-based models are “the choice” for any
NL2sQL application? In other words, is selecting the model ranked
at the top of the leaderboard always the best strategy?

Correctly answering this question is crucial in helping researchers
and practitioners design and select the right model for different
needs. Let’s consider classical Business Intelligence (BI) use cases.

[Various Data Domains.] Bl platforms like Tableau [1] often have
various database domains (e.g., movies and sports) with unique
schemas and terminologies. An ideal NL2sQL model must generalize
across these varied domains while adapting to each specific domain
to meet ad-hoc requirements effectively.

[Complex SQL operations.] Real-world applications often require
the execution of complex sQL queries, involving advanced oper-
ations such as multiple JOINs, nested queries, and aggregation
functions. The capability to accurately generate complex queries is
an important criterion for evaluating NL2sQL models.

[New Linguistic Phenomena.] For the same query intent, different
users may pose NL questions with different abbreviations, syn-
onyms, and question styles. Thus, the ability of an NL2sQL model
to accurately interpret various NL query variants is crucial.

ExaMmpLE 1. Figure 3 compares the SOTA PLM- and LLM-based
models from different angles on the Spider development dataset in
terms of the Execution-Accuracy metric.

[Various Data Domains| Figure 3(a) compares different mod-
els in the Competition domain. The result shows that fine-tuning-
based LLM/PLM methods outperform all prompt-based LLM methods.
Specifically, the best PLM-based method, RESDSQL-3B+NatSQL [23],
achieves 83.9% execution accuracy, which outperforms the best
prompt-based LLM method, DAILSQL (with GPT-4) [11], by 3.3%.
The above observations suggest that fine-tuning is a crucial strategy
for enhancing the domain adaptation capabilities of NL2sQL models.

[Complex SQL operations| Figure 3(b) compares different models
on use cases with only sQL queries with JOIN operators. It shows that
the PLM-based method RESDSQL-3B+NatSQL [23] is ranked at the
top, outperforming all LLM-based methods.

However, when we compare different methods on use cases with
only nested sQL queries, as shown in Figure 3(c), we observe that the
LLM-based methods generally outperform PLM-based methods.

[New Linguistic Phenomena] We also compute the average accu-
racy of the methods on different linguistic phenomena (e.g., “Return
all customers whose total consumption is greater than 1000”vs. “What
is the list of customers who spent more than 1,000?”). Figure 3(d) shows
that although both types of methods perform well, fine-tuned LLM
and PLM for NL2sQL are superior to prompting LLM for NL2sQL. This
is primarily because fine-tuned models better align different query
variants with database schemas. i

Example 1 shows that one size does not fit all; that is, no NL2sQL
model is a clear winner on different usage scenarios, even powered
by currently the most powerful LLM GPT-4. In fact, real-world
scenarios are much more complicated than what can be examined
in public NL2sQL benchmarks such as Spider and BIRD. Therefore,
there is an urgent need for tools that can help systematically evaluate
NL2sQL models from different angles on a given benchmark.

Q3: Can we combine the best of both worlds and design a
super NL2SQL model? The question following Q1 and Q2 is: if
there is no single winner in different scenarios, can we design a
super NL2sQL model that combines the merits of both PLMs and
LLMs and is robust for different scenarios.

Contributions. In this paper, we present NL2SQL360, a testbed
designed to systematically evaluate PLM- and LLM-based NL2sQL
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models across different benchmarks from multiple perspectives.
NL2SQL360 can help researchers and practitioners better evaluate
NL2sQL models on their specific scenarios, uncover insightful exper-
imental findings, and design a superior NL2sQL model that is more
robust than SOTA solutions. Our contributions are as follows.

(1) NL2SQL360: multi-angle NL2SQL evaluation. We design a
testbed, NL2SQL360, for fine-grained evaluation of NL2sQL solutions.
NL2SQL360 can assess different NL2sQL methods against established
benchmarks or tailor their evaluations based on specific criteria
(e.g., varying data domains or sQL characteristics). (Section 3)

(2) New experimental findings. We tested 13 LLM-based and
7 PLM-based N12sQL solutions on the Spider and BIRD datasets,
varying in 15 different settings to analyze their performance in
various usage scenarios (Section 4). The key findings are as follows:

(i) Accuracy. Fine-tuning is crucial for enhancing performance.
Specifically, LLM-based methods with fine-tuning excel in the EX
metric, while PLM-based methods lead in the EM metric. Further-
more, PLM/LLM-based methods can be distinguished as winners in
subsets of sQL with specific characteristics. For example, methods
using GPT-4 perform notably better with subqueries.

(ii) NL Query Variance. For generating the same target sQL from
different NL Queries, LLMs and PLMs fine-tuned on scenario-
specific data exhibit stronger stability.

(iii) Domain Adaption. For NL2sQL tasks across different domains,
there is no clear winner between LLM-based and PLM-based meth-
ods. However, in-domain data during the fine-tuning process is
crucial for model performance in specific domains.

(iv) The Impact of Corpus in Pre-training. Our experiments re-

veal that after fine-tuning, LLMs pre-trained on code-specific
datasets—like CodeLlama-7B, StarCoder-7B, and Deepseek-Coder-
7B—outperform Llama2-7B, which is trained on general text, in
NL2sQL tasks. This highlights the significant impact of an LLM’s
pre-training data domain, or its intrinsic code capabilities, on its
performance in specialized tasks such as NL2sQL.

(3) SupersSQL: A robust NL2SQL model. We systematically cate-
gorize and analyze the most representative NL2sQL modules based
on LLMs and PLMs, highlighting their commonalities and distinct
features. Building on this exploration, we propose SuperSQL, which
achieves competitive execution accuracy of 87% on the Spider test
set and 62.66% on the BIRD test set. (Section 5)

(4) What needs to be done next. Based on our experimental find-
ings, design space exploration, and the implementation and testing
of SuperSQL, we identify three future research opportunities: i)
enhancing the trustworthiness of NL2sQL methods, which includes
handling ambiguous NL queries, diagnosing the match between the
NL query and the predicted sQL, and interpreting the query results
back to the NL query; ii) developing cost-effective NL2sQL solutions;
and iii) automatically and adaptively generating training data (NL,
sQL) based on evaluation results. (Section 6)

2 NATURAL LANGUAGE TO SQL

Let N be an NL query, D be a relational database with n tables
{Ti,...,Tu}. The problem of natural language to sQL (NL2sQL) is to
generate an sQL query Q based on N and the database D.
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Next, we describe related work by categorizing recent LLM-
based/PLM-based NL2sQL solutions into a taxonomy. We close this
section by discussing the limitations of the existing works.

2.1 Related Works: A Bird’s-Eye View

Figure 1 illustrates an evolutionary tree of NL2sQL techniques,
categorized into four main branches: rule-based methods, neural
network-based methods, PLM-based, and LLM-based methods.

Rule-based Methods. Early work relied on pre-defined rules or
semantic parsers [17, 18, 22, 43]. For example, NaLIR [22] uses a
syntactic parser and handcrafted rules to convert NL queries into
sQL queries. However, these methods are limited in adaptability,
scalability, and generalization.

Neural Network-based Methods. To address these limitations,
researchers began using neural networks to translate NL queries
to sQL queries. Several large-scale benchmark datasets such as
WikiSQL [61] and Spider [58] were released. Sequence-to-sequence
NL2sQL methods such as IRNet [15] were developed. IRNet encodes
NL queries and database schemas with an encoder and generates
SQL queries with a decoder.

PLM-based Methods. Around 2017, the introduction of the Trans-
former [51] and the Spider dataset led to the rise of neural network-
based methods, which soon dominated the field. Models like
BERT [8] and T5 [41] heralded the era of pre-trained language mod-
els, achieving top results on benchmark datasets [23, 25, 45]. For
instance, RESDSQL [23], a top performer on the Spider leaderboard,
uses a two-stage framework: it first identifies relevant schema ele-
ments from the NL query, then constructs the sQL query.

LLM-based Methods. The emergence of large language models
like ChatGPT and GPT-4 [37] has revolutionized NL2sQL solutions.
LLM-based methods now dominate the NL2sQL landscape [9, 11,
24, 38, 52]. For instance, DAIL-SQL [11] uses GPT-4 with prompt
engineering, achieving competitive results on the Spider dataset.

Given the growth trend observed in the NL2sQL evolutionary
tree, we anticipate that LLM-based/PLM-based N12sQL methods
will continue to dominate the field in the coming years. Therefore,
it is important for us to fully understand the capabilities, limitations,
and potential improvements of these NL2sQL methods.

Key Modules in NL2SQL Systems. Table 1 categorizes state-of-
the-art NL2sQL methods based on backbone models and several key
components. Roughly speaking, recent competitive methods adopt
language models as the backbone for NL2sQL translation, either
using giant and API-based large language models such as GPT-4 or
tunable language models like T5 and Llama.

The schema linking module is vital to the NL2sQL process, as it
enhances the accuracy and relevance of generated sQL queries by
incorporating database content. This underscores the importance of
understanding both the schema and content of databases for NL2sQL
tasks. During sQL generation, PLM-based methods use beam search-
like strategies (e.g., PICARD [45]) to find optimal tokens within sQL
syntax constraints, while LLM-based methods use greedy strate-
gies. For post-processing, LLM-based methods employ heuristic
prompting strategies like Self-Correction and Self-Consistency to
refine outputs to better match intended sQL queries.



Table 1: Taxonomy of PLM- and LLM-based NL2SQL Methods.

Types Methods Backbone ExamPle S_che_ma DB SQL Generatl_on Strategy Post-processing
Models Selection Linking | Content Multi-Ste Intermediate Decoding Strate Strategy
(Few-shot) P Representation € 8y
lassificati
DIN-SQL [38] GPT-4 Manual v X Classi cat'u')n NatSQL Greedy Search Self-Correction
Decomposition
DAIL-SQL [11] P .
- t-Eﬂ (with Self-Consistency) GPT-4 Similarity-based X X X X Greedy Search Self-Consistency
2| & - -
2 g MAC-SQL [52] GPT-4 N/A v X Sub-question Greedy Search Refiner
=2 Decomposer
= A C3-SQL [9] GPT-3.5 N/A v X X X Greedy Search Self-Consistency
o Execution-Guided
CodeS [24] StarCoder | Similarity-based v v X X Beam Search SOL Selector
Execution-Guided
SFT CodeS [24] StarCoder N/A v v X X Beam Search SQL Selector
. Execution-Guided
RESDSQL + NatSQL [23] T5 N/A v v Skeleton Parsing NatSQL Beam Search SOL Selector
@0 Graphix + PICARD [25] T5 N/A v v X X PICARD X
T|E N-best Rerankers + PICARD [59] T5 N/A v/ v/ X X PICARD N-best Rerankers
8| 7 | T5+ NatSQL + Token Preprocessing [42] T5 N/A v v X NatSQL Greedy Search X
= E RASAT + PICARD ([39] T5 N/A v v X X PICARD X
= SHIiP + PICARD [16] T5 N/A X 7 X X PICARD X
T5 + PICARD [45] T5 N/A x v X X PICARD X
RATSQL + GAP + NatSQL [10] BART N/A v v X NatSQL X X
Schema-Consistency
BRIDGE v2 [28] BERT N/A x 4 x x Guided Decoding 4

2.2 Existing Experiments and Their Limitations

Existing Experiments. There are several experimental studies
relevant to our research. For example, Gao et al. [11] evaluated the
potential of open-source LLMs for NL2sQL tasks through prompt
engineering. Rajkumar et al. [43] explored the capabilities of the
Codex language model in handling the NL2sQL task under zero-
shot and few-shot settings. Gkini et al. [12] conducted an in-depth
evaluation of parsing-based and keyword-based NL2sQL. While the
first two studies mainly focused on evaluating LLM-based NL2sQL
solutions, the third investigated parsing-based NL2sQL methods.

Their Limitations. Existing experiments have several limitations.

(1) Overlook the Usage Scenarios. Existing evaluations typically
report overall results on the entire benchmark datasets (e.g., Spider).
While this provides a broad overview, it falls short in offering de-
tailed comparisons across specific subsets of the data (see Figure 3).
For example, we can filter the evaluated datasets based on distinct
SQL characteristics or database domains, which could yield valuable
insights into the relative effectiveness of different NL2sQL models
for particular sQL query types or domain-specific scenarios.

(2) Lack of Direct and Comprehensive Comparisons. One pri-
mary limitation is that many recent NL2sQL solutions, especially
those based on LLM and PLM, have not been systematically com-
pared on well-established benchmarks and customized datasets.

(3) Limited Exploration of the NL2SQL Design Space. Current
NL2sQL research and practice have limited exploration of the NL2sQL
framework’s design space using both LLM and PLM-based modules.
This restricts our understanding of how different architectural and
functional modules from both LLM and PLM can be synergistically
incorporated to enhance NL2sQL solutions.

3 NL2SQL360: A TESTBED FOR NL2SQL

Figure 4 shows the framework of our testbed, NL2SQL360, compris-
ing six core components, as discussed below.
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Figure 4: An Overview of NL2SQL360.

Benchmark Datasts. This module maintains widely-used bench-
marks: Spider [58], BIRD [26], Spider-Realistic [7], Dr.Spider [4],
KaggleDBQA [19], WikiSQL [61], etc.

Model Zoo. This module hosts a collection of competitive and open-
source NL2sQL models featured on the Spider and BIRD leaderboards.
It mainly includes LLM-based and PLM-based methods.

Dataset Filter. Traditional evaluations, which average perfor-
mance across whole benchmark datasets, miss nuanced N1L2sQL
insights for different scenarios (Section 1). To address this, we se-
lect specific benchmark subsets, including particular databases, NL,
and sQL queries, highlighting unique traits like query complexity,
database schema diversity, and sQL features such as JOIN operations
or nested queries.

Therefore, we introduce a dataset filtering mechanism in our
NL2SQL360. This allows for the segregation of testing datasets into
more focused subsets based on various criteria:

(1) Scenario-1: SQL Complexity. This scenario differentiates
SQL queries by complexity, from straightforward to intricate queries



with multiple clauses and conditions. The classification follows the
criteria established by Spider [58], aiming to evaluate how well
NL2sQL methods handle varying levels of sQL difficulty.

(2) Scenario-2: SQL Characteristics. It examines SQL queries
that primarily utilize specific features, such as JOIN operations,
subqueries, or aggregate functions. By categorizing queries based
on these characteristics, we can evaluate an NL2sQL system’s ability
to manage distinct sQL functionalities. For example, business intelli-
gence platforms often handle analytic queries with nested subqueries.

(3) Scenario-3: Data Domains. This scenario explores the sys-
tem’s performance across various data domains, such as finance,
healthcare, and retail. By categorizing NL2sQL databases accord-
ing to their data domains, we provide a structured framework for
evaluating domain-specific capabilities and potential limitations.

(4) Scenario-4: Query Variance Testing. It assesses the NL2sQL
system’s robustness and flexibility in handling variations in nat-
ural language queries. It tests the NL2sQL system’s response to
different phrasings and structures, measuring user-friendliness and
adaptability to diverse linguistic styles. We use a variety of natural
language queries from NL2sQL datasets as testing samples.

Evaluation Metrics. We support a set of widely-accepted metrics.
Specifically, we adopt Execution Accuracy (EX) and Exact Match
Accuracy (EM) [58] to assess the effectiveness of the generated SQL
queries. In addition, we use the Valid Efficiency Score (VES) [26] to
measure the efficiency of generating valid sQL queries.

To further evaluate the robustness and flexibility of NL2sQL solu-
tions in handling variations in natural language queries, we propose
a new metric called Query Variance Testing. This metric assesses
how well the models can adapt to different forms of NL queries.

Given a sQL query Q;, there typically exist multiple correspond-
ing NL queries, denoted as pairs {(N1, Q;), (N2, Qi), ..., (Nm, Qi)}-
In evaluating an NL2sQL model, these NL and sQL query pairs are
incorporated into the test set only if the model accurately processes
at least one pair among them. This allows us to construct a specific
test set for each model to compute their average accuracy.

The formula for computing QVT accuracy is defined as follows:

S L (F(Ny) = Qi)

1

where:

M is the total number of sQL queries in the test set.

m; is the number of natural language query variations cor-
responding to the sQL query Q;.

F (Nij) represents the sQL query generated by the NL2sQL
model for the j-th natural language query variation of Q;.
1(-) is the indicator function that returns 1 if the query
results inside are equal, and 0 otherwise.

Executor and Logs. Users can tailor the evaluation workflow of
NL2sQL models, setting parameters like hyper-parameters and met-
rics. The testbed then automatically runs these models on bench-
marks (e.g., Spider) and custom subsets (e.g., nested queries), logging
every outcome. These logs offer detailed insights into each model’s
performance, serving as the resource for model analysis.
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Table 2: Spider vs. BIRD Dataset Statistics.

[ #Tables/DB__ [ #-Columns/DB [ #-Columns/Tables | #PKs/DB__ | #FKs/DB |
[Min | Max | Avg | Min | Max | Avg | Min | Max | Avg | Min | Max | Avg | Min | Max | Avg |

‘ Dataset

Spider
Train Set
BIRD
Train Set

2 26 352 | 27.8 2 48 5.1 0 18 4.8 0 25

2 65 455 | 513 1 62 6.8 0 65 6.7 0 61

Spider
Dev Set
BIRD
Dev Set

2 11 56 22.1 2 32 5.4 1 3.7 1

3 13 199 | 72.5 2 115 10.6 2 6.5 1

Evaluator. Leveraging data from Logs, the Evaluator automat-
ically generates quantitative assessments, presented in easily in-
terpretable formats like tables or leaderboards. Additionally, our
testbed offers visualization tools and a dashboard for interactive
analysis, allowing users to compare NL2sQL solutions across dimen-
sions such as database domains and sQL characteristics.

4 EXPERIMENTS
4.1 Experimental Settings

Datasets. We use the development sets of Spider [58] and BIRD [26]
as our experimental datasets, which contain 1034 and 1534 (NL, SQL)
samples, respectively. The sQL structure from the BIRD dataset is
more complex and includes some keywords not covered by Spi-
der, such as CASE, IIF, etc. This added complexity challenges the
model’s NL2sQL ability. In addition, the databases in BIRD are more
complex than those in Spider, as shown in Table 2.

Methods. We evaluate the state-of-the-art open-source LLM-based
and PLM-based NL2sQL methods.

Prompt-based LLMs. We compare 4 prompt-based methods:

(1) DINSQL [38] decomposes the generation of sQL queries into
different sub-problems and designs different prompts for each sub-
problem to instruct GPT-4 to generate final sQL queries.

(2) DAILSQL [11] encodes the question and database schema in sQL
code style. It selects few-shot examples based on their structural
(skeleton) similarities and query similarities. These elements are
combined into an efficient prompt to guide GPT-4.

(3) DAILSQL(SC) [11] is the version of DAILSQL with a Self-
Consistency (SC) strategy for post-processing.

(4) C3SQL [9] uses schema linking filtering and a tailored calibration
bias prompt with GPT-3.5 for sQL query generation, incorporating
a self-consistency strategy for post-processing.

Fine-tuning-based LLMs. We evaluate 9 fine-tuning-based methods.

(5-8) SFT CodeS (1B/3B/7B/15B) [24]: CodeS is incrementally pre-
trained based on StarCoder [27] using a large SQL-related corpus,
which has demonstrated outstanding performance on many chal-
lenging N1L2sQL benchmarks. In the following experiments, we use
SFT CodeS which is fine-tuned with Spider or BIRD datasets. There
are 4 versions of SFT CodeS family models in our experiments.

(9) Llama2-7B [50] uses an optimized Transformer as an auto-
regressive language model, pre-trained on a vast corpus by Meta.

(10) Llama3-8B [2] on over 15T tokens of data — a training dataset
7x larger than that used for Llama 2, including 4x more code.

(11) StarCoder-7B [27] is a Code LLM that has been trained on
permissively licensed data from GitHub. The data encompasses a



wide range of content, including code from over 80 programming
languages, Git commits, GitHub issues, and Jupyter notebooks.

(12) CodeLlama-7B [44] is an enhanced variant of Llamaz2, refined
with additional training on code repository datasets.

(13) Deepseek-Coder-7B [14] is trained on project-level code cor-
pora and fill-in-the-blank tasks to boost code completion.

PLM-based NL2SQL. We evaluate 7 the state-of-the-art methods:

(1) Graphix-3B+PICARD [25] integrates a pre-trained T5-3B trans-
former with graph-aware enhancements for NL2sQL tasks, utilizing
PICARD [45] to enhance performance.

(2-4) RESDSQL(Base/Large/3B) [23] introduces a ranking-enhanced
encoding and skeleton-aware decoding to separate schema linking
from skeleton parsing.

(5-7) RESDSQL(Base/Large/3B)+NatSQL [23] is the version incorpo-
rated with NatSQL [10] for better performance. There are 6 versions
of RESDSQL family models used in the experiments.

Metrics. We evaluate different methods on Exact Match Accuracy
(EM), Execution Accuracy (EX), Query Variance Testing (QVT),
Valid Efficiency Socre (VES), Token Efficiency, and Latency metrics.

Hardware and Platform. All experiments are conducted on an
Ubuntu 22.04.3 LTS server equipped with 512GB RAM and two
40-core Intel(R) Xeon(R) Platinum 8383C CPUs @ 2.70GHz. For the
supervised fine-tuning of LLM experiments, we use 8 NVIDIA A800
(80GB) GPUs to fine-tune the models.

4.2 Experiments on Evaluating Accuracy

Exp-1: Accuracy vs. SQL Complexity. We evaluated all methods
by varying sQL complexity using Spider and BIRD development sets.
We computed Execution Accuracy (EX) and Exact Match Accuracy
(EM) metrics. Note that we retrained RESDSQL from scratch on the
BIRD train set but did not include NatSQL due to unavailable code.
Additionally, We omitted DINSQL due to GPT resource constraints.
Table 3 and Table 4 report the results. The state-of-the-art (SOTA)
and EM in specific SQL complexity are marked as and
blue in the table, respectively.

Insights based on the metric. As shown in Table 3 and Table 4,
we find that the EX of the LLM-based method exceeded the PLM-
based method in different difficulty subsets. Particularly, in Table 4,
DAILSQL(SC) outperforms LLM-based SOTA method SFT CodeS-
15B on the Challenging subset, which may benefit from GPT-4’s
stronger reasoning capabilities.

Insights based on the EM metric. In Table 3, we find that LLM-based
methods after supervised fine-tuning generally have higher EM
performance than prompt-based LLM methods. After fine-tuning,
both the LLM- and PLM-based model’s output aligns more closely
with the specific dataset’s data distribution, leading it to predict
SQL structures similar to those in that dataset.

Finding 1. Fine-tuning is an essential strategy to improve perfor-
mance. Specifically, LLM-based methods with fine-tuning achieve
the best overall results on the EX metric, while PLM-based methods
perform best on the EM metric overall.
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Table 3: Accuracy vs. SQL Complexity in Spider-Dev.

. ‘ Spider-Dev ‘
Types | Methods | Metrics |01 31eq | Fard | Fxtra | AT |
EX 927 | 852 | 776 | 620 | 820
C35QL EM | 802 | 435 | 356 | 181 | 469
o
E DINSOL EX 923 | 874 | 764 | 627 | 828
g, Q EM | 827 | 655 | 420 | 307 | 60.1
g EX 915 | 89.2 77.0 60.2 83.1
s DAILSQL - :
£ Q EM | 895 | 742 | 555 | 452 | 700
3 EX 915 | 90.1 753 62.7 83.6
3 ) ) } ) )
DAILSQL(SC
g QLSO EM | 883 | 735 | 540 | 416 | 687
< ] EX 923 | 836 | 701 | 494 | 779
= SFT CodeS-1B | —2N—1515 [ 744 | 655 | 410 | 717
EX 948 | 883 | 753 | 60.8 | 833
SFT CodeS3B 514 [ 807 | 678 | 494 | 768
EX 943 753
SFT CodeS-7B
i ode5-7 EM | 927 | 852 | 678 | 560 | 794
g EX 90.4 61.4 84.9
2 | SFT CodeS-15B : : .
b ode EM | 93.1 | 834 | 672 | 542 | 783
8 EX 948 | 877 73.0 56.0 81.8
o B
3 RESDSQL-3B EM | 940 | 830 | 667 | 530 | 780
ki RESDSQL-3B EX 944 | 879 | 770 | 663 | 841
< + NatSQL EM | 931 | 830 | 70.1 | 65.7 | 805
S Graphix-3B EX 923 | 863 | 736 | 572 | 809
+ PICARD EM | 919 | 823 | 655 | 530 | 771
1. 33 . .
. X oaq | 013 | 8 687 | 87.0
Hybird |  SuperSQL 031 | .17 | (187 | (167
EM | 903 | 767 | 615 | 440 | 721

Table 4: Accuracy vs. SQL Complexity in BIRD-Dev.

) BIRD-Dev
Types Methods Metrics — -
Simple ‘ Moderate ‘ Challenging ‘ All
% C35QL EX 58.9 38.5 31.9 50.2
- gy DAILSQL EX 62.5 43.2 37.5 54.3
g & DAILSQL(SC) EX 63.0 45.6 55.9
2 SFT CodeS-1B EX 58.7 37.6 36.8 50.3
é . SFT CodeS-3B EX 62.8 443 38.2 54.9
g SFT CodeS-7B EX 64.6 46.9 403 57.0
2 SFT CodeS-15B |  EX 424
o~ g RESDSQL-Base | EX 423 202 16.0 33.1
Z 2| ™ [ResDsQL-Large | EX 465 277 229 386
il RESDSQL-3B EX 535 333 16.7 439
. 66.9 43.8
Hybird SuperSQL EX 46.5 58.5
(1.17) (0.77)

Exp-2: Accuracy vs. SQL Characteristics. Real-world applica-
tions often require generating sQL queries involving advanced oper-
ations like subqueries, logical connectors, ORDER BY, and multiple
JOINs. Therefore, we will evaluate the capability of NL25QL models
to accurately generate sQL queries with varying characteristics.

To this end, we classify sQL queries based on four criteria: (1) the
presence of subqueries, (2) the number of logical connectors, (3)
the use of ORDER BY, and (4) the number of JOINs. Note that our
NL2SQL360 supports sQL query filtering based on individual sQL
clauses, their combinations, or user-defined conditions. However,
due to space constraints, we demonstrate only four representative
aspects. We run all methods on these four subsets of sQL queries
and compute their EX metrics.

We classify LLM-based methods into prompt-based and fine-
tuning-based. Figure 5 shows the EX performance distribution
across subsets of the Spider and BIRD datasets. Figure 6 and 7
provide detailed results. The bar chart presents the overall EX for
each method, with methods on the x-axis and subsets on the y-axis.



w/ JOIN

w/o Subquery w/ Subquery w/o Logical-Connector w/ Logical-Connector w/o JOIN w/o ORDER-BY w/ ORDER-BY
80
86 " 60- H 86 i 867 859 I
g I I i ] I 70 1 I I I 754 = I g = I
s m = 50 - 84- = i . L. 844 - o 1 =
g = = ! + I 88 s 70 o 82 I 1
2 404 L 82 60 27 ! -
& g0 ] J
Pl L gl o ld L L. L SR SR S — S O S N E— —
LLM LM LM PLM LLM LM LM PLM LLM LM LM PLM LLM LM LM PLM LLM LM LM PLM LLM LM LM PLM LLM LM LM PLM LLM LM LM PLM
Py (FT)  (FT) P (FT)  (FT) () (FT) (FT) () (FT) (FT) Py (FT)  (FT) P (FT)  (FT) () (FT) (FT) () (FT) (FT)
w/o Subquery w/ Subquery w/o Logical-Connector w/ Logical-Connector w/o JOIN w/ JOIN w/o ORDER-BY W/ ORDER-BY
60 - - — = = I 50
s E E I 35| i = I 60 i - f 50 i I ? 60-] z E I . % E E 60 i f E % - ?
ol = a 4
X 50 304 I * © 204 50 o _-L
g 40 S = I * I 07 9 B 30+ I
o ! 30 _-L 40 I
20-] I 40l L w© o : =
LM LM LM PLM LM LM LM PLM LM LM LM PLM LM LM LM PLM UM LM LM PLM LM LM LM PLM LM LM LM PLM LM LM LM PLM
() (FT)  (FT) P (FT)  (FT) () (F)) (F) (P) (FT) (FT) (P) (FT) (FT) (P) (FT) (FD () (FT) (FT) () (FT) (FT)
Figure 5: EX vs. SQL Characteristics. (LLM (P): Prompt-based LLMs, LLM (FT): Fine-tuned LLMs, PLM (FT): Fine-tuned PLMs.)
LLM-based PLM-based LLM-based . PLM-based
4
. 84.9 20
Eo 0
w/o JOIN 89.8 874 877 90.6 89.6 89.8 86.7 wio JOIN -RLli
w/ JOIN 72.8 757 73.3 76.2 78.9 733 64.5 w/ JOIN
w/o Subquery 83.3 86.0 86.7 84.3 79.4 w/o Subquery
o °
o 7]
§ w/ Subquery 515 333 39.4 2 w/ Subquery 218 195
[
(7]

w/o Logical-

827
Connector

86.4 87.0

w/ Logical-
Connector

74.4 689 689

w/o ORDER-BY 83.2 851 86.3

w/ ORDER-BY 781 84.4 823

SFT
CodeS-78

DINSQL
C3sQL

=
<}
a
K-}
z
¥

DAILSQL(SC)
DAILSQL
Codes-158
Codes-38
Codes-1B
RESDSQL-38
Graphix
+PICARD

@
@
4
[}
%3
a
7]
w
-3

Prompting
Figure 6: EX vs. SQL Characteristics on Spider.

Fine-tuning

Exp-2.1: #-Subquery. As shown in Figure 6 and Figure 7, all meth-
ods perform worst in cases with subqueries, indicating that reason-
ing through subqueries is a challenging task. Figure 5 shows that
in scenarios without subqueries, the LLM-based methods slightly
outperform the PLM-based methods on Spider and significantly
outperform them on BIRD on average. In scenarios with subqueries,
the LLM-based methods excel on both datasets.

This is because generating sQL with subqueries requires the
model to first consider the subquery and then generate the en-
tire sQL, demanding strong reasoning abilities. We find that all
LLM-based methods, especially those prompted by GPT-4, perform
better in subquery, surpassing both fine-tuned LLM-based methods
and PLM-based methods. This suggests that the model’s inherent
reasoning ability is crucial for processing soL with subqueries.

Finding 2. In scenarios involving subqueries, LLM-based methods
outperform PLM-based methods overall, with methods using GPT-4
(i.e., prompt-based LLM) showing particularly better performance.
The inherent reasoning ability of these models is likely crucial for
success in predicting the subqueries.

Exp-2.2: #-Logical Connector. Logical Connectors (e.g., AND, OR)
are used to link conditions, filter query results, and perform other
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Figure 7: EX vs. SQL Characteristics on BIRD.

operations, making it essential to understand the model’s perfor-
mance with respect to logical connectors.

Without Logical Connectors (Figure 5), LLM-based methods do
not outperform PLM-based methods on the Spider dataset. However,
on the more complex BIRD dataset (Table 2), LLM-based methods
excel. When Logical Connectors are needed, LLM-based methods
consistently outperform PLM-based methods on both datasets.

Finding 3. In scenarios where Logical Connectors are required, the
LLM-based methods are better than the PLM-based methods.

Exp-2.3: #-JOIN. In many usage scenarios, we need to generate
sQL queries with JOINs across multiple tables. This challenges the
model’s ability to correctly understand complex database schemas.

SQL without JOIN. As shown in Figure 5, in scenarios without JOIN
operations, LLM-based and PLM-based methods show inconsistent
performance on Spider and BIRD, with no clear winner. Figure 6
and Figure 7 provide similar insights.

SQL with JOIN. However, for scenarios requiring JOIN operations,
LLM-based methods outperform PLM-based methods in both
datasets. This could be due to the JOIN operation’s need for under-
standing complex database schemas, where LLMs typically excel
due to their superior context-understanding capabilities.
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Impact of NatSQL. In Figure 6, for sQL queries with JOIN, DINSQL
works best in prompt-based methods, while RESDSQL-3B+NatSQL
is the best among PLM-based methods. Both utilize NatSQL [10] as
an intermediate representation, likely benefiting from its stream-
lined form that omits JOIN keywords and reduces schema item
prediction, thus easing sQL prediction in JOIN scenarios.

Finding 4. In scenarios involving JOIN operations, LLM-based meth-
ods outperform PLM-based methods. Taking NatSQL as an inter-
mediate representation reduces the complexity of predicting JOIN
operations and potentially enhances the model performance.

Exp-2.4: # ORDER BY. As shown in Figure 5, we observed that
without the ORDER BY clause, LLM-based methods outperform PLM-
based methods on both the Spider and BIRD datasets. However, with
the ORDER BY clause, LLM-based methods underperform compared
to PLM-based methods on the Spider dataset, while they outperform
PLM-based methods on the BIRD dataset. This difference might be
because the BIRD dataset is more complex than the Spider dataset.

Finding 5. In scenarios with the ORDER BY clause, the performance of
PLM/LLM-based methods varies across different datasets. Generally,
LLM-based methods demonstrate stronger generalization capability.

Exp-3: Query Variance Testing. We evaluate the NL2sQL sys-
tem’s adaptability to diverse natural language phrasings and struc-
tures, reflecting the variety expected in practical applications. Note
that there are seldom sQL queries with multiple corresponding NL
queries in the BIRD dataset. Thus, we build the QVT dataset using
Spider Dev set, as it contains 469 sQLs corresponding to more than
two different NL queries, aligning with QVT’s purpose. We compute
the QVT scores based on the Equation (1).

As shown in Figure 8, there is no clear winner between LLM-
based methods and PLM-based methods in terms of QVT. However,
Fine-tuned LLMs generally exhibit higher QVT than prompting
LLMs. This improvement may result from the alignment of model
input with specific data distributions after fine-tuning, reducing
the impact of NL changes on performance. Notably, although the
Graphix+PICARD method underperforms in overall EX compared
to all prompt-based methods, it surpasses them in QVT.

Finding 6. There is no clear winner between LLM-based and PLM-
based methods in QVT. Fine-tuning the model with task-specific
datasets may help stabilize its performance against NL variations.
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Figure 9: EX vs. Different Domains on Spider.

Exp-4: Database Domain Adaption. In practical NL2sQL applica-
tions, scenarios usually involve domain-specific databases, such as
movies or sports, each with unique schema designs and terminolo-
gies. Assessing the detailed performance of methods across different
domains is crucial for effective model application. We classified the
140 databases in the Spider training set and the 20 databases in the
development set into 33 domains. All fine-tuning-based LLMs and
PLMs are tuned using the training set. Figure 9(a) shows the EX
performance across diverse database domains in the Spider dataset.
Figure 9(b) shows the overall performance.

As shown in Figure 9(a), we discovered that different NL2sQL
methods exhibit varying biases towards different domains and there
is no clear winner between LLM-based and PLM-based methods.

However, in Figure 9(b), we observe that fine-tuning-based meth-
ods outperform in domains with more training databases (College,
Competition, Transportation). Conversely, in domains with fewer
training databases, prompt-based methods excel. This suggests that
in-domain training data during the fine-tuning process is crucial
for enhancing model performance in specific domains.

Finding 7. Different methods exhibit varying biases towards dif-
ferent domains, and there is no clear winner between LLM-based
and PLM-based methods. However, in-domain training data during
fine-tuning is crucial for model performance in specific domains.

Exp-5: Supervised Fine-tuning of LLM-based Methods. We
investigated Supervised Fine-tuning (SFT) of open-source LLMs for
the N12sQL task. DAILSQL [11] examines the impact of varying
shot and prompt representation during SFT but does not address
which open-source LLMs are best suited for SFT in the NL2sQL task.
DAILSQL found that SQL-style prompts were beneficial, so we
adopted a similar prompt approach in a zero-shot setting, as shown



/* Given the following database schema: */
CREATE TABLE airports (
City text,
AirportCode text primary key,
AirportName text

)

CREATE TABLE airlines (
uid int primary key,
Airline text

)

/* Answer the following: What are airport names at City
'Aberdeen’' ?*/
SELECT AirportName FROM airports WHERE City = "Aberdeen";

Figure 10: An Example of SQL-style Prompt.
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Figure 11: EX / HumanEval vs. SFT Base Models.

in Figure 10. Given that NL2sQL is a code-related task, we selected
five open-source LLMs with varying code abilities, evaluated using
the HumanEval (Pass@1) metric [5]. To ensure a fair comparison
and account for hardware limitations, all chosen LLMs have similar
parameters. The suffix in the model name, such as 7B, indicates the
model has 7 billion parameters.

Settings. We compare 5 fine-tuning-based LLMs introduced in Sec-
tion 4.1. We use an instruction-tuning approach, i.e., Alpaca [49].
We use the Adam optimizer with a learning rate of 1e-5 and no
weight decay. The learning rate follows a cosine decay to zero by
the end of training. We train with a global batch size of 16 for a
single epoch to mitigate over-fitting risks. After SFT, LLMs are
evaluated on the Spider Dev set using the EX metric.

Results. As shown in Figure 11, after SFT, the performance (EX) im-
proves but varies significantly across different base models. Impor-
tantly, a positive correlation is observed between these performance
variations and the models’ intrinsic coding abilities (HumanEval)
before SFT. This suggests that selecting base LLMs with advanced
coding capabilities is beneficial for adaptation in the NL2sQL task.

Finding 8. After Supervised Fine-tuning (SFT) on open-source LLMs
for the NL2sQL task, we found a positive correlation between per-
formance after SFT and the model’s inherent coding ability prior to
SFT. This indicates that base LLMs with advanced coding abilities
are important for adapting to the NL2sQL task.

4.3 Experiments on Evaluating Efficiency

Exp-6: Economy of LLM-based Methods. Prompt-based LLM
methods utilize commercial GPT API interfaces to accomplish the
NL2sQL task. As of June 2024, compared to GPT-3.5-turbo, the API
interface of GPT-4 is 60 times more expensive for input tokens and
40 times more expensive for output tokens. In practical applications,
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Table 5: Accuracy vs. LLM Economy on Spider/BIRD Dev Set.

[ Avg. Tokens / Query | Avg. Cost/Query | EX(%) [ EX/ Avg. Cost |

‘ Methods ‘LLMS

| Spider [ BIRD [ Spider [ BIRD | Spider [ BIRD | Spider | BIRD |
C3SQL | GPT-35 | 5702 5890 0.0103 | 0.0104 | 820 | 502 | 7961 | 4825
DINSQL GPT-4_| 9571 - 0.2988 - 82.3 - 277 -
DAILSQL | GPT-4 | 930 1559 0.0288 | 0.0486 | 831 | 543 | 2885 | 1117
DAILSQL(SC) | GPT-4 | 1063 1886 0.0377 | 0.0683 | 836 | 559 | 2218 | 819
[ SupersQL | GPT-4 | 942 | 1412 [ 0.0354 | 0.0555 | 87.0 | 585 | 2458 | 1053 |
Table 6: The Efficiency of PLM-based Methods.
Latency GPU Memory Used
Methods ‘ Parameters | EX (%) Per Sample (sec) (GiB)
RESDSQL-Base 220M 77.9 1.10 3.87
RESDSQL-Base + NatSQL 220M 80.2 1.01 3.59
RESDSQL-Large 770M 80.1 171 7.55

770M
3B
3B

81.9
81.8
84.1

1.57
1.91
1.97

6.83
24.66
21.59

RESDSQL-Large + NatSQL
RESDSQL-3B
RESDSQL-3B + NatSQL

our concern extends beyond the performance of NL2sQL methods to
include cost considerations. In this experiment, we compute several
metrics for each prompt-based method based on the development
set of Spider and BIRD. These include the number of tokens and
the cost (in dollars) per NL2sQL task. As shown in Table 5, we also
calculate the ratio of EX to Average Cost, which indicates the cost-
effectiveness of the N12sQL method to some extent.

Although C3SQL scores lowest in EX on both datasets, its EX to
average cost ratio is the highest, benefiting from the lower cost of
the GPT-3.5-turbo interface compared with GPT-4. Among methods
using GPT-4, DINSQL is the least cost-effective, whereas DAILSQL
emerges as the most cost-efficient. Although DAILSQL(SC) outper-
forms DAILSQL on both datasets, it introduces higher costs.

Finding 9. Based on the ratio of Execution Accuracy (EX) to the
Average Cost, we observe that prompt-based LLM methods call-
ing GPT-3.5-turbo offer higher cost-effectiveness. Although DAIL-
SQL(SC) shows EX improvements over DAILSQL on Spider and BIRD
datasets, it introduces higher costs reducing its cost-effectiveness.

Exp-7: Efficiency of PLM-based Methods. In practical applica-
tions, considering both the performance and efficiency of NL2sQL
methods is essential, especially latency per sample. Different meth-
ods have varying GPU memory requirements, increasing with
model size. Selecting the appropriate method based on available
hardware and latency requirements is a common challenge. We
assess three metrics across six models: RESDSQL-Base/Large/3B
and RESDSQL-Base/Large/3B + NatSQL, focusing on Execution
Accuracy (EX), Latency Per Sample, and GPU Memory Used, using
the Spider development set. Model efficiency is dataset-agnostic,
so we omit the BIRD dataset due to space constraints.

Table 6 shows that as model size increases, so do GPU memory
and latency. However, RESDSQL-Base+NatSQL (220M parameters)
and RESDSQL-Large (770M parameters) achieve similar EX (80.2%
and 80.1%), with the former having lower latency and memory
usage. Similarly, RESDSQL-Large+NatSQL and RESDSQL-3B have
comparable EX but differ in latency and hardware needs. Therefore,
model selection should consider latency and hardware resources.

Finding 10. For the same method, as model parameters increase in
size, there is a corresponding rise in the latency and hardware re-
source requirements. Furthermore, models with similar performance
can differ in latency and hardware resource requirements.
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Exp-8: SQL Efficiency - Valid Efficiency Score. In practical sce-
narios, it’s crucial not only to focus on the correctness of the sQL
queries generated by models but also on their execution efficiency.
BIRD [26] introduces the Valid Efficiency Score (VES) to evaluate
the execution efficiency of correctly generated sQL queries. The VES
score is determined by dividing the execution time of the ground
truth sQL query by the execution time of the predicted sQL query.
We evaluate different methods on the development set of Spider
and BIRD using the VES metric to compare the execution efficiency
of sQL generated by different methods.

Table 7 reports experimental results. The highest VES score is
highlighted in in the table. The methods with the highest
VES on subsets of varying difficulty are inconsistent, with no clear
advantage for LLM-based or PLM-based approaches. Generally, a
method shows lower VES on harder subsets, likely due to increased
complexity and longer execution time.

Finding 11. Based on the VES metric, there is no clear winner be-
tween LLM-based and PLM-based methods. For the same method,
it tends to have lower VES on more difficult subsets.
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Figure 13: The Design Space of the NL2SQL Solution.

We explore the design space of NL2sQL solution powered by
language models, as shown in Figure 13.

(1) Pre-Processing: The Pre-Processing module comprises schema
linking and DB contents. Schema linking maps NL query references
to database schema elements (tables, columns), enhancing cross-
domain generalizability and complex query generation [20]. This
approach is adopted by leading LLM-based [9, 38] and PLM-based
methods [23, 25]. Additionally, the DB content module aligns query
conditions with database content, often enriching column details
via string matching [28]. As detailed in Table 1, while prevalent in
PLM-based methods, it’s seldom utilized in LLM-based approaches.

(2) Prompting Strategy: Prompting strategies fall into zero-shot,
where no NL2sQL examples are included in the model input, and
few-shot, which incorporates such examples, denoted as “3-shot”,
“5-shot”, etc., depending on the number of examples used. Ta-
ble 1 shows PLM-based methods typically use zero-shot, while
LLM-based methods vary: C3SQL [9] employs zero-shot, whereas
DAILSQL[11] and DINSQL[38] use few-shot. The few-shot exam-
ples for DINSQL are manually designed and fixed, whereas those for



DAILSQL are dynamically selected based on the similarity between
the target question and training set examples.

(3) SQL Generation Strategy: Language models employ various
strategies for generating sQL, categorized into three key aspects:
Multi-Step, Decoding Strategy, and Intermediate Representation.

(a) Multi-Step akin to the Chain-of-Thought (COT) process, in-
volves generating sQL queries in stages, particularly useful for com-
plex queries [54]. We include two types of multi-step strategies:
“sqL skeleton - sQL” from PLM-based RESDSQL [23] and “Subquery
- sQL” from DINSQL [38].

(b) Decoding Strategy involves the model’s decoding process
to ensure output validity. The PLM-based PICARD [45] enforces
SQL syntax compliance in its output, whereas LLM-based methods,
utilizing OpenAI’s API, lack this decoding-level restriction.

(c) Intermediate Representation strategy explores if a model em-
ploys an intermediary query form to address the NL to sQL transla-
tion’s mismatch problem, where sQL’s design for relational databases
doesn’t align with natural language semantics. Various solutions
like [15] and NatSQL [10] have been introduced. LLM-based DIN-
SQL [38] and several PLM-based methods [10, 23, 42] adopt NatSQL.
In our setting, we only include NatSQL for simplification.

(4) Post-Processing: we consider the following strategies.

(a) Self-Correction is proposed in DINSQL [38]. It provides the
generated sQL to the model for fixing potential issues.

(b) Self-Consistency involves executing various valid sQL queries
for a single NL query, using a voting mechanism on the outcomes
to determine the most consistent sQL as the final choice. It is used
in C3SQL [9] and DAILSQL [11].

(c) Execution-Guided SQL Selector is a module [23] that sequen-
tially executes model-generated SQL queries, identifying the first
error-free execution as the valid SQL.

(d) N-best Rerankers rank multiple candidate sQL queries to select
the most probable one as the final query [59].

5.2 NL2SQL360 Facilitates Better NL2SQL

After categorizing different LLM- and PLM-based methods into a
unified modular framework, a question arises: Can automatically
exploring and combining different modules from various NL2SQL so-
lutions achieve stronger performance?

To address this question, inspired by the Neural Architecture
Search (NAS) algorithm [55], we designed an NL2sQL Automated
Architecture Search algorithm (NL2SQL360-AAS) within our
NL2SQL360 framework. The key intuition behind NL2SQL360-
AAS is to automatically explore the predefined design space (i.e.,
predefined search space) of the NL2sQL solution. Therefore, we
adopt the standard Genetic Algorithm (GA) [3] to achieve this goal.

There are some key concepts relevant to our NL2SQL360-AAS.

(1) Search Space. This includes various modules used in NL2sQL,
such as sQL generation strategies, post-processing modules, and
prompting techniques, as shown in Figure 13.

(2) Individual. A valid combination of different modules in the
search space, i.e, a valid NL2sQL solution, is an individual.

(3) Target Metrics. We aim to select better individuals based on
target metrics like Execution Accuracy (EX), Exact-Match Accuracy
(EM), and Valid Efficiency Score (VES) on a specified dataset.
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Figure 14: NL2SQL360-AAS Algorithm Overview.

NL2SQL360-AAS: An Overview. As shown in Figure 14, our
algorithm consists of four main steps, i.e, Initialization, Individual
Selection, NL2sQL Module Swap, and NL2sQL Module Mutation. Note
that, M; ; is the i-th individual in the t-th generation population.

Step-1: Initialization. We initialize N randomized NL2sQL system

individuals {Mo,n}nN: , that are composed of random modules as
shown in Figure 13, resulting in 0-th generation population.

Step-2: Individual Selection. We evaluate the population of N indi-

viduals on the specified dataset (e.g., Spider) using the target metric
(e.g., EX). We implement a Russian Roulette Process [55] for indi-
vidual selection. This process probabilistically samples individuals
based on their target metric distribution, ensuring that individu-
als with higher target metrics have a greater likelihood of being
selected, while consistently eliminating the lowest performers.

Step-3: NL2sQL Module Swap. Two individuals selected from the pre-

vious step will exchange their NL2sQL modules based on the mod-
ule swap probability ps. For example, if individual M; ; has a Self-
Correction module and individual M; ; has a Self-Consistency mod-
ule in the Post-Processing Layer before the swap, these two modules
could be exchanged. In Figure 14, the individuals after the module
swap are labeled as Mz ; and Mf’ It respectively.

Step-4: NL2sQL Module Mutation. Next, the individual M;; (simi-
larly M j) will undergo module mutation in each layer (e.g., Pre-

Processing Layer) based on the module mutation probability p,.
For example, if the Pre-Processing Layer of Mf’ ; does not use the DB
Contents module, a successful mutation will result in the inclusion
of this module. After mutation, the individual is labeled as M;41 ;
and will enter the next generation population.

We repeat Step 2—4 until we obtain the complete next generation

population {My41, Y =1 marking one entire population iteration.

5.3 SuperSQL: A Superior NL2SQL Solution
Suggested by NL2SQL360-AAS

In this section, we validate the effectiveness of the NL2SQL360-AAS
algorithm. The search space is defined as shown in Figure 13. For
simplification, we utilize only the Few-shot module from DAILSQL
in the Prompting Strategy. Since we use GPT as our backbone,
we cannot adjust its decoding strategy and thus we can only use
Greedy Search in the Decoding phase. To save costs, we use GPT-
3.5-turbo in the algorithm. The population size N is set to 10, the
number of population generations T is 20, and the probabilities for
NL2sQL module swap and N12sQL module mutation, ps and py,, are



/* Given the following database schema (with linked
value list after column definition): */
CREATE TABLE airports (
City text,
i El
AirportName text -- ["Aberdeen"]
)
CREATE TABLE airli ¢
S . .
Airli
2
/* Answer the following: What are airport names at City
'Aberdeen' ?*/
SELECT AirportName FROM airports WHERE City = "Aberdeen";

Figure 15: Clear Schema with DB Content Prompt.

set to 0.5 and 0.2, respectively. We run the algorithm on the Spider
development set with the EX as the target metric.

SuperSQL. We select the individual with the highest Execution
Accuracy from the final generation produced by the NL2SQL360-
AAS as our final searched N12sQL solution, namely SuperSQL.
The composition of SuperSQL is as follows: (1) Pre-Processing:
Schema Linking from RESDSQL and DB Contents from BRIDGE
v2; (2) Prompting: DAILSQL’s Few-shot module selects in-context
examples by similarity; (3) SQL Generation: OpenAI’'s Greedy-
decoding strategy, without Multi-step or NatSQL; (4) Post-
Processing: Self-Consistency from DAILSQL. We explored the or-
ganization of the prompt for this composition, as illustrated in
Figure 15. Under this combination, the RESDSQL schema linking
module is used to filter out irrelevant schema items. Furthermore, it
incorporates the DB content module from the BRIDGE v2 method.
The relevant content is added as comments next to the columns in
the prompt, enhancing column information. We then replace the
backbone model with GPT-4 for improved performance.

The Effectiveness of SuperSQL. We evaluate SuperSQL on the
Spider development set, achieving 87.0% in EX and outperforming
other methods (Table 3). SuperSQL excels in Medium, Hard, and
Extra subsets, proving its effectiveness. On the BIRD development
set, SupersSQL also shows competitive performance (Table 4).

We also evaluate SuperSQL on the Spider and BIRD test sets,
achieving 87.0% EX on Spider (2nd place) and 62.66% EX on BIRD
(9th place). Note that SuperSQL surpasses all baselines within its
design space. Specifically, SuperSQL outperforms the strongest base-
line—DAILSQL(SC)—by 5.25% on the BIRD test set. This improve-
ment is primarily due to our NL2SQL360-AAS, which effectively
searches for superior module combinations based on different base-
lines in the design space. Adding more powerful baselines is ex-
pected to further improve SuperSQL through NL2SQL360-AAS.

The Efficiency of SuperSQL. We calculate the VES metric to
evaluate sqQL efficiency on the development set of Spider and BIRD.
According to Table 7, SuperSQL attains overall VES scores of 99.18
and 61.99, respectively, outperforming other methods.

The Economy of SuperSQL. Furthermore, we consider the econ-
omy of our method, and the results are shown in Table 5. Compared
to other GPT-4 based methods, our method uses fewer tokens and
lower costs, while achieving better performance in EX metrics.
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6 RESEARCH OPPORTUNITIES

We discuss research opportunities based on experimental findings.
Make NL2SQL Methods Trustworthy. Current methods may gen-
erate incorrect sQL results, which can be attributed to: 1) ambiguous

and underspecified NL queries, 2) ambiguous database schemas and
dirty contents, and 3) inadequate capabilities in schema linking.

Handling ambiguous and underspecified NL queries. We can explore

the following strategies to alleviate these issues. (i) Query Rewriter
aims to automatically refine given NL queries and ensure their
clarity. (ii) Query Auto-completion helps formulate user queries by
suggesting candidate tokens that are well-aligned with the database.

Interpreting NL2SQL Solution. (i) NL2SQL Debugger detects incor-
rect SQL queries, enables users to step through the sQL generation
process, and helps identify errors or mismatches. (ii) SOL and Query
Results Interpretation method helps users assess if the generated
sQL and query results meet their requirements.

Develop Cost-effective NL2SQL Methods. LLM-based NL2sQL
methods are promising but costly in terms of token consumption,
impacting both costs and inference times. Exploring ways to en-
hance accuracy while minimizing token use is crucial. Specifically,
the potential benefits of modularized NL25QL solutions and multi-
agent frameworks are becoming clear. Incorporating LLMs with
these methods has the potential to optimize both accuracy and effi-
ciency, particularly for complex queries, while conserving tokens.

Adaptive Training Data Generation. The effectiveness of NL2sQL
methods depends greatly on the quality and coverage of train-
ing data. These methods often struggle with adapting to unseen
databases. A promising research direction is dynamically generat-
ing (N1, sQL) pairs using model evaluation feedback. This approach
tackles domain adaptation and ensures diverse, high-quality train-
ing data by leveraging insights from NL2sQL performance.

7 CONCLUSION

We proposed a multi-angle testbed, named NL2SQL3680, for evaluat-
ing N12sQL methods from different perspectives, such as the ability
to handle various characteristics of sQL and database domains, in
a fine-grained manner. We utilized our NL2SQL360 to evaluate 13
LLM-based and 7 PLM-based NL2sQL methods on 2 widely-used
benchmarks, varying 15 settings and deriving a set of new findings.
Furthermore, we employed our NL2SQL360 to analyze the design
space for NL2sQL solutions and automatically search for one of the
best solutions, named SupersSQL, tailored to user-specific needs. Our
new SuperSQL, which interleaves LLM-based and PLM-based mod-
ules, achieves 87% and 62.66% execution accuracy on the Spider
and BIRD test sets, respectively.
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