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ABSTRACT
Graphs are a versatile concept for the representation of intercon-
nected data, such as production processes. In combination with
ontologies that provide context in the form of domain knowledge,
graphs holding data can be seen as knowledge graphs. An inter-
esting use case for knowledge graphs is data quality measurement,
which is highly context-dependent. Consequently, ontologies for a
knowledge graph-based definition of data quality metrics, such as
the Data Quality Definition Ontology (DQD), have been developed.
Unfortunately, context must be encoded as part of the data qual-
ity metric definitions, which limits the reusability of data quality
metrics in other use cases.

Addressing the shortcomings of previous work, we develop a
novel method for dynamic knowledge graph-based parameters for
data quality metric definitions. We further provide an extended
version of DQD that leverages our method to support dynamic
parameters among other optimizations. Based on an example in the
context of a manufacturing company, we highlight the practical
applicability of our approach and discuss future uses of the concept.
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1 INTRODUCTION
As an effect of the increasing digitalization of the world, the amount
of data generated in almost all aspects of life is increasing. For ex-
ample, in manufacturing companies the production steps of each
manufactured item are recorded to create digital twins as part of the
so-called “Industry 4.0” [22, 24]. Tracking of the production process
enables detailed analyses, which can lead to insights that allow
to optimize the production process. However, manufacturing data
may have a complex structure, as shown in the following running
example (cf. Figure 4): Products are sequentially assembled on a

This work is licensed under the Creative Commons BY-NC-ND 4.0 International
License. Visit https://creativecommons.org/licenses/by-nc-nd/4.0/ to view a copy of
this license. For any use beyond those covered by this license, obtain permission by
emailing info@vldb.org. Copyright is held by the owner/author(s). Publication rights
licensed to the VLDB Endowment.
Proceedings of the VLDB Endowment. ISSN 2150-8097.

production line by various machines, and each machine provides a
timestamp for each assembly it performs. Although the relational
model [9] is a viable option for representing such data, a high num-
ber of joins leads to inefficient processing of this data. Therefore,
the use of graphs, i.e., a collection of nodes connected by edges,
is typically more efficient for highly interconnected data. How-
ever, the flexibility of graphs (e.g., dynamically evolving schemas)
comes at the cost of data validation issues and hard-to-detect data
quality (DQ) problems [27]. This is unfortunate, since high DQ is
a prerequisite for tasks such as training accurate machine learn-
ing (ML) models [7] and performing meaningful data analyses [6].

A possibility to overcome these challenges of measuring DQ
is to enrich graphs containing data with semantics. We consider
such data graphs as directed edge-labeled graphs that are imple-
mented using the Ressource Description Framework (RDF) [10]
and that are provided with semantics through Web Ontology Lan-
guage (OWL) [34] ontologies (cf. [13, 32] for definitions of ontolo-
gies). Following Hogan et al. [20], we refer to the combination of
graphs that hold data and ontologies that provide domain context
as knowledge graphs (KGs). Consequently, KGs combine data with
context, which makes them suitable for the context-dependent task
of DQ measurements [35].

DQ is often viewed as a multidimensional concept, where each
dimension (e.g., completeness) covers a particular aspect of DQ
[6, 30, 35]. DQ metrics [6, 30] (e.g., the share of missing values) pro-
vide quantitative measurements for a particular dimension. When
assessing the quality of a KG, users have to specify which parts of
the KG are measured by which DQ metric. Various ontologies with
different strengths and weaknesses [2, 11, 15, 16, 29] have been
developed for this purpose, such as the recently published Data
Quality Definition (DQD) Ontology1 [29].

Although current ontologies allow the definition of reusable DQ
metrics and enable a semantic-based assignment of DQ metrics,
they offer only limited possibilities for metric configuration (e.g.,
for setting thresholds) in the form of static values. We refer to such
metric configurations as static metric parameterization. However,
for use cases based on complex data, such as the manufacturing data
mentioned above, static parameterization is not always expressive
enough. For example, a DQ metric that measures whether time-
stamps of performed assemblies are in order cannot be expressed
using static parametrization. Thus, a mechanism that allows metrics
to be parameterized based on the data to be measured is required.
We refer to such a mechanism as dynamic parameterization. The
need for such context-dependent DQ definitions is also mentioned

1https://w3id.org/dqd/0.5 (last visited in June 2025)
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by Serra et al. [31], who emphasize that this increases the reusability
across use cases.

In this paper, we address existing limitations and contribute as
follows: (1) We present a novel method that enables the dynamic
parameterization of DQ metrics. (2) To facilitate its usability, we
implement our method in DQD, a state-of-the-art ontology for data
quality definitions. Intuitively, values for the parameters of DQ
metrics are dynamically retrieved from the KG based on the data
to be measured. (3) Moreover, we showcase the applicability of our
approach based on a simplified use case on manufacturing data.

The remainder of this paper is structured as follows: Section 2
provides related work in terms of ontologies that enable a KG-
based definition of DQ measurements. Section 3 introduces the
novel method for dynamic KG-based DQ metric parameterization.
Section 4 describes the extension of DQD with support for the new
method as well as further features. The practical application of
the new method is shown in Section 5. A discussion of the effects
of our new method and its impacts on other topics is provided in
Section 6. Section 7 concludes this paper along with future research
directions.

2 RELATEDWORK
DQ measurements are typically performed by computing DQ met-
rics that quantitatively assess the fulfillment of various aspects, the
so-called DQ dimensions [6, 30, 35]. Although there are common
DQ dimensions, such as accuracy, completeness, and validity, stan-
dardized definitions are missing [30, 35]. Similarly, multiple DQ
metrics for each DQ dimension have been proposed (see [12] for
examples). Consequently, a common understanding of DQ metrics
and DQ dimensions must be established within organizations to
obtain a consistent view of DQ and its measurements.

Since this paper focuses on RDF-based KGs that follow OWL on-
tologies, this section investigates existing ontologies [29] enabling
the specification of reusable DQ definitions. Even though some
of those ontologies are called “vocabularies”, in this paper they
are referred to as ontologies, as they provide a “specification of a
shared conceptualization” [32]. Given the objective of this paper
(i.e., the dynamic parametrization of metrics for KG-based DQ mea-
surement), we formulate five aspects by which we analyze related
ontologies:

(1) Data type. For which type of data can DQ measurements
be defined?

(2) Structure. Does the ontology use DQ dimensions and met-
rics to structure DQ information, as mentioned above?

(3) Reusability. Does the ontology provide support to reuse
definitions of DQ metrics and dimensions?

(4) Storing results.Where and how can the DQ measurement
results be stored?

(5) Dynamic parameterization. Does the ontology allow to
dynamically parameterize DQ metrics based on data stored
in the KG?

These aspects are analyzed on five ontologies in total, as shown
in Table 1. In addition to the four ontologies mentioned in [29],
an online search has been carried out to cover new developments,
leading to the inclusion of one additional ontology [16].

Apart from the five ontologies investigated, the online search
yielded further results, which are either (i) domain-specific (e.g., Spa-
tial Data Quality Ontology (SDQO) [37]), (ii) rely on the Data Qual-
ity Vocabulary (DQV) for the representation of DQ measurement
definitions (e.g., the Data Quality Assurance Ontology (DQAO) [25]
and BIGOWL4DQ [5]), or (iii) poorly documented, which prohibits
an analysis (e.g., the Image and Data Quality Assessment Ontology
(IDQA) [33]).

As Table 1 shows, all analyzed ontologies enable the reuse of DQ
measurement definitions. However, regarding the other analysis
aspects, the ontologies differ: the Data Quality Management (DQM)
vocabulary [15] uses a slighly different terminolgy by defining so-
called DQ rules that mainly return boolean results, the Dataset
Quality Ontology (daQ) [11] and DQV [2] can only define DQ
measurements on whole datasets, DQD [29] can be applied to data
assets of any type, and DQStream [16] targets data streams. Overall,
none of the discussed ontologies allow the definition of metrics
that depend on dynamic parameters whose values are determined
based on the measured KG.

For relational data, the situation is similar. Although there are
frameworks for measuring DQ on relational data, such as great
expectations2 and deequ3, frameworks like these typically only allow
the definition of static parameters. Dynamic parameterization, e.g.,

2https://greatexpectations.io (last visited in June 2025)
3https://github.com/awslabs/deequ (last visited in June 2025)

Table 1: Comparison of ontologies that allow the definition of DQ measurements

Ontology (1) Data type (2) Structure (3) Reusability (4) Storing results (5) Dynamic parameterization

Data Quality Management
(DQM) Vocabulary [15] RDF-based datasets DQ rules Possible In the RDF-based dataset

to be measured Possible for certain types of rules
Dataset Quality Ontology
(daQ) [11] Whole datasets DQ metrics are associated

to DQ dimensions Possible In RDF graphs Not possible

Data Quality Vocabulary
(DQV) [2]

Whole datasets
(represented using the
Data Catalog Vocabulary
(DCAT) [1])

DQ metrics are associated
to DQ dimensions Possible In RDF graphs Not possible

Data Quality Definition
(DQD) Ontology [29]

Any type of data asset +
parts of them (e.g., one
attribute, one instance)

DQ metrics consist of
statistics and are associated
to DQ dimensions

Possible In an external data store Not possible

DQStream [16] Data streams
DQ factors consisting of
so-called DQ windows are
associated with DQ metrics
and DQ dimensions

Possible As part of the processed
data stream Not possible
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Figure 1: Visualization of KG-based DQ measurements on a small sample of the manufacturing data example

through values stored in certain attributes, is not possible. Even
though there is also the need for dynamic parameterization in
this context, developments for the relational model are considered
out of scope, since the focus of this paper is on KGs-based DQ
measurement.

Based on the shortcomings described above, in Section 3 a novel
method enabling the dynamic KG-based parameterization of DQ
metrics is introduced. Apart from its theoretical introduction, the
method is also implemented as an addition to an ontology. In Sec-
tion 4, we extendDQD to support the new parameterizationmethod,
as it is the only analyzed ontology that (i) follows the structure of
DQ metrics and DQ dimensions and that (ii) allows to perform DQ
measurements on parts of datasets such as instances of a particular
class.

3 DYNAMIC KNOWLEDGE GRAPH-BASED
PARAMETERIZATION

Following the investigation of ontologies, we observe that none of
them allow the definition of dynamically parameterized DQmetrics.
Furthermore, Serra et al. [31] mention the inclusion of context into
DQ metrics as a topic for future research. Therefore, we extend the
definition of DQ metrics [6, 21] to support dynamic KG-based DQ
metric parameters.

From a mathematical perspective, a DQ metric𝑚, can be defined
as an unary function that maps data 𝑑 of type 𝐷 to a DQ result
value 𝑟 from a scale 𝑅 (Equation (1)) [6, 14, 17, 21]. Adhering to
that notation, a DQ measurement is the application of the metric
function𝑚 onto data 𝑑 returning a result value 𝑟 (cf. Equation (2)).

𝑚 := 𝐷 → 𝑅 (1)

𝑟 =𝑚(𝑑) (2)
Since the only argument of𝑚 is 𝑑 , further parameters providing

context to be considered in measurements must be directly encoded
within𝑚, as also described by [31]. For example, consider a DQmet-
ric𝑚 that measures whether a value lies above a certain threshold.
Hence, the threshold must be encoded as part of𝑚,𝑚’s reusability is
limited. Figure 1a shows how unparameterized DQ measurements
can be implemented in the context of RDF- and OWL-based KGs.
The structure of the defined DQ measurement is inspired by the
ontologies introduced in Section 2, whereas the example is based
on the manufacturing data mentioned in Section 1.

Static Parameterization. Based on this unparameterized defini-
tion of DQ metrics, we first extend the definition of DQ metrics
to support parameters 𝑣1, . . . , 𝑣𝑛−1. As an effect of that change, a
DQ metric𝑚stat is an 𝑛-ary function, as shown in Equation (3) and
Equation (4). The first argument, data 𝑑 ∈ 𝐷 , remains unchanged
compared to unparameterized metrics. The remaining 𝑛 − 1 argu-
ments of𝑚stat are the parameters 𝑣1, . . . , 𝑣𝑛−1 ∈ 𝑉 .

𝑚stat := (𝐷,𝑉 , . . . ,𝑉 ) → 𝑅 (3)

𝑟 =𝑚stat (𝑑, 𝑣1, . . . , 𝑣𝑛−1) (4)
The parameters are constant values 𝑣1, . . . , 𝑣𝑛−1 of type 𝑉 that

stay the same for all measurements performed by a DQ metric.
Thus, these parameters are called static. Considering the example
of the threshold metric, it is now possible to provide the threshold
separately as a parameter 𝑣thresh. Figure 1b visualizes such a metric
in the context of KGs and the manufacturing use case.

Dynamic Parameterization. The static parameterization does still
not consider the context provided by a KG. We address this limita-
tion by defining a dynamically parameterized DQ metric𝑚dyn as
an 𝑛-ary metric. Compared to𝑚stat the metric𝑚dyn takes functions
𝑝1, . . . , 𝑝𝑛−1 as arguments that determine a parameter’s value based
on the data 𝑑 ∈ 𝐷 and a value 𝑣 ∈ 𝑉 , as the Equations (5), (6), and
(7) show. Consequently, the dynamic computation of parameter
values passed to a metric𝑚dyn is enabled.

𝑚dyn :=
(
𝐷,

(
(𝑉 , 𝐷) → 𝑉

)
, . . . ,

(
(𝑉 , 𝐷) → 𝑉

) )
→ 𝑅 (5)

𝑝𝑥 := (𝑉 , 𝐷) → 𝑉 (6)

𝑟 =𝑚dyn (𝑑, 𝑝1 (𝑣1, 𝑑), . . . , 𝑝𝑛−1 (𝑣𝑛−1, 𝑑)) (7)
Figure 1c shows how a threshold in a DQ metric can be defined

dynamically for a KG based on a certain ontology. This time, the
metric is parameterized with a function that resolves the parameter
value using a path relative to the node of the KG on which the met-
ric is applied to. Consequently, the metric is tied to a specific class
and its subclasses within that particular ontology. Subsequently,
the metric can be applied on any KG following that ontology. As
an effect, the value of the parameter will change dynamically. Com-
pared to the other kinds of DQ metrics (cf. Figures 1a and 1b), this
kind of DQ metric features an increased reuseability.

3



Statistic

Metric

uses
Statistic

Dimension

has
Metric

Total Score

has
Dimension

Result

computed by

Parameter

has
Parameter
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4 EXTENDING THE DATA QUALITY
DEFINITION ONTOLOGY

The original concept of the Data Quality Definition (DQD)1 Ontol-
ogy (cf. Section 2) was introduced in 2023 alongside an implemen-
tation of the ontology in version 0.5 by Schrott et al. [29].

In this section, we introduce version 1.0 of DQD4, which enables
the definition of (dynamic) parameters (cf. Section 4.1), provides
an application profile (i.e., a guideline of how to use an ontology,
cf. Section 4.2), and contains further refinements (cf. Section 4.3)
that became apparent when using the original version in proof-of-
concept use cases.

4.1 Implementation of (Dynamic)
Parameterization

For the implementation of the (dynamic) KG-based parameteriza-
tion of DQ metrics, DQD is extended with new classes and proper-
ties (cf. Figure 2).

The parameter functionsmentioned in Section 3 are implemented
in DQD in the form of the dqd:Parameter OWL class. The param-
eter 𝑑 of the parameter function is inferred from the application
of the DQ metric, and the values 𝑣 are realized as OWL data type
properties dqd:hasPath and dqd:hasParameterValue. The literal
value of dqd:hasPath, a SPARQL Property Path [18], is used to re-
solve the actual value of the parameter relative to the class to which
the metric is applied on. In contrast, dqd:hasParameterValue’s
literal is treated as a static value. Thus, DQD version 1.0 supports
not only dynamic but also static parameterization of DQ metrics.
For the connection of parameters to DQ metrics, the OWL object
property dqd:hasParameter has been added.

Following [29] and by incorporating DQD’s new additions, the
definition of a (dynamically) parameterized metric that follows
DQD consists of two steps. First, a DQ metricM needs to be cre-
ated by forming a subclass of dqd:Metric, as described in [29].
Second, to ensure that different parameters can be identified when
computing a metric, for each parameter of M, a subproperty Px
of dqd:hasParameter has to be defined. The domain of these sub-
properties must beM, the range has to be dqd:Parameter.

4https://w3id.org/dqd/1.0 (last visited in June 2025)
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Figure 3: Visualization of dynamic and static parameteriza-
tion of DQ metrics in DQD

To apply a metric M to the nodes of a class C in a KG, M
must be instantiated to a metric instance m. By using the ob-
ject properties Px, which denote the parameters’ roles, this met-
ric instance m is connected to instances p𝑥 of dqd:Parameter.
These parameter instances p𝑥 reference literal values by using the
dqd:hasParameterValue and dqd:hasPath data type properties.

A visualization of a DQ metric that is dynamically and statically
parameterized and applied to a class C is shown in Figure 3. A larger
example in the context of the manufacturing use case is provided
in Section 5 and visualized in Figure 4.

4.2 Application Profile
Application profiles (APs) declare how terms defined in ontologies
should be used in a certain use case [19]. As described in [29], an
application profile (AP) is part of DQD’s concept to ensure the
correct usage of DQD. In contrast to DQD version 0.5, DQD’s new
release now provides an implementation of the AP in the form of
Shapes Constraint Language (SHACL) [23] shapes provided in a
separate file. SHACLwas chosen over Shape Expressions (ShEx) [3],
since SHACL provides better violation reporting and also supports
reasoning on the RDF graphs, which is not the case for ShEx.

The shapes contained in the AP were partly created automat-
ically [26] using Astrea [8] and were partly defined manually as
well. In its current form, the AP (i) encourages users of DQD to
provide a sufficient amount of metadata when defining DQ metrics,
it (ii) ensures that ranges of DQ values are defined consistently over
a hierarchy of DQ metrics, and it (iii) checks whether properties
have correct values, e.g., each result holds exactly one result value.
The AP is distributed separately from DQD and is available for
download online5.

4.3 Further Adaptions
Alongside the implementation of the dynamic parameterization
(cf. Section 4.1), we introduce further adaptions to DQD that stream-
line the usage of parameters and address observed limitations of
the original version.

To keep the ontology as consistent and concise as possible, all
data properties that model metric parameters specific to certain
DQ dimensions have been removed in favor of the dqd:Parameter

5https://w3id.org/dqd-ap/1.0 (last visited in June 2025)
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class (cf. Section 4.1). This concerns, e.g., the properties dqd:has-
ValidityPattern and dqd:hasCustomNullValue of DQD version
0.5. Even though this change breaks compatibility with some met-
rics defined in DQD version 0.5, it ensures a consistent definition
of arbitrary parameters.

Another removal concerns the value-partition subclasses of
the class dqd:Dimension, representing individual DQ dimensions.
Since DQ dimensions are not standardized, as discussed in [28],
pre-created dimensions are no longer part of DQD. Instead, users of
DQD must create the instances of dqd:Dimension themselves, e.g.,
based on an organization-wide agreement. Similar to dqd:Metrics,
the dqd:Dimensions can be reused via dqd:Suites (cf. [29] for an
explanation of the suite concept). This ensures that only agreed
DQ dimensions are available when using DQD, which was not
supported so far.

Apart from the handling of DQ dimensions, we further improve
the handling of DQ results in DQD version 1.0. While it is still pos-
sible to store results in an external data store, such as a time series
database, and to use DQD as metadata, there is now a possibility
to represent DQ measurement results using DQD. Instances of the
dqd:Result class (i) reference a single literal value that denotes
the value of the DQ measurement result (dqd:hasDQValue) and
(ii) reference an instance of the metric used for the computation
of this value (dqd:computedBy). This referenced metric instance
transitively references the part of the KG for which the DQ result
value was computed.

5 APPLICATION IN PRACTICE
We applied the new version of DQDwith dynamic parameterization
of DQ metrics in our manufacturing use case (cf. Section 1). The
use case is kept generic and could be part of any manufacturing
company as part of Industry 4.0 initiatives. It considers a production
line consisting of threeMachines 𝑋 ,𝑌 , and𝑍 . The machines sequen-
tially perform Assemblies of Products. Products assembled by one
machine may be used as a part in an assembly of the next machine.
Each assembly contains a timestamp of when it was performed. The

part with horizontal lines in the background in Figure 4 visualizes
the KG, which can also be downloaded in the form of turtle files6.

In order for the KG to be valid, the timestamps of the assemblies
must have the same order as the machines performing the assem-
blies. For example, an assembly performed by Machine X must
happen earlier than an assembly performed by Machine Y, which
reuses the product assembled at Machine X.

Based on that description, we use DQD in version 1.0 to imple-
ment a dynamically parameterized DQ metric. The part of Figure 4
with vertical lines in the background shows the classes and in-
stances that are created in order to implement the use case. It is
visible that the “GreaterThanMetric” has two dynamic parameters:
the path of one resolves to the timestamp of the assembly of the ma-
chine it is applied to (shown in green), whereas the path of the other
one resolves to the timestamp of the assembly at the predecessing
machine (shown in violet). In blue, individual instances GT𝑛 of the
“GreaterThanMetric” and their application to the machines X and Y
are shown. Exemplarily, the path resolving is visualized for GTY.
As an effect of the dynamic parameterization, this metric can be
also applied to other KGs that follow the same ontology.

Although we demonstrated our novel method in only one use
case that could be associated to the DQ dimension “validity”, our
method is general enough to be transferred to other domains and
DQ dimensions as well. For example, a completeness metric consid-
ering custom use case-dependent null values, such as NaN, None,
or -1, or regular expression-based metrics for dynamic syntax
checking in the dimension “syntactic correctness” could be cre-
ated without effort.

6 DISCUSSION
In this section, we discuss the effects of the proposed method for
KG-based DQ metric parameterization and its impact on topics
different than DQ.

6Please find the files for the example as part of DQD’s documentation at
https://w3id.org/dqd/1.0
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Advantages. As highlighted in Section 5, our novel method and
its implementation in DQD version 1.0 enable the definition of
DQ metrics that are dynamically parameterized using the data
to be measured. Such metrics could not be defined by existing
developments that rely on static parameterization, i.e., use fixed
values. Based on our contributions, possibilities for new DQmetrics
that could not have been defined otherwise arise.

FAIRness. The FAIR principles are a set of guiding principles that
ensure the Findability, Accessibility, Reusability, and Interoperabi-
lity of (meta)data [36]. As mentioned in [29], using DQD for the
representation of DQ definitions is beneficial to the fulfillment of
the FAIR principles. In particular, the introduction of our novel
method to DQD facilitates the interoperability and reusability for
(generic) DQ metric definitions that can be contextualized using
parameters.

For example, the “GreaterThanMetric” described Section 5 and
shown in Figure 4 could easily be reused in other use cases. Only
the adaption of the paths that are passed as parameters and refer
to the parameter values to be used is necessary. Using DQD for the
definition of the metric ensures that the semantics of the definition,
including the parameters, remain clear at any time. Thus, interop-
erability and reusability of the metric definition can be guaranteed.

Integration with other Ontologies. Since DQD is the only ontology
that allows to perform DQ measurements on parts of datasets such
as instances of a particular class, it is used for the implementation
of the dynamic KG-based parameterization. However, as described
in Section 2, there exist also other ontologies for DQ, which mostly
focus on whole datasets. Integrating dynamic parameterization
with those ontologies therefore seems to be challenging and opens
up potential for future work. First ideas of how solutions to this
can look like are mentioned as part of the Data Quality Manage-
ment (DQM) Vocabulary [15]. However, DQM is only capable of
computing Boolean measurements.

Further Data Models. Onemotivation for this paper was the reuse
of context provided by KGs. Nonetheless, it seems promising to
transfer the dynamical parameterization to further data models,
such as the relational model. As mentioned in Section 2, existing
frameworks for measuring DQ on relational data include great
expectations and deequ. However, upon investigation, these frame-
works support only static parameterization, not dynamic. Thus,
adding our concept of dynamic parameterization could greatly im-
prove the expressive power of such a framework. For example, the
values of parameters could be, e.g., based on the values of certain
attributes. Nevertheless, the method then loses some of its power,
since semantics are not present in the relational data model.

Data Quality versus Product Quality. Product and data quality are
two related but different concepts. Data quality provides insights
into whether data has beenmeasured and processed correctly, while
product quality refers to whether an entity has been manipulated
correctly. Product quality can be high even though data quality
is low, but without a high level of data quality, it is impossible to
determine product quality [4]. In this paper, we focussed on data
quality, although metrics for product quality could be defined using
the DQD version 1.0 as well.

7 CONCLUSION AND OUTLOOK
In this paper, we introduced a novel method for the dynamic pa-
rameterization of data quality (DQ) metrics based on knowledge
graphs (KGs). By providing data in combination with context, KGs
are an ideal basis for DQ measurements. However, existing on-
tologies for DQ definitions do not make use of context so far. To
overcome this limitation of previous works, we introduced a new
method that allows DQ metrics to be dynamically parameterized
based on KGs. By including context in the arguments of a DQmetric,
the reusability of a DQmetric across different use cases is increased.
The novel method is implemented as part of a new version of the
Data Quality Definition Ontology (DQD)4 and has been applied to
an example with manufacturing data in order to show its relevance
to Industry 4.0 use cases.

In terms of future research, we identified (1) the integration of
dynamic parameterization with other ontologies, (2) the transfer of
dynamic parameterization to other data models, and (3) the devel-
opment of a sound concept for sharing metric definitions to further
increase interoperability as promising further tasks that need to be
investigated. Another suggestion for future work is (4) the investi-
gation of the large-scale computation of DQ measurement results
based on KGs and dynamically parameterized metrics. To achieve
this, a dedicated software framework could be developed.
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