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ABSTRACT
Slow PCIe bandwidth represents a bottleneck for I/O-bound appli-
cations such as GPU-accelerated data analytics. Compression can
improve ingestion throughput, but contemporary GPU compres-
sors are much slower than the latest PCIe buses. The sequential
nature of widely used LZ-based compression proves challenging
for the GPU’s SIMT-based architecture.

This paper introduces a GPU-accelerated compressor based on
the FSST (Fast Static Symbol Table) compressor, providing a through-
put of 74 GB/s on an RTX4090 while maintaining its compres-
sion ratio. The resulting compression pipeline is 3.86x faster than
nvCOMP’s LZ4 compressor, while providing similar compression
ratios (0.84x). We achieved this by creating a memory-efficient en-
coding table, an encoding kernel that uses a voting mechanism to
maximize memory bandwidth, and an efficient gathering pipeline
using stream compaction.

Additionally, our compressor is compatible with a modified
version of the GSST decompressor, which is capable of decom-
pressing at 191 GB/s, to provide a high-throughput end-to-end
(de)compressor.
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1 INTRODUCTION
Modern analytical engines handle large amounts of data and are
starting to leverage GPU accelerators to benefit from the rapid
increase in throughput potential [11–13, 16]. With the release
of NVIDIA’s new Blackwell architecture, systems have access to
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HBM3e memory with a large bandwidth of 1TB/s per stack [24].
Even though these recent advances in memory bandwidth are im-
pressive, ingesting data into GPU memory happens through PCIe,
which is often a bottleneck in I/O-bound applications such as data
analytics. Conceptually, compression could alleviate that bottle-
neck, but the throughput of (de)compressing data on a GPU is
currently an order of magnitude slower than most other operations
in analytics pipelines [11, 12, 16]. For example, joins and aggrega-
tions can achieve a throughput of 100s of GB/s, while in contrast,
most compressors in NVIDIA’s nvCOMP library do not reach more
than 30 GB/s [23]. An important reason is that data compression
often uses an LZ-based algorithm [39], which is a poor match to the
GPU’s SIMT model of computation [29]. Compression is a field that
has been widely studied in the past [2, 6, 9, 21, 26, 30–32, 38, 39].

In the context of data analytics, decompression is most important
for data ingestion. NVIDIA introduced the Decompression Engine
with Blackwell, which is reported to achieve decompression speeds
of 180 GB/s for Snappy on a B200 [22, 24]. In addition, other GPU
decompressors have been proposed [20, 33, 36]

When considering big data query engines, there are also interest-
ing gains to be found for compression. GPU memory is a scarce and
expensive resource, creating a necessity to temporarily offloadmem-
ory to host memory (or fast storage, for example, using GDS [34]).
Another use case is distributing (shuffling) data between GPUs on
a multi-device system or to other nodes in a cluster.

This paper introduces a novel heterogeneous GPU-CPU com-
pressor based on the FSST (Fast Static Symbol Table) [6] string
compression algorithm. Our compressor is compatible with a modi-
fied version of the GSST decompressor [36], which allows for a full
compression and decompression cycle. We highlight the issues with
running FSST on a GPU and propose mitigations. Furthermore, we
show how to enhance throughput on the GPU with various opti-
mization techniques, such as adding transposition stages.

This paper has the following contributions:

• An analysis of the FSST compression bottlenecks on the
GPU

• Various GPU optimization techniques and their impact on
throughput

• An optimized GPU-accelerated FSST compression imple-
mentation achieving 74GB/s throughput

The paper is organized as follows. We will touch upon related
work and general GPU development background in Section 2. We
will then analyze the acceleration potential of FSST and possible
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inhibitors in Section 3. We will then provide a memory-efficient
encoding table in Section 4, and use it in the encoding kernel im-
plementation in Section 5. The overall compression pipeline will
be discussed in Section 6, and we will evaluate its performance in
Section 7. Finally, we will conclude in Section 8 and discuss some
potential future work.

2 BACKGROUND
In Section 1, we have established that string (de)compression is a
relevant problem for big data analytics. Most CPU compression
schemes predate the use of GPUs as general-computing accelerators
and offer limited acceleration potential. Nonetheless, significant
work has been done to port those existing schemes to GPUs.

One example is the CULZSS algorithm [26], which has had sev-
eral follow-ups [27, 28]. The initial papers implemented the LSZZ
algorithm on NVIDIA GPUs, primarily by splitting data into chunks.
Several derivates of this include CULZSS-bit [25], GLZSS [40], and
GMATCH [21].

Other examples of CPU algorithms ported to GPUs include com-
pressors included in the nvCOMP [22] library, such as Snappy, LZ4,
(G)Deflate, and ZSTD. To the best of our knowledge, GPULZ [38] is
the fastest LZ-based (LZSS) GPU compressor outside of nvCOMP
with a best-case throughput of approximately 29 GB/s.

For newer systems and data formats, there is an increasing effort
to emphasize the parallelization potential. An example of this is the
FastLanes format [1], which is partially implemented on GPUs [2].
Some more recent (numerical) compressors include Bitcomp [22],
SPspeed/SPratio [4], DietGPU [18], and Ndzip [19]. While these
compressors focus on numerical data, they can (mostly) also be
applied to string data, but at the cost of a low compression ratio.

Compression acceleration can also be achieved with hardware
other than GPUs, such as FPGAs [7, 8] and NVIDIA’s data process-
ing units (DPUs) with hardware compression [37].

2.1 FSST
FSST is essentially a dictionary coder that replaces frequently oc-
curring strings (symbols) with a length of one to eight bytes with
smaller single-byte symbols. The compression process involves
creating a symbol table for every block and then replacing match-
ing entries in the block with their corresponding codes. Bytes not
matched by any symbol in the table will be escaped with a special
character.

Figure 1 shows an example of the FSST compression process.
During encoding, FSST transforms the input data stream to a smaller
data stream using the symbol table, or encoding table, for every
block. It scans the input stream and identifies the longest matching
symbol, it will then append the corresponding code to the output
stream. When no match is found, a special escape character will be
added in addition to the first byte, indicating to the decompressor
that the next byte should be interpreted as data instead of a code.
The encoded stream, together with metadata such as the symbol
table, forms the output data of the compression algorithm.

Decompression is the reverse operation, where every byte is
expanded to one or more bytes while taking special care of escape
characters.

Figure 1: An example of FSST compression. The uncom-
pressed data is encoded to a (smaller) format using a static
dictionary. Source: [6]

Figure 2: The split format GSST uses. Every block is divided
into splits, which individual threads will process. Source: [36]

The use of a static symbol table enables random access to com-
pressed data, without needing to decompress an entire data block.
This feature is particularly useful in the context of databases. Ad-
ditionally, the use of a static table introduces an opportunity for
acceleration, which is the focus of this paper.

2.2 GSST
GSST [36] provides a partial solution to high-throughput string
compression. The authors provide a high-throughput decompres-
sor that introduces some changes to the FSST data format. GSST
achieves high throughput using additional block-level metadata and
a tiling-based approach to distribute work over multiple threads.
By applying tiling, GSST creates parallelism within the block level,
which allows it to decompress blocks in SIMT fashion.

The main problem is that the location where each thread should
output its decompressed data is unknown. GSST relies on the com-
pressor providing metadata detailing the structure of a block. The
decompressor can then use this information in the file header to
deduce where every thread should output its data. The file header
following their splits format can be seen in Figure 2.

Overall, GSST achieves considerable throughput while main-
taining the high compression ratio that the FSST table generation
algorithm provides by limiting the amount of information it needs
from a compressor to reconstruct the original output structure.
However, the original version of GSST does not include a high-
throughput compressor, has been tested with limited datasets, and
does not provide any source code. For that reason, we aim to keep
our compressor mostly compatible with the GSST format so that
we can create a more complete software package in the future. We
will discuss this further in Section 6.4.

2



2.3 GPU development
AGraphical Processing Unit (GPU) is a special processor originating
in graphics processing, such as shaders. A GPU follows the Single
instruction, Multiple threads (SIMT) paradigm, a combination of
Single instruction, Multiple data (SIMD) and multithreading. This
execution model is suitable for algorithms that can be massively
parallelized and run on general-purpose GPUs (GPGPUs).

At the core of GPUs lie many small cores, which are grouped in
Streaming Processors (SMs), each with its own schedulers, register
files, and caches. The SMs can execute multiple threads simulta-
neously, achieving high throughput through parallelism. Threads
running on an SM are grouped into warps, which run in lockstep.
This means all threads execute the same instructions, potentially
leading to inefficiencies if there is divergence between threads in
the same warp.

NVIDIA introduced the CUDA API to use the available compute
on GPUs in 2007. CUDA includes drivers, compilers, development
tools, and libraries, enabling the use of NVIDIA GPUs for general-
purpose computing via languages such as C++. While ROCm is
available for AMD GPUs, this paper only focuses on NVIDIA plat-
forms.

A CUDA kernel is executed by many threads grouped together
in thread blocks. The thread blocks form a kernel grid. Threads
within a block are executed on the same SM, and a grid is divided
over many SMs. Threads within a block are grouped in blocks of 32
threads called warps. A block cannot be migrated to a different SM,
but a single SM can execute multiple blocks. A GPU contains many
SMs, so underutilized SMs can be used to execute different kernels.

One effect of this architecture is that all threads within a block
are guaranteed to use the same L1 memory, which enables its use
as shared memory. Some algorithms use collective communication
operations, such as parallel reductions and scans. Shared memory
is used as a communication layer for this purpose. When commu-
nication is confined to threads within the same warp, warp-level
primitives provide a more efficient mechanism

CUDA has three categories of warp-level primitives: synchro-
nized data exchange, active mask query, and thread synchroniza-
tion. With synchronized data exchange, threads can exchange data
directly through registers and use voting functions. This allows
threadswithin awarp to perform a reduction fully in the register file,
for example. Another example is accelerating stream compaction
using ballots [5, 17].

3 ACCELERATION POTENTIAL OF FSST
FSST generates a symbol table based on its bottom-up approach
and then encodes the input data in a more compact format. With
its AVX512-based encoder kernel, FSST encodes up to 24 strings
in parallel using an encoding table consisting of hashtables and an
additional lookup table for short symbols.

There are two main steps in the process: table generation and
encoding. Table generation can be parallelized as there are many
tables to be generated, but the process of generating a single table is
highly sequential. Furthermore, the divergence between processes
is high, and the process uses data structures unfit for a GPU, such
as a priority queue. However, table generation only needs a small
sample of the data to work with, so modifying this to run in parallel

on the CPU will already yield high throughput. The encoding stage
operates on all data and, therefore, must be executed on the GPU
itself. To achieve parallelism, we can divide the data into tiles and
encode each tile in a separate thread, a common technique often
called tiling or chunking [1, 2, 31, 36].

For that reason, our accelerated compression pipeline will focus
on GPU-accelerated encoding combined with multi-threaded table
generation on the CPU. A heterogeneous design like this is best
suited to the FSST compression algorithm. For that reason, we will
shift our focus to potential blockers for a GPU-accelerated encoding
kernel.

One issue with encoding is that the encoding table does not fit
in shared memory because of the significant size of the lookup
table used for shortcodes. This lookup table is around 130kB in size,
while the hash table uses an additional 16kB of memory, totaling
146kB of shared memory usage. This means the table has to be
stored in global memory, which is not suited for random accesses
like those bound to happen in a lookup table.

Another issue is the alignment of input data (and output, for
that matter). String data is essentially a sequence of 8-bit values,
which is unnatural for GPUs that use 32-bit registers. This means
that every operation on 8-bit values that is not bit-packed to 32-bit
registers effectively wastes bandwidth. FSST string matching uses
64-bit values to match up to eight characters, which would map to
eight 8-bit loads from memory in a naive implementation.

Finally, since we use tiling to create parallelism, our input data
tiles, and therefore also the output data tiles, will be in consecutive
blocks in memory. Consequently, threads within a warp will not
work with consecutive memory addresses from global memory,
and no memory coalescing can occur with reading or writing. This
drastically lowers the effective memory bandwidth and, therefore,
our overall compression throughput.

4 MEMORY-EFFICIENT ENCODING TABLE
We will first address the size of the encoding table. First, we will
investigate how the encoding table is used and where potential
gains are. Based on these observations, we will introduce our own
encoding table, which is more memory efficient and is structured
in a way that is efficient for GPUs.

4.1 Data properties
The encoding table consists of two main lookup structures: the
hashtable and the shortcodes matrix. The hashtable is used for
symbols with a length between three and eight, while the short-
codes matrix is used to efficiently encode symbols that consist of
one or two characters. Both lookup structures are very sparse; the
hashtable stores up to 1024 symbols with a memory footprint of
sixteen bytes each, while the shortcodes matrix can theoretically
store up to 65536 symbols that take up 2 bytes each. In reality, their
usage will depend on the actual dataset, but it will be much lower
for compressible data. Especially in the context of textual data, since
many combinations are not present in natural language.

To investigate a realistic data structure usage, we will examine
the resulting encoding tables generated by FSST for three datasets:
TPC-H [35], GDelt [10], and DBText [6]. To be more specific, we
will use textual data from the TPC-H lineitem and customer tables,
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Figure 3: This histogram shows the spread of symbols regard-
ing their length for three datasets: TPC-H, GDelt, andDBText.
In general, we can see that the DBText corpus heavily uses
short symbols, while the other datasets also use longer sym-
bols more often.

location data from GDelt, and the machine-readable datasets from
the DBText corpus used by the original FSST authors.

Figure 3 shows the average lengths of symbols generated for
the three datasets. We can see that the hashtable is responsible
for a significant portion of the symbols. In the case of TPC-H and
GDelt, the hashtable stores 64 percent and 43 percent of all symbols,
respectively. We can also observe that machine-readable data in the
DBText set, such as hex data, almost exclusively uses the shortcodes
data structure.

The shortcodes lookup table effectively works as a 2D matrix.
Retrieving the code and length of a given symbol is achieved by
accessing the location that corresponds to the two characters; the
first character is used to identify the row, and the second character
is used to identify the column. This means a lookup consists of a
single memory access into a very sparse matrix.

For this reason, we do not only specify the usage of the short-
codes data structure in terms of cells used, but rather in the maxi-
mum and average usage of rows and columns within a row. The
number of rows tells us something about how many symbols, with
a length of two characters, start with the same character. Similarly,
the number of columns within a row tells us something about how
many combinations of symbols with the same starting character
exist.

Table 1 shows the usage of the shortcodes data structure for the
three datasets, in terms of the metrics described above. Note that
we only look at symbols with a length of two characters. We can

Table 1: The usage of the lookup table in terms of row and
column usage. A row is used when there is a 2-byte sym-
bol starting with the character corresponding to the row.
The number of columns described in this table refers to the
columns used within the same row; in other words, the num-
ber of 2-byte symbols that start with the same character.

Dataset Max/avg rows Max/avg columns

TPC-H 26/16.7 15/3.7
GDelt 36/29.1 12/2.4
DBText 38/26.8 19/6.5

see that while the overall matrix is very sparse, the actual data is
relatively dense. The number of rows is relatively small compared
to the potential number of rows, which makes sense considering
most characters are not used in purely textual data. Furthermore,
we can see that the (average) number of symbols that start with
the same character, so the average number of entries (columns) in
the same row, is relatively low.

For textual data, the hashtable contains 130 out of 1024 symbols
on average, and the shortcodes table contains 131481 out of 65536
possible combinations on average. Note that all symbols that consist
of a single character use 256 entries in the lookup table. Formachine-
readable data, such as that found in DBText, the hashtable contains
50 symbols, and the shortcodes table contains 13972 entries.

4.2 Modifying the hashtable
The size of the hashtable directly influences the number of hash
collisions, as the size is used in a modulo operation. For this reason,
the size cannot easily be lowered to more closely fit the observed
usage. We can, however, introduce indirection to the hash lookup.
This means that one table is used to store the actual data, while
a (more memory-efficient) table is used to store hash locations.
The number of possible data entries can then be modified without
affecting the number of entries in the hashtable, and as a result, the
number of hash collisions.

Another minor modification we can perform has to do with the
memory organization of the actual symbol structure. In the original
implementation, a hashtable entry consists of a 64-bit number repre-
senting the symbol data and a 32-bit number to store metadata such
as the code and length. This allows the encoding kernel to perform
direct 64-bit comparisons. However, this also forces the compiler to
align the structure to 8-byte boundaries, which requires four bytes
of padding. A GPU does not perform direct 64-bit comparisons, but
uses two 32-bit comparisons. For that reason, we split the 64-bit
number into two 32-bit numbers representing the high and low
sides. Consequently, the structure can now be aligned to four bytes,
resulting in less padding.

Overall, this changes the memory requirement from 1024 ∗ 16
to 1024 + 12 ∗ 𝑋 at the cost of an additional lookup, where 𝑋 is
the size of the secondary data table. This parameter balances the
compression ratio and, indirectly, performance. We will investigate
the effect of this parameter in Section 7.1.

1 ( (29 ∗ 256 + 59) + (70 ∗ 256 + 69) + (54 ∗ 256 + 148) )/3
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4.3 Efficient short symbols
We have already established that the shortcode structure is essen-
tially a sparse matrix. Furthermore, we have observed that most
rows are not used and that the number of entries in a single row
is also relatively low when only storing symbols with a length of
two bytes. For this reason, we will store single-byte symbols in a
separate data structure and only use the shortcode table for symbols
of length two.

4.3.1 ELL matrix. One data structure that could more efficiently
represent this data pattern is an ELL matrix based on the sparse ma-
trix package in ELLPACK [14]. The original matrix can be changed
to a 𝑁𝑥𝐾 matrix, where 𝐾 is the new number of columns, and all
non-zero elements within a row are compacted. While the ELL
format leads to a significant reduction in size, the matrix is still
sparse, storing more than 200 empty rows. Additionally, a GPU
uses 32 banks to address shared memory, meaning a single bank
will serve eight rows of this matrix, likely leading to bank conflicts
as the characters used in textual data are in close proximity.

4.3.2 Match table. We address these limitations with our own
matching table. The main idea behind the matching table is that
we translate the lookup table to a format that allows the GPU to
perform a series of computations to get the final result. We achieve
this by creating a series of masks and then applying the masks to all
codes for a particular row. The masking function uses the fact that
−(𝐴 == 𝐵) for unsigned numbers returns all zeros (0x00) when
𝐴 ≠ 𝐵 and all ones (0xFF) when 𝐴 = 𝐵.

We can select the row from the first character in a two-byte
symbol 𝑋𝑌 using a small lookup table. This row then consists of
several symbol-code pairs (SC pairs): a tuple containing a symbol
(𝑌 ) that can be used to create a mask and the code corresponding to
the combination of the row character with the symbol in the SC pair.
When the row has been selected, the GPU uses all SC pairs in that
row to generate the masks for all pairs and then applies the mask to
the respective codes. All results are then OR’ed to generate the final
code from that, which works because there is a maximum of one
match per row. Listing 1 shows the lookup algorithm, the buildup
algorithm, and the required memory structures for the match table.

The underlying SC pairs are represented in 32-bit words. Every
word contains two SC pairs. The reason we use a 32-bit number
is twofold: shared memory uses 32-bit words, both in addressing
and servicing. Additionally, GPUs use 32-bit registers, so anything
more than that will be split into 32-bit words anyway. This means
we can represent 𝐾 pairs in 𝐾 ∗ 2 bytes. We then use 𝑅 rows, which
must be a multiple of 32, to create a 𝑅𝑥𝐾 matrix and store it in
a column-major format. When 𝑅 is a multiple of 32, there are no
bank conflicts, and we reduce the memory usage even further to
𝑅 ∗ 𝐾 ∗ 2 + 256 bytes.

Note that the parameters 𝑅 and 𝐾 directly map to the row and
column usage described in Section 4.1, and will influence the final
compression ratio and, indirectly, performance. We have slightly
modified the original FSST table generation algorithm to respect
the additional constraints defined by these parameters and pick
the next best option if a constraint would be violated. We will
investigate the effects of these parameters in Section 7.1.

struct SymbolMatch { // Represents two symbol-code pairs
uint32_t val_sc_pairs;

SymbolMatch(uint8_t s1, uint8_t c1, uint8_t s2, uint8_t c2) :
val_sc_pairs(s1 << 24 | c1 << 16 | s2 << 8 | c2) {}

uint8_t get_val_if_equal(uint8_t b, uint8_t c, uint8_t val) {
return -(b == c) & val; // Returns val, if b == c

}

// Returns code if symbol matches any symbol, otherwise 0
uint8_t match(uint8_t symbol) {

return get_val_if_equal(symbol, val_sc_pairs >> 24,
val_sc_pairs >> 16) |

get_val_if_equal(symbol, val_sc_pairs >> 8,
val_sc_pairs);

}
};

struct SymbolMatchTable {
SymbolMatch matches[rows * matchesPerRow]; // R * K
uint8_t row_indices[256]{};

SymbolMatchTable(Symbol shortCodes[65536]) {
memset(row_indices, 255, 256); // Escape (255) by default
uint16_t values[rows][matchesPerRow * 2] = {};
uint8_t usedRows = 0; // assert(usedRows < rows)
for (uint16_t a = 0; a < 256; a++) {

bool matches = false;
int col = 0; // assert(col < matchesPerRow * 2)

for (uint16_t b = 0; b < 256; b++) {
if (Symbol ts = shortCodes[a | b << 8];

ts.code() != 255) {
matches = true;
// We need to maintain escape == 0, so +1
values[usedRows][col] = b << 8 | ts.code() + 1;
col += 1;

}
}

// If any 2-byte symbol is found in this row, save it
if (matches) {

row_indices[a] = usedRows;
usedRows += 1;

}
}

// And now construct all the symbol-code pairs structs
for (uint8_t row = 0; row < usedRows; row++) {

for (int i = 0; i < matchesPerRow; i++) {
uint16_t sc1 = values[row][i * 2];
uint16_t sc2 = values[row][i * 2 + 1];

matches[i * rows + row] =
SymbolMatch(sc1 >> 8, sc1, sc2 >> 8, sc2);

}
}

}

uint8_t lookup(uint8_t x, uint8_t y) {
const uint8_t row = row_indices[x];
if (row == 255) {

return 255; // No row found == escape for 2-byte lookup
}

uint8_t result = 0;
for (int i = 0; i < matchesPerRow; i++) {

SymbolMatch match = matches[rows * i + row];
result |= match.match(y); // OR entire row

}

return result - 1; // Restore to original code
}

};

Listing 1: All the requiredmemory structures and algorithms
for the match table. It is constructed from FSST structures
and then used in our GPU encoding kernel.5



5 ENCODING KERNEL DESIGN
The main challenge of accelerating the overall compression pipeline
lies in efficient encoding. For one, we need to create parallelism
within a single FSST block to make effective use of the GPU’s
massive parallelism. Furthermore, we need to mitigate the issues
mentioned in Section 3, besides the encoding table size.

In this section, we will describe a basic compression pipeline
and define the interfaces of the encoding kernel. We will describe
how we can mitigate the issue of memory alignment and how we
can achieve coalesced memory operations despite working with
non-contiguous tiles.

5.1 Applying tiling
After the tables have been created, the encoding stage will start.
Encoding is done on a block level, i.e., every FSST block can be
encoded separately. This is the first level of parallelism and maps
fairly naturally to a CUDA thread block. To create parallelismwithin
a (thread) block, we utilize the tiling technique. We will split the
data within a block into multiple tiles, which map to a single thread.
This means a single thread works on a small contiguous block of
memory, which is part of the original data block, and all threads in
the thread block work in parallel to encode a single data block.

The size of a tile has an effect on both the compression ratio and
the compression throughput. To create parallelism and indirectly
improve throughput, a smaller tile size is ideal. However, symbols
that overlap tile borders will not be recognized as a single symbol,
but instead will be split into two or more smaller symbols. Further-
more, a table block size that is too small will not be able to capture
repeating patterns that can be compressed. For that reason, table
generation prefers a bigger block size. To uncouple these conflicting
requirements, we use the concept of super tables. This means multi-
ple data blocks will use the same encoding table. This allows us to
modify the data block size to better suit the GPU, while continuing
to use a (larger) block size for table generation.

5.2 Inter-block dependencies
Compression of data inherently suffers from several sequential
dependencies, which prevent parallel execution. Since we use a
static symbol table, the only relevant dependency is determining
the output location for every block. At the start of compression, it
is not yet known what the resulting compressed size of each block
will be, so it is not possible to calculate where each block should
start depositing its output. This dependency forces a sequential
execution order between blocks.

This can be mitigated by the use of padding characters. We pad
the output blocks to their worst-case size. This ensures the output
location is fixed for all blocks. Padding ensures there is no overlap
between blocks and removes the inter-block dependency, allowing
for parallel execution.

However, the use of padding necessitates an additional post-
processing stage that removes said padding. This defines the basic
structure of our compression pipeline: we begin by generating
tables, proceed with the encoding kernel, and conclude with data
compaction during post-processing. We will go into more depth
about the post-processing stage in Section 6, but we can already
define the interface for the encoding kernel: it encodes the given

Figure 4: The process of using a slidingwindow to build a view
of the active data, which can be used by the encoding kernel
to directly match on. In this example, we show how data
moves through the registers as the data in shared memory is
processed. Bold numbers are used to show what part of the
data is part of the current view.

data blocks using a dedicated thread block into fixed locations in
global memory.

5.3 Sliding window
The main encoding loop consists of reading data from global mem-
ory, encoding it, and writing it to global memory. Because of the re-
peated random access, we use temporary buffers in shared memory,
which have limited space. For this reason, every thread performs
multiple encoding cycles, which consist of reading a small chunk
from global to shared memory, encoding it, and storing the result in
shared memory (and flushing when required). This loop is repeated
until the entire tile has been processed.

As mentioned before, a naive implementation performing byte-
level operations leads to many bank conflicts and underutilizes the
shared memory banks, which are capable of 32 bits per clock cycle.
We mitigate this by requesting 32 bits, or four characters, at a time
from shared memory, and we also organize the input buffer as a
column-major matrix. This means we view the input data for a
thread block as a 𝑁𝑥𝑀 matrix, where 𝑁 represents the number of
threads (or tiles) within a thread block and𝑀 the number of 4-byte
integers representing the data of a single tile. Shared memory will
then contain a 𝑋 ∗ 𝑁 matrix, where 𝑋 represents the chunk size.
All data for a single tile will be stored in a column in this matrix,
completely eliminating bank conflicts.

This greatly simplifies the encoding cycles, as we now deal with
32-bit words, but also introduces a problem: a symbol can span
multiple words andmight not consume a full 32-bit word. In order to
evaluate multiple (partial) words, we introduce the sliding window.

The sliding window uses three 32-bit registers and keeps track
of the reading offset to create a view of the next eight bytes. The
effect of the sliding window can be seen in Figure 4. In Listing 2,
we show how to create a view. We also keep track of the spillover
from the previous encoding cycle, as a symbol might overlap chunk
borders. When a register is fully encoded, indicated by the offset,
we shift the registers once and fetch the next 32-bit number.
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uint64_t create_view(uint32_t first_word, uint32_t second_word,
uint32_t third_word, uint8_t offset, uint8_t len) {

uint8_t b_from_first = min(len, 4 - offset);
uint8_t b_from_second = min(len - b_from_first, 4);
uint8_t b_from_third = min(len-(b_from_first+b_from_second), offset);

uint64_t first_data = get_first_n(
first_word >> offset * 8, b_from_first);

uint64_t second_data = get_first_n(second_word, b_from_second);
uint64_t third_data = get_first_n(third_word, b_from_third);

return first_data | second_data << b_from_first * 8 |
third_data << (b_from_first + b_from_second) * 8;

}

Listing 2: Sliding window view creation using three registers
and an offset

void pack_results_local(uint32_t result[out_buf_size][thread_count],
uint32_t offset, uint32_t val) {

uint32_t shift = (offset & 3) * 8; // n-byte within word
uint8_t block_index = offset / 4; // Identify block
uint32_t val_mask = val << shift;
uint32_t clean_mask = ~(0xFF << shift);

uint32_t current = result[block_index][threadIdx.x];

result[block_index][threadIdx.x] = current & clean_mask
| val_mask;

}

Listing 3: The output packing process

5.4 Output packing
The sliding window addresses the issue of memory alignment on
the input side of the encoding loop, but we have a similar problem
with our output data. Every match iteration of an encoding cycle
produces one or two bytes, depending on whether the symbol
needs an escape character. This is not naturally aligned to 4-byte
boundaries, so we need to perform output packing. The process in
Listing 3 allows us to set individual bytes in a 32-bit number, which
allows us to use an efficient array of 32-bit numbers as if it were an
array of 8-bit numbers.

5.5 Ensuring coalesced writes
Up until now, we have defined our tiling approach, kernel interfaces,
and main encoding loop, including the sliding window and output
packing. However, we have yet to define a solution for possibly
the two biggest challenges: inter-tile dependencies and memory
coalescing. Just as is the case with blocks, the output lengths of
tiles are not known beforehand and have a sequential dependency.
Furthermore, the effective memory bandwidth has a significant im-
pact on our overall performance, which means memory coalescing
is necessary.

We will address both issues at the same time with the final part
of the encoding kernel: collaborative output writing. In order to
achieve coalesced writes, we will use a transposed output format.
This means the output data can be seen as a𝑌𝑥𝑁 matrix with 32-bit
words, where 𝑁 is the number of threads within a thread block and
𝑌 is the number of output words per thread. To achieve coalesced
memory transactions, all threads within a warp have to perform

Figure 5: Threads keep track of their own local buffer head
(marked with black arrows, on byte level), and their working
block (marked orange) and filled blocks (marked green). All
threads keep track of the active block in the warp (marked
with red arrows, on block level). Threads in a warp will de-
cide to flush in two scenarios: when all threads have filled
the currently active block with data, or when a thread can
potentially overrun the buffer in the next encoding iteration.

writes in the same row at the same time, hence the collaborative
part.

We achieve this using a voting system within warps using the
ballot functionality2, and a thread-local circular buffer. The overall
process is illustrated in Figure 5. Every thread has its own circular
output buffer and keeps track of its local head and the currently
active block. The local head is used in the output packing process,
and is specifically for that thread and refers to a byte location. The
currently active block is shared by all threads within a warp and
refers to the 4-byte word that is the next block to be flushed.

After every iteration in the encoding cycle, threads will hold
a vote on whether to initiate a flush or not. If any thread risks
overrunning its buffer, all threads will add padding to their local
buffer if needed and trigger a flush. A flush will also be triggered if
all threads have filled the currently active block, which is the ideal
scenario. After the last encoding cycle has completed, a warp will
continue flushing its buffers until all threads within a warp have
fully written their data. Additionally, all warps within a block will
communicate such that they perform the same number of overall
flushes to create a valid output matrix.

This method ensures all write transactions are coalesced and
also eliminates the sequential inter-thread dependency. Imbalances
in compression output between threads as a result of different local
compression ratios are no longer an issue due to this voting process.

6 COMPRESSION PIPELINE
In this section, we will describe our full pipeline in more detail
and provide several optimizations that take full advantage of the
capabilities of modern GPUs. We will also discuss our compatibility
with the existing GSST decompressor.

6.1 Gathering data
As mentioned before, our pipeline consists of three steps: table
generation, encoding, and post-processing. The post-processing
step involves removing padding between data blocks, i.e., gathering
the results from every thread block.

2https://docs.nvidia.com/cuda/cuda-c-programming-guide/#warp-vote-functions
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We can employ one of two techniques to gather the resulting data
from thread blocks. We could perform stream compaction on the
entire data stream, removing the special padding symbol between
blocks. Thiswould be the best option if the paddingwere interleaved
throughout the data. However, our balloting scheme outputs dense
data, i.e., the inter-block padding is not interleaved but at the end of
the output block instead. This means using direct memory copies
also becomes an option. Instead of performing stream compaction
on the entire data stream, the CPU would trigger a device-to-device
memory copy for every block, which can be significantly faster.

6.2 Improving output format
The compression pipeline is now complete, but still has two issues.
Both issues are caused by the transposed format. The first issue
is that we (partially) lose FSST’s ability to perform random access
decompression. Since consecutive bytes are not guaranteed to be-
long to the same tile anymore, random access decompression would
become significantly more complex. The second issue is that the
compression ratio will be lower than that of FSST. This is because of
the special padding introduced by the collaborative output writing
when a thread forces a flush because of a potential buffer overflow.
This padding cannot be removed without creating an invalid ma-
trix with rows of different lengths. Even though we consider the
output matrix to be filled with 32-bit numbers, this does not matter
for the underlying memory. Removing a single byte will cause the
decompressor to interpret the data incorrectly.

We can fix the first issue by performing a transposition operation
on the output data of a block. This orients the output data in a 𝑁𝑥𝑌
format, which is more in line with the output format of FSST and
the input format of the GSST decompressor. Since this transposition
is on the block level, we can use dynamic parallelism to achieve
pipelining. This means we can use idle resources on the GPU, which
are likely to be there at the end of the encoding process, to transpose
the output data in parallel with encoding other data blocks.

In addition to this, we can now fix the second issue by performing
stream compaction on the transposed data to remove the interleaved
padding. Since the encoded data for a single tile is now in contiguous
memory, we no longer need to maintain identical output lengths
for all tiles.

These improvements are expected to give a high compression
ratio and transform the output format such that it is compatible
with the GSST compressor. We will investigate the performance
characteristics of the pipeline stages in Section 7.3.

6.3 Optimized pipeline
Our final pipeline now consists of five distinct stages. We first
create the encoding tables on the CPU, which we use to encode our
input data on the GPU. We then transpose the output data of every
individual data block to undo the effect of our coalesced writes.
Once all data has been transposed, we gather the resulting data
into a single contiguous block of memory using device-to-device
memory copies. Finally, we perform stream compaction to filter
out interleaved padding. The pipeline is shown in Figure 6.

Memory usage is an important aspect of compressors, which is
sometimes overlooked. This is especially the case on GPUs, where
memory is still a scarce resource. To minimize the required amount

(a) After table generation and encoding, the relevant data
is transposed such that all data from a single tile is in
contiguous memory. Note that we omitted the padded
data in the transposed data for the sake of brevity.

(b) After all blocks have been encoded and trans-
posed, we gather all data into a contiguous block of
memory by using device-to-device memory copies.
This eliminates the intra-block padding.

(c) We perform stream compaction on the entire data
stream to eliminate interleaved padding, which is a result
of the balloting system.

Figure 6: A simplified overview of our GPU-accelerated com-
pression pipeline. All data belonging to the same tile has the
same color. Note that the first two stages of encoding and
transposition operate on the block level, and the final two
stages of gathering and compaction operate on the entire
data stream.

of memory to compress the data, we carefully use a temporary
buffer and make use of the fact that we have multiple sequential
memory transformations. Figure 7 shows howwe use the temporary
buffer with the memory transformations to swap data between
buffers. We encode the input data to a temporary buffer, which we
then transpose to the output buffer. Since the temporary buffer is
now unused, we use it as the target buffer for our gathering stage.
After the gather operation has completed, the output buffer is no
longer used, so we directly perform our stream compaction from
the temporary buffer to the output buffer. Additionally, we copy
our generated headers to the output buffer during compaction. This
ensures that we only need a single additional buffer to compress
the data, reducing our overall memory usage. We will compare our
memory usage to state-of-the-art compressors in Section 7.4.
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Figure 7: The data flow through the temporary and destina-
tion buffers in our pipeline. The overall memory usage is low
because we reuse the temporary and destination buffers for
multiple operations.

6.4 Ensuring compatibility with GSST
Aswementioned in Section 2.2, GSST [36] introduced a GPU decom-
pressor but lacks a high-throughput compressor. We will discuss
the technical details of integration in this section.

GSST works by applying tiling to the FSST algorithm and provid-
ing some metadata about the tiles, or splits, as the authors of GSST
call them. The tiles have a constant uncompressed length, and the
header is slightly modified to include the compressed length of each
tile. This allows the decompressor to identify the exact starting lo-
cations of each tile. This work division matches our tiling approach.
To make our compressor compatible with the GSST decompressor,
every thread will have to write its output length, excluding padding,
to the block header.

The GSST decompressor also has to be slightly modified, as we
write all headers to the start of the file as opposed to the start of
each data block. This is because we perform stream compaction on
the entire data stream, which requires that all data is in contiguous
memory. However, this should not be a problem because the rele-
vant table can be retrieved fairly easily as long as the decompressor
keeps track of which data block it is decompressing.

7 EVALUATION
In this section, wewill evaluate the performance of our compression
pipeline and compare it to the state-of-the-art. We will use the
same datasets as analyzed in Section 4.1, and perform our tests on a
system with an RTX 4090 and a Ryzen 9 9950X (16 hardware cores,
32 threads). We use CUDA 12.8 and the NVIDIA driver 570.133.20,
in combination with nvidia-smi to gather usage data. All code was
compiled in release mode with the highest optimization settings.

We will compare our performance in terms of compression
throughput and compression ratio with the nvCOMP library from
NVIDIA, GPULZ [38], and compressors generated with the LC
framework [3]. For GPULZ, we use three configurations: fast, aver-
age, and max-compression, which match the configurations based
on the original authors’ parameter sweep of (C=4096, W=32, S=4),
(C=4096, W=128, S=2), and (C=4096, W=255, S=1), respectively.
For LC, we generate compressors with one, two, and three stages.
The throughput measurements are performed on data in GPU mem-
ory.
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Figure 8: The effect of varying the number of entries in the
hashtable on the resulting compression ratio. It is clear that
the hash table can be smaller without sacrificing significant
accuracy.

7.1 Encoding table performance
In Section 4.2 and 4.3, we introduced the modified hashtable and
the new match table, respectively. Both have the goal to encode the
same, or at least close to the same, amount of information while
using less memory.

Figure 8 shows the effects of reducing the hashtable size. We
can see that a size of 128 is sufficient for all datasets to reach their
compression ratio. Datasets like DBText that do not contain many
long symbols will require even less.

To determine the effects of a maximum number of rows and a
maximum number of entries within a row, we performed a param-
eter sweep using these two parameters. As a baseline, we used the
average usage by the regular FSST algorithm, which can be found in
Section 4.1. The results of this experiment can be found in Figure 9.

Remember that in the match table format, the number of allowed
rows must be a multiple of 32. Based on our experiments, we can
say that 32 rows will be enough. The maximum number of entries
in a single row must be a multiple of two, and the average usage
for all datasets is between 2.4 and 6.5. When limiting the number
of rows to 32, using more than eight columns results in a negligible
increase in compression ratio for the textual datasets. DBText is
the exception, since it heavily uses the shortcodes structure. Using
eight columns as a baseline results in similar compression ratios
as FSST, while only suffering an acceptable 5 percent decrease for
machine-readable data.

These parameters indirectly affect the throughput of the encod-
ing kernel by changing how much shared memory is needed. This
influences the occupancy of our encoding kernel, which can poten-
tially change the overall performance. When using the parameters
above, we use 1024 + 12 ∗ 128 = 2560 bytes for the hashtable and
32 ∗ 8 ∗ 2 + 256 = 768 bytes for the lookup table, a reduction of 84
percent and 99 percent compared to FSST, respectively.

Figure 10 shows the effect on overall pipeline throughput as a
result of higher shared memory usage when modifying the number
of columns. When combined with the effect on the compression
ratio shown in Figure 9, these results suggest that a throughput
reduction of approximately 3 percent across all datasets leads to an
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Figure 10: The effects on overall throughput of changing the
maximum number of columns, as a consequence of lower
occupancy.

approximate 2 percent increase in compression ratio for machine-
readable data.

7.2 Accelerated compression throughput and
ratio

The goal of this compressor is to accelerate the original FSST algo-
rithm beyond what a multi-threaded CPU application can achieve
and at least match PCIe throughput, while maintaining FSST’s ex-
cellent compression ratio on string data. We performed a parameter
sweep to determine the optimal work division and throughput,
which we will elaborate on more in Section 7.3.

Figure 11 compares the achieved compression throughput and
ratio of our compression pipeline to the state-of-the-art. We use
2GB files for all our datasets to ensure there is enough work to
process, while ensuring that none of the compressors run out of
memory.

We can make some observations from these results. In terms of
compression, we outperform ANS, Bitcomp, Cascaded, and GPULZ
consistently for all datasets. For TPC-H and DBText, we achieve
slightly higher compression ratios than LZ4 and Snappy, while they
have a higher compression ratio for the GDelt location data.

When considering overall compression throughput, we outper-
form GPULZ and all nvCOMP compressors with the exception of
ANS, Bitcomp, Cascaded, and all compressors generated with the
LC framework. This ranges from a 2.8x increase when compared to
Snappy to a 7.9x increase when compared to ZSTD.

Overall, our compressor is part of the Pareto front for every
dataset, meaning we push the state-of-the-art further towards ideal
compression.

We also added the results for the original FSST paper to the
graph to compare overall compression ratios. We achieve nearly
identical compression ratios, except for the machine-readable data
as explained in Section 7.1, while achieving a speedup of 50.27x.
Even when compared to a multithreaded CPU implementation, we
achieve a 7.43x speedup.

7.3 Performance analysis per stage
Our pipeline consists of several stages, most notably the encoding
and the compaction stage, which consists of gathering data from all
thread blocks and then filtering out interleaved padding. Remember
that we apply tiling to achieve parallelism, which influences the
amount of data per thread and therefore has a significant effect on
the overall throughput.

First, more data per thread results in fewer data blocks (and
thread blocks) overall. This is beneficial for the compaction stage,
since fewer blocks mean fewer, but larger, device-to-device copies.
This is also the case when increasing the number of warps per
thread block, as the compaction stage initiates a single copy per
thread block.

On the contrary, the encoding stage needs a certain number of
thread blocks to operate at full throughput. When the number of
active thread blocks is too low, the occupancy of the kernel is low,
and several Streaming Multiprocessors will be idle.
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Figure 11: We compare our proposed compression pipeline to the nvCOMP compressors, GPULZ, compressors generated
with the LC framework with a different number of stages, and the original FSST algorithm, regarding compression ratio and
throughput. All benchmarks were completed on the same machine (RTX 4090 with a Ryzen 9 9950X) and used the same 2GB
files. Our compressor, marked with an orange star, is a Pareto point in all datasets.

Overall, the tile size influences both the occupancy and the ef-
ficiency of the compaction stage, so we expect to see opposite
behaviour in terms of performance between these two stages. Fig-
ure 12 shows the throughputs of the two stages and the combined
overall throughput. This figure confirms our reasoning.

This means that, ideally, the tile size dynamically grows with
the input file size to always have the highest overall throughput.
Furthermore, more warps per thread block have a positive effect on
the compaction stage, but a negative effect on the encoding stage
due to increased shared memory pressure. It might be possible
to avoid the negative effects and further increase performance by
using cooperative groups3.

7.4 GPU memory consumption
As we mentioned in Section 6.3, we also considered memory usage
to be an important aspect of a GPU compressor, as memory is a
scarce resource and excessive usage can significantly reduce overall
performance and the ability to handle large datasets [15].

To measure the memory usage for every compressor, we ran
the provided benchmark code for each and measured the memory
consumption for the process using nvidia-smi. We then subtract
the size of the input and output buffer to get the memory used by
the compressor itself.

3https://docs.nvidia.com/cuda/cuda-c-programming-guide/#cooperative-groups
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Figure 12: The throughput for the twomajor stages (encoding
and compaction) and how they are influenced by the tile size.

Our compressor re-uses buffers several times to minimize mem-
ory consumption, and the results of that effort can be found in
Figure 13. We use significantly less memory than all other compres-
sors, as we only require a single additional buffer in addition to
some working memory for metadata and temporary header storage.
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Figure 13: Memory usage, measured with nvidida-smi, ex-
cluding input and output buffers of our compression pipeline,
compared to other state-of-the-art compressors. The com-
pressors are sorted based on their memory usage, and empty
columns indicate that a compressor ran out of memory or
failed to compress the file.

8 CONCLUSION AND FUTUREWORK
In this paper, we introduce a GPU-accelerated compressor based
on the FSST table generation algorithm. By optimizing both the
encoding kernel and the overall compression pipeline, we efficiently
exploit the massive parallelism of GPUs. Our results show that we
achieve compression ratios comparable to LZ-based algorithms,
while significantly improving throughput over existing GPU im-
plementations. While some GPU-native compressors like ANS,
Bitcomp, and other floating-point compressors like SPspeed still
achieve considerably higher throughputs, we offer a higher com-
pression ratio for textual data.

This positions our compressor as a Pareto optimal compressor
that can be used in GPU-accelerated database systems and other
areas where large amounts of textual data need to be efficiently
compressed with competitive compression ratios.

In the future, we would like to fully incorporate the GSST de-
compressor to provide full end-to-end measurements and perform
a complete evaluation.

Also, as mentioned in Section 7.3, it would be ideal to scale the
tile size with input size. In this version of the pipeline, a static size
is used, which limits the performance portability for different file
sizes. Furthermore, cooperative groups might prove to be useful to
further increase the throughput of the compaction stage, without
negatively affecting the encoding performance.
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